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Abstract
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Chapter 1

Introduction

1.1 Background and Dissertation Goals

Due to the ever-increasing demand for high productivity, quality and economical production methods, the use of industrial robots has grown tremendously in the last decade. That vast growth has led to a boom in robotics research. With emphasis on high-speed and precision operation of robots, dynamic behaviour has become one of the most significant design factors.

The industrial robot emerged in the late 1960’s. Therefore it could be considered in its infancy (compared with other branches of science). The Robotics industry currently enjoys considerable importance due to the following facts:

- the industry’s potential for growth is very high
- it has a considerable influence on flexible manufacturing in general and thus has a large indirect effect on the economical aspects of production.

Industrial robots are key components of flexible manufacturing technologies because their programmability allows them to be quickly adapted to changes in the
The following are some of the major benefits that can be gained from using robots in manufacturing:

1. increased productivity,
2. improved product quality (through quality consistency),
3. increased manufacturing flexibility,
4. reduced labour cost and
5. performing dangerous and undesirable jobs.

The above-mentioned benefits have led to a high expectation of robots usage. However the industrial applications of robotics in the past two decades were mainly in the following areas:

1. spot welding
2. arc welding
3. spray painting
4. material handling
5. machine loading and unloading
6. assembly
7. inspection

Due to the constantly-increasing demand for industrial implementation of robotics, the use of robotic manipulators grew tremendously in the last decade leading to a boom in robotics research. One emphasis of this research is on high-speed and precision operations.
1.1.1 Current challenges

Robotic research problems include:

Speed

Due to the non-linear effect of the velocity related (centripetal and Coriolis) forces, and due to the strong inter-joints coupling, high-speed operating robots offer a serious challenge to the servo and control systems. These must be fast enough to accommodate the rapid changes in the systems’ parameters.

Accuracy

Most robot manufacturers omit the robot’s accuracy from the specification manual. Most industrial robots are known to have accuracy no better than +/- 1.25mm, whereas if robots are to be programmed off line, much higher accuracy is required. Accuracy is difficult to achieve, especially at high-speed due to the arm’s inertia, resulting in links’ deflections and vibrations.

Payload

Current industrial robots tend to be large, massive and lack versatility. On average, industrial robots can manipulate payloads that are only about 10% of their own weight. There is scope for improvement in this area for an improved design to achieve better mass distribution.

Dexterity

Dexterity is the degree of robot’s flexibility to reach the working space in any direction. The need for better dexterity is often prompted by fine assembly
or spray painting applications.

Better dexterity can be achieved by increasing the number of Degrees of Freedom (d.o.f.). However, redundant d.o.f.'s make the control of such manipulators a difficult task.

**Control**

The control problem remains one of the most challenging problems in robotics. Controllers need to be much more sophisticated in their ability to interact between manipulators and sensors in real time. Also there are still many other problems areas such as programming languages, sensors, etc. which need improvement before the benefits can be fully realised in manufacturing industry. Also, considerable work has been reported regarding the application of adaptive control techniques to the robotic control problem [1-12].

**Drawback of adaptive control algorithms**

The drawback of many of the adaptive control algorithms that have been proposed in the robotics literature is that they treat the joints as decoupled systems and assume that the robot’s parameters are essentially constant.

Adaptive control is mainly applied in practice to linear systems with constant or slowly time-varying unknown parameters. There is a definite need for the continued analysis and design of adaptive control algorithms for non-linear (or linear time-varying) robot models. Since the performance of a control algorithm is limited by the accuracy of the system’s model, it is worthwhile to put effort into developing a better physical understanding of robot dynamics.

Sensitivity analyses must be applied to assess the impact of model approximations on robot control. They are, also, essential for the development of adaptive control algorithms that can handle effectively the continuously increasing
demands of robot control.

Vukobratović and Stokić [13], in their survey of adaptive robot control algorithms, state that:

"...few efforts have been made to analyse the necessity of adaptive control for manipulation systems. It seems that most of the parameter variations in practice could be compensated by sufficiently robust (classical) control."

Also, a general drawback to adaptive controllers is that the computational requirements for real-time parameter identification, and the sensitivities to numerical precision and observation noise, tend to grow undesirably as the number of system state variables increases [14].

The continuous increasing demands for enhanced productivity and improved precision have imposed special requirements on the control of industrial robots and caused a shift of emphasis towards the dynamic behaviour of robotic manipulators. This shift has led to the development of non-linear feedback control algorithms for robots [15]. The method takes the following approach: (i) Design of a global non-linear feedback algorithm that transforms the highly coupled and non-linear robot dynamics into equivalent, decoupled linear systems (one for each degree-of-freedom); and (ii) Synthesise local (joint) linear control algorithms in the framework of classical engineering [16]. The applied control signal is then the sum of the nominal control signal to cancel the non-linear dynamics and the augmented linear feedback control signal to specify the closed loop response. Non-linear feedback control algorithms are thus founded upon the hypothesis that an exact model of the robot dynamics can be implemented in the controller.

The first nonlinear feedback approach to robot control, which utilised the closed-form dynamic robot model, was the computed-torque control algorithm [17-24]. In this approach, the actuating forces/torques are computed as functions of
the desired trajectory (and its velocity and acceleration) in joint coordinates. The algorithm required the on-line evaluation of the robot dynamics which led to implementation problems. The development of customised algorithms and dedicated hardware [25-28], which compute the inverse robot dynamics, has revitalised interest in a computed-torque control. The non-linear torque controller of Sahba and Mayne [29] utilises essentially the same structure as the one proposed by Raibert and Horn [22], although in the Sahba and Mayne controller, on-line calculations rather than look-up tables are used to obtain the inverse robot dynamics.

Resolved-acceleration control [25] extends the computed-torque concept to robot control in end-effector coordinates. A related approach is the non-linear direct design method [30, 31], which is based on non-linear feedback decoupling [32] and arbitrary pole placement [16]. Time optimal torque control [33] is a variation of the direct-design method. The direct design method has also been extended to robot control in Cartesian coordinates [34].

Although the non-linear feedback control concept is appealing from the theoretical point-of-view there are practical problems in its industrial applications. This stems from the fact that the dynamic control model is only relatively accurate. Furthermore, modelling errors result in inexact cancellation of the nonlinearities, which degrade performance and can lead to instability [35, 29]. The high non-linearity and strong coupling of the robot’s arm make it difficult to design a robot that is free from the above-mentioned problems.

1.2 Problem Description

The design of a general robotic arm is an expensive, time-consuming and challenging task. That is due to the large number of system design parameters. The magnitude of this task can be illustrated by noting that a general six degrees
Figure 1-1: Robots population worldwide in the last decade.

of freedom serial manipulator can have up to 18 geometric parameters, 60 mass parameters, with 12 or more actuator parameters. The pre-production (design) cost of such a robot can be millions of dollars.

For example, it is reported that the Cincinnati Milacron T3 arm took 6 years to develop and an outlay of $6 million [36]. The NASA space shuttle manipulator is reported to have cost about $100 million [37]. As requirements for precision operation, cyclic speed of operation, external loads and complexity of geometry increase, the ability to meet complex design objectives becomes more critical. Also, since reliability is an inherent design characteristic, and robots is a growing field, (Figure 1-1), reliable design for reliable robots is a current great necessity [38]. Robot manipulator systems are difficult to design and one of the important means of easing this technological difficulty is the creation of a system of robust mathematical tools which is capable of making the design of new, more versatile systems feasible, and the fast and precise operation of these systems a reality.
1.3 Research Objectives

Because of the above problems and the complexity of design of robotic manipulators, this thesis contribution lies mainly in three different areas:

1. *Robot Dynamics*—to give a further insight into the performance characteristics of robot manipulators through:

   (a) an analytical study on the dynamic behaviour of robot arms under different velocity trajectories,

   (b) an analysis on the effect of links' dynamic balancing on the overall robot's dynamic behaviour, and

   (c) an analysis on the effect of load variation on the robot's dynamic characteristics.

2. *Robot Kinematics*—to establish quantitative measures of the effect of different kinematic parameters on the performance characteristics of a robotic arm.

3. *Robot Design*—to develop a new general design mechanism and computational methods which give a robot designer a quantitative feedback, with graphical illustration, regarding the influence of changing a robot's geometrical parameter on its optimal dynamic performance.

These three objectives represent the prime ingredients to establish reliable design tools. Through these design tools a robot designer can easily predict and foresee the impact of changing the operational conditions, (e.g. velocity or payload), or any of the kinematic parameters on the performance characteristics of a robotic manipulator.
In order to achieve the above-mentioned objectives, extensive software developments were required. The software was required to simulate the Lagrangian dynamics of both SCARA* and PUMA 560† robots. Also, software were developed for the kinematic analysis of PUMA 560 robot's arm. Also, the software function was for different velocity trajectories and robot's paths generation. Furthermore, the software was extended to allow for on line changes in the operating conditions (e.g. payload) and to study the effect of changing a robot's geometrical parameter on its dynamic behaviour.

1.4 Dissertation Outline

The work in this thesis includes mathematical modelling, software development, robot testing and computer simulation analysis. It also includes an analytical study on the dynamic response and sensitivity to changes in the kinematic parameters in order to develop design criteria and computational design tools for robotic manipulators. A plot package was especially developed as part of this research to reveal the special features of the study's outcome.

To accomplish the goals of this research, the dissertation is organised in the following manner:

- In Chapter 2, a review of robot dynamics is presented.
- In Chapter 3, the development of the kinematic model is presented and discussed.
- In Chapter 4, an analysis of the dynamic behaviour of a SCARA robot for different operating conditions under different velocity trajectories is pre-

*Selective Compliance Assembly Robot Arm.
†PUMA is a trade mark of UNIMATION.
presented. Also, the velocity trajectories used in the analysis are presented and discussed. Part of this Chapter has been published by Ibrahim et al. [39].

- In Chapters 5 and 6, the dynamic performance of a SCARA robot and a PUMA 560 were examined under different payloads and time-varying payload operating conditions. The PUMA 560 was further examined with its end-effector moving in a pre-specified Cartesian trajectory. Part of this work has been published by Ibrahim et al. [40] and another part is submitted for publication by Ibrahim et al. [41].

- In Chapter 7, a study was conducted using an experimental approach on the dynamic behaviour of a PUMA 560 with a time-varying payload condition. Also, a comparison between the computer simulation and real-time experiments are presented. Some of this work is submitted for publication by Ibrahim et al. [42].

- In Chapter 8, in pursuit of an optimal robot's design, a study on the extent of the effect of dynamic balancing of links was conducted.

- In Chapter 9, a performance indicator is developed to assist in the study of the effect of a robot's geometrical parameters on its dynamic behaviour. Part of this Chapter has been published by Ibrahim et al. [43].

- In Chapter 10, conclusions, discussion and recommendations for further study are presented.
Chapter 2

Dynamics Modelling

2.1 Introduction

An important initial step in analysing, designing or controlling a complex mechanical system, such as a robot, is to construct a representative model of the system. The model must be accurate enough to give results which satisfactorily describe the operation of the actual system, but is simple enough to be of practical use.

To satisfy these requirements, the rigid-links manipulator model is employed in this dissertation. The model simulates all the main forces that are present in any manipulator including the centrifugal/Coriolis forces terms.

The model, however, represents the main three terms affecting a robot's dynamics. These are:

- Inertial terms.
- Centripetal/Coriolis terms.
- Gravity terms.
The model employs the standard robot kinematics based on the Denavit-Hartenberg conventions [42] as explained below. More description on the derivation of the kinematic modelling of a robot's arm can be found in [43, 44, 17, 45-47]. The essential kinematic parameters of a revolute joint are schematically shown in Figure 2-1.

Figure 2-1: Link parameters $\theta, d, a$ and $\alpha$. 
2.2 Review of Robot's Dynamics

As mentioned earlier, the question of dynamics and control cannot be altogether separated. Also, dynamics study plays an important role in the development of procedures for optimal design of industrial manipulators.

Manipulators are usually predetermined to work permanently or during certain time periods, under the same working conditions, the same environments or on the same programmed task. However, some manipulators operate under insufficiently defined working conditions or in environments with a degree of uncertainty. In this case on-line calculation of the dynamics and control parameters is necessary for calculating the programmed kinematics, within the limits of the kinematic and geometrical capabilities of the manipulator. In order to ensure and satisfy a good tracking quality of the trajectories; it is necessary also to calculate the required driving forces and/or torques, depending on other variables' conditions.

There are two main methods of forming the dynamic equations. These methods are the *Lagrangian* method and the *Newton-Euler* method.

The Lagrangian methods although slower than the Newton-Euler method, give a greater insight into the components of the dynamics model. Therefore, the Lagrangian method of modelling robot dynamics was adopted in this research.

In the following section the Lagrangian method will be presented first without proof. The proof can be easily followed in one or more references [17, 50, 51].
2.2.1 The Lagrangian model

The model of manipulator’s dynamics via the Lagrangian method has an expression containing the effective inertias of each of the joints and the inertial coupling between them. Therefore, it allows one to determine:

1. The relationship between force/torque and acceleration at a joint.
2. The relationship between force/torque at a joint and acceleration at other joints.

The methods used in [51, 50] are based on simplified manipulator state equations, which are more useful than numerical techniques because the latter calculate the exact torques as function of positions, velocities and accelerations, but provide no insight into the system [17].

The general equation that describes the motion of an \( n \)-joint robot with one degree of freedom each is:

\[
F_i = \sum_{j=1}^{n} D_{ij} \ddot{q}_j + \sum_{j=1}^{n} \sum_{k=1}^{n} D_{ijk} \dot{q}_j \dot{q}_k + D_i
\]

(2.1)

where:

- \( F_i \overset{\text{def}}{=} \) Force or torque acting at joint \( i \).
- \( q, \dot{q}, \ddot{q} \overset{\text{def}}{=} \) Position, velocity and acceleration of joint \( i \) variable.

\[
D_{ij} = \sum_{p=\max(i,j)}^{n} \text{Tr} \left( \frac{\partial T_p}{\partial q_j} J_p \left( \frac{\partial T_p}{\partial q_i} \right)^T \right)
\]

\[
D_{ijk} = \sum_{p=\max(i,j,k)}^{n} \text{Tr} \left( \frac{\partial^2 T_p}{\partial q_j \partial q_k} J_p \left( \frac{\partial T_p}{\partial q_i} \right)^T \right)
\]

\[
D_i = \sum_{p=i}^{n} -m_p g^T \left( \frac{\partial T_p}{\partial q_i} \right) r_p
\]
Then $F_i$ can be expressed in a more expanded form as:

$$
F_i = \sum_{j=1}^{n} \sum_{p=\max(i,j)}^{n} Tr \left( \frac{\partial T_p}{\partial q_j} J_p \left( \frac{\partial T_p}{\partial q_i} \right)^T \right) \ddot{q}_j
$$

$$
+ \sum_{j=1}^{n} \sum_{k=1}^{n} \sum_{p=\max(i,j,k)}^{n} Tr \left( \frac{\partial^2 T_p}{\partial q_j \partial q_k} J_p \left( \frac{\partial T_p}{\partial q_i} \right)^T \right) \ddot{q}_j \ddot{q}_k
$$

$$
+ \sum_{p=1}^{n} -m_p g^T \left( \frac{\partial T_p}{\partial q_i} \right) r_p
$$

(2.2)

where:

- $T_p \overset{def}{=} A_1 \times A_2 \times \cdots \times A_p$
- $m_p \overset{def}{=} \text{the mass of link } p.$
- $r_p \overset{def}{=} \text{the distance of the mass centre of link } p \text{ with respect to link } p\text{'s coordinate frame. It is a } (4 \times 1) \text{ row vector with the last component being equal to zero.}$
- $Tr \overset{def}{=} \text{Trace operator.}$

Also:

$$
\frac{\partial T_p}{\partial q_j} = A_1 \times \cdots \times QA_j \times \cdots \times A_p
$$

(2.3)

$$
\frac{\partial^2 T_p}{\partial q_j \partial q_k} = A_1 \times \cdots \times QA_j \times \cdots \times QA_k \times \cdots \times A_p
$$

(2.4)

where:

- $Q \overset{def}{=} \text{Partial derivative expressed as a matrix operator}$

Also, an infinite signal change in a transformation matrix for a revolute or prismatic joint can be defined as [17]:

$$
\Delta_{\text{revolute}} = \begin{pmatrix}
0 & -d\theta & 0 & 0 \\
0 & 0 & 0 & 0 \\
0 & 0 & 0 & 0 \\
0 & 0 & 0 & 0
\end{pmatrix}
$$

(2.5)
or

\[
\Delta_{\text{prismatic}} = \begin{pmatrix}
0 & 0 & 0 & 0 \\
0 & 0 & 0 & 0 \\
0 & 0 & 0 & dd \\
0 & 0 & 0 & 0
\end{pmatrix}
\]  \hspace{1cm} (2.6)

Hence, from equations (2.5) and (2.6), it is clear that the value of \( Q \) can be either:

1. For a revolute joint \( i \) (i.e. \( q_i = \theta_i \)):

\[
Q_{\text{revolute}} = \frac{\Delta_{\text{revolute}}}{d\theta} = \begin{pmatrix}
0 & -1 & 0 & 0 \\
1 & 0 & 0 & 0 \\
0 & 0 & 0 & 0 \\
0 & 0 & 0 & 0
\end{pmatrix}
\]  \hspace{1cm} (2.7)

thus when \( i = k \):

\[
Q_{\theta_i \theta_j} = \begin{pmatrix}
0 & -1 & 0 & 0 \\
-1 & 0 & 0 & 0 \\
0 & 0 & 0 & 0 \\
0 & 0 & 0 & 0
\end{pmatrix}
\]  \hspace{1cm} (2.8)

or

2. For a prismatic joint \( i \) (i.e. \( q_i = d_i \)):

\[
Q_{\text{prismatic}} = \frac{\Delta_{\text{prismatic}}}{dd} = \begin{pmatrix}
0 & 0 & 0 & 0 \\
0 & 0 & 0 & 0 \\
0 & 0 & 0 & 1 \\
0 & 0 & 0 & 0
\end{pmatrix}
\]  \hspace{1cm} (2.9)

thus when \( i = k \):

\[
Q_{d_i d_j} = 0
\]  \hspace{1cm} (2.10)
Proof of equations (2.7) and (2.9) can be found in [17, 47]. Also, in equation (2.2):

\[ J_p \overset{\text{def}}{=} 4 \times 4 \text{ pseudo inertia matrix} \quad (2.11) \]

Therefore:

\[
J_p = m_p \begin{pmatrix}
\left(-\frac{K_{pXX}^2+K_{pYY}^2+K_{pZZ}^2}{2}\right) & K_{pXY}^2 & K_{pXZ}^2 & x_p \\
K_{pXZ}^2 & \left(-\frac{K_{pXX}^2-K_{pYY}^2+K_{pZZ}^2}{2}\right) & K_{pYZ}^2 & y_p \\
x_p & K_{pYY}^2 & \left(-\frac{K_{pXX}^2+K_{pYY}^2-K_{pZZ}^2}{2}\right) & z_p \\
y_p & z_p & 1 & 0
\end{pmatrix}
\]

(2.12)

where:

\[ K_{pab}^2 \overset{\text{def}}{=} \text{radius of gyration } ab \text{ of link } p, \text{ with } a,b = x,y,z \text{ being the Cartesian coordinates fixed in the same link.} \]

\[ x_p = \frac{I_{pab}}{m_p} \quad (I_{pab} \text{ is the inertia tensor}) \]

\[ \{ x_p, y_p, z_p \} \overset{\text{def}}{=} \text{Components of } \vec{r}_p, \text{ the mass centre vector of link } p. \]

Based on the above explanation of robot's dynamics, the building blocks of equation (2.2) can be defined such that:

\[ D_i \text{ The gravity load felt at joint } (i). \]

\[ D_{ii} \text{ The true inertia felt at joint } (i). \]

\[ D_{ij} \text{ The coupling inertia felt at joint } (i), \text{ due to the acceleration of joint } (j). \]

\[ D_{ijj} \text{ The centripetal force at joint } (i), \text{ due to the velocity of joint } (j). \]

\[ D_{ijk} \text{ The Coriolis force felt at joint } (i), \text{ due to velocities of joints } (j) \text{ and } (k). \]

It is clear that robot dynamic model is lengthy, complicated and time consuming for on-line applications. It was estimated in [52] that to compute the forces/torques for one nominal point in the trajectory requires 7.9 seconds on a PDP 11/45 computer.
2.3 Dynamic Modelling

In this research two different dynamic models were developed:

- Iterative dynamic model.
- Closed-form dynamic model.

These two modelling techniques are used in this research and are discussed below.

2.3.1 Iterative model

The iterative dynamic model was used to reduce the running time of the programme. On the other hand, when it was necessary to obtain a single force/torque component the reduced closed-form model was used.

The iterative simulation model was based on the technique reported in [53, 54]. In this technique advantage has been taken of backward recurrence.

To explain the backward recurrence, consider that the generalised force equation (2.2) can be expressed as:

\[ F_i = \sum_{j=i}^{n} \left[ Tr \left( \frac{\partial T_j}{\partial q_i} J_j \vec{T}_j \right) - m_j g^T \frac{\partial T_j}{\partial q_i} r_j \right]_{(i=1, ..., n)} \]  \hspace{1cm} (2.13)

where:

\[ \vec{T}_j = \sum_{k=1}^{j} \frac{\partial T_j}{\partial q_k} \ddot{q}_k + \sum_{k=1}^{j} \sum_{l=1}^{j} \frac{\partial^2 T_j}{\partial q_k \partial q_l} \dot{q}_k \dot{q}_l \]

which yields the usual form for the components of the reaction and the Coriolis and centripetal forces.

However, it was found that it is better to leave \( F_i \) in its compact form without expanding \( \vec{T} \). It was also found that the velocities \( \dot{T}_j \) and acceleration \( \ddot{T}_j \) can be easily derived by the following straightforward differentiation:

\[ T_j = T_{j-1} A_j \]  \hspace{1cm} (2.14)
\[ \dot{T}_j = \dot{T}_{j-1}A_j + T_{j-1}\dot{A}_j \]
\[ = \dot{T}_{j-1}A_j + T_{j-1}\frac{\partial A_j}{\partial q_j} \dot{q}_j \quad (2.15) \]

\[ \ddot{T}_j = \ddot{T}_{j-1}A_j + \dot{T}_{j-1}\dot{A}_j + \dot{T}_{j-1}\frac{\partial A_j}{\partial q_j} \dot{q}_j \]
\[ + T_{j-1} \frac{d}{dt}\left(\frac{\partial A_j}{\partial q_i}\right) \dot{q}_j + T_{j-1}\frac{\partial A_j}{\partial q_j} \ddot{q}_j \]
\[ = \ddot{T}_{j-1}A_j + 2\dot{T}_{j-1}\frac{\partial A_j}{\partial q_j} \dot{q}_j \]
\[ + T_{j-1}\frac{\partial^2 A_j}{\partial q_j^2} q_j^2 + T_{j-1}\frac{\partial A_j}{\partial q_j} \ddot{q}_j \quad (2.16) \]

Comparing (2.16) and (2.2), it is clear that this formula requires only calculation of \( \frac{\partial^2 T_j}{\partial q_i^2} \) instead of all the matrices \( \frac{\partial^2 T_j}{\partial q_k \partial q_l} \). This provides a considerable reduction in calculation requirement from an \( n^4 \) to an \( n^2 \) dependence.

To gain further computational efficiency, the following kinematical relationship was exploited [54]:

\[ \frac{\partial T_j}{\partial q_i} = \frac{\partial T_i}{\partial q_i} i_T \]

Then the Lagrangian model can be expressed as follows:

\[ F_i = \sum_{j=1}^{n} \left[ Tr\left( \frac{\partial T_i}{\partial q_i} J_j \ddot{T}_j^T \right) - m_j g^T \frac{\partial T_i}{\partial q_i} T_j r_j \right] \]
\[ = Tr\left( \frac{\partial T_i}{\partial q_i} \sum_{j=1}^{n} i_T J_j \ddot{T}_j^T \right) - g^T \frac{\partial T_i}{\partial q_i} \sum_{j=1}^{n} m_j i_T T_j r_j \quad (2.17) \]

Forward recursion has been used very successfully in this formulation as follows:
Suppose that the first term of equation (2.17) contains $B_i$, where:

$$B_i = \sum_{j=1}^{n} i T_j J_j \tilde{T}_j^T$$

Therefore

$$B_i = i T_i J_i \tilde{T}_i^T + \sum_{j=i+1}^{n} i T_{i+1} i+1 T_j J_j \tilde{T}_j^T$$

$$= J_i \tilde{T}_i^T + A_{i+1} \sum_{j=i+1}^{n} i+1 T_j J_j \tilde{T}_j^T$$  \hspace{1em} \text{(since } i T_i = I \text{ and } i T_{i+1} = A_{i+1} \text{)}

$$= J_i \tilde{T}_i^T + A_{i+1} B_{i+1} \hspace{1em} (2.18)$$

Also, if it is assumed in the second term of (2.17) that:

$$d = \sum_{j=i}^{n} m_j i T_j r_j$$

Therefore

$$C_i = m_i i T_i r_i + \sum_{j=i+1}^{n} m_j A_{i+1} i+1 T_j r_j$$

$$= m_i r_i + A_{i+1} \sum_{j=i+1}^{n} m_j i+1 T_j r_j$$

$$= m_i r_i + A_{i+1} C_{i+1} \hspace{1em} (2.19)$$

By substituting from (2.18) and (2.19) in (2.17):

$$F_i = Tr \left( \frac{\partial T_i}{\partial q_i} B_i \right) - g^T \frac{\partial T_i}{\partial q_i} C_i \hspace{1em} (2.20)$$

Some of the simulation study in this thesis was based on the recursive technique to find the required force/torque. Two sets of successive computation were conducted in two different directions:
First
All the $\ddot{T}_i^T$ terms to be computed successively starting from $i = 1$ to $i = n$, using equation (2.19).

Then
Knowing the values of $\ddot{T}^T$, the terms $B_i$ and $C_i$ are computed successively starting from $i = n$ to $i = 1$, using equations (2.18,2.19).

2.3.2 Closed-form model

The above method was fast enough to conduct an off-line analytical study of a robot arm’s dynamics. Due to the special geometrical configuration of the SCARA robot (Chapter 4) it was possible to use this technique to gain an insight into the effect on dynamic behaviour of different parameters. However, that was not the case with a geometrically articulated robot’s arm (PUMA 560). Therefore, it was necessary to implement the closed-form model which is based on equation (2.2). To speed up the computational time, some parameter reduction took place in the specially developed software for robot performance analysis. The parameter reductions were as follows:

1. $D_{ij} = 0$
   $D_{ijk} = 0$
   \[ \text{for } j, k < i \]
   These terms can be omitted from the trace of chain products of the matrices.

2. $D_{ijk} = D_{ikj}$
   This can be seen from the fact that:
   \[ \frac{\partial^2 T_i}{\partial q_j \partial q_k} = \frac{\partial^2 T_i}{\partial q_k \partial q_j} \quad \text{(see equation (2.4))} \]

3. $D_{ijk} = -D_{kji}$ \[ \text{for } i, k > j \]
   This can be seen by noting that:
   \[ Q^T = -Q \quad \text{(see equation (2.7))} \]
4. \( D_{ij} = 0 \quad \text{for } i \geq j \)

This is due to the fact that the trace of the product of a symmetric and a skew-symmetric matrix is identically zero. (A limiting case for this reduction is \( D_{iii} = 0 \), i.e., the centripetal force of a revolute joint is not felt by the motor of the same joint.)

Although the programme runs off-line and the time was not of critical importance, the above reductions helped in speeding the feedback for the analysis purposes.

2.4 Summary

Two dynamic modelling techniques were used in the course of the analytical study of this thesis. The first technique, based on the iterative Lagrangian algorithm, was used to study the dynamic behaviour of a SCARA robot under different velocity trajectories and time-varying payload conditions. The iterative technique was selected for two main reasons:

1. Its relative computational speed compared with the closed form model [54].

2. Given the special geometrical configuration of the SCARA robot, it was possible to use this technique to study the effect on dynamic behaviour of different terms.

The second technique was based on the closed form of the Lagrangian dynamic model. That particular technique was used in the study of the PUMA 560 robot arm. Despite the fact that it requires more calculation time than the iterative model, it helped in conducting the required analysis on the dynamic influence of each loading parameter in the articulated robot arm "PUMA 560".
Also, improvements in the calculation time was achieved by using the reduction mentioned in Section 2.3.2.
Chapter 3

Kinematic Modelling

3.1 Introduction

In order to compare the results of the simulation study on the dynamic behaviour under time-varying payload with the results of a real robot; it was necessary to model the kinematics of an available robot. The robot that became available through this research, is an articulated type "PUMA 560". The geometrical configuration of this type of robot is shown in Figure 3-1.

For this reason a complete kinematic model was developed for this type of robot to generate the inverse kinematic solution for alternative geometrical configurations. This kinematic model was coupled to the general dynamic model to form a more powerful research tool.

3.2 Cartesian Path

Given the initial and final Cartesian coordinates of the end-effector movement, which is assumed to be in a straight line, the length of the Cartesian motion
Figure 3-1: Kinematic parameters of "PUMA 560" robot manipulator.
\( (\mathbf{R}) \) can be calculated as:

\[
||\mathbf{R}|| = \sqrt{(X_1 - X_0)^2 + (Y_1 - Y_0)^2 + (Z_1 - Z_0)^2}
\] (3.1)

Where:

\[ \mathbf{R} \overset{def}{=} \text{A vector representing the Cartesian path of the end-effector} \]

\[ X_0, Y_0, Z_0 \overset{def}{=} \text{The Cartesian coordinates of the starting position of the end-effector.} \]

\[ X_1, Y_1, Z_1 \overset{def}{=} \text{The Cartesian coordinates of the final position of the end-effector.} \]

The Cartesian path vector's angles with the Cartesian axes can be calculated as follows: The angle \((\alpha_{\mathbf{R}})\) with the X-axis:

\[
\alpha_{\mathbf{R}} = \tan^{-1}\left(\frac{(Y_1 - Y_0)^2 + (Z_1 - Z_0)^2}{X_1 - X_0}\right)
\] (3.2)

Also, the angle \((\beta_{\mathbf{R}})\) with the Y-axis:

\[
\beta_{\mathbf{R}} = \tan^{-1}\left(\frac{(X_1 - X_0)^2 + (Z_1 - Z_0)^2}{Y_1 - Y_0}\right)
\] (3.3)

Similarly, the angle \((\gamma_{\mathbf{R}})\) with the Z-axis:

\[
\gamma_{\mathbf{R}} = \tan^{-1}\left(\frac{(X_1 - X_0)^2 + (Y_1 - Y_0)^2}{Z_1 - Z_0}\right)
\] (3.4)

Having completely defined the Cartesian path, the problem now is to conduct a time-based discretisation of the path. That leads to a set of points on the Cartesian path at equal time intervals rather than at equal distances. The positions of these points on the Cartesian path should also satisfy the desired velocity trajectory, as illustrated in Figure 3-3.

This time-based discretisation was achieved using the following three equations:

\[
X_t = X_0 + P_t \cos \alpha_{\mathbf{R}}
\] (3.5)
Figure 3-2: Cartesian path and its angles with respect to the world coordinate frame.
Figure 3-3: Time-based discretisation of the Cartesian trajectory.
\[ Y_t = Y_0 + P_t \cos \beta_g \]  \hspace{1cm} (3.6)
\[ Z_t = Z_0 + P_t \cos \gamma_g \]  \hspace{1cm} (3.7)

Where:

- \( X_t, Y_t, Z_t \) \textit{def} The Cartesian coordinates of the end-effector at time \((t)\).
- \( P_t \) \textit{def} The linear displacement on the Cartesian path at time \((t)\), with a zero starting value.

The position \( P_t \) can be obtained from a trajectory generator such as the polynomial trajectory explained on page 38. Knowing the Cartesian coordinates of these equal time-interval positions, the path positions can then be mapped into their corresponding joint positions. That can be achieved using the inverse kinematic solution.

### 3.3 Inverse Kinematic

In order to obtain the corresponding joints displacement that can lead to the resultant Cartesian trajectory, each position on the Cartesian path \( P_t \) is mapped to its corresponding joint position. That has been achieved numerically using the explicit inverse kinematic of the locally available robot (PUMA 560). Therefore, the computer model was extended to include the inverse kinematic model of the locally available robot PUMA 560. Each Cartesian position of the PUMA 560 has eight joint-space different solutions, as shown in Figure 3-4.

The geometrical approach to the solution of the inverse kinematic was used [55]. It was found that this solution gives more compatible results with those resulting from the robot’s own controller than the analytical approach [45]. However, it was also found during the validation that there are inherent errors in the kinematic solution of the robot’s controller. These errors were manifested
Figure 3-4: Inverse kinematic solution of "PUMA 560" robot manipulator.
in the discrepancy between the end-effector Cartesian positions to reach a certain point in space with elbow-up and elbow-down configurations.

The geometrical inverse kinematic solution was based on the following equations:

\[
\theta_{1t} = \tan^{-1} \frac{\pm Y_t \sqrt{X_t^2 + Y_t^2 + d_2^2} - d_2 X_t}{\pm X_t \sqrt{X_t^2 + Y_t^2 + d_2^2} + d_2 Y_t} \quad (3.8)
\]

\[
\theta_{2t} = \tan^{-1} \left\{ \frac{-Z_t (a_2 + d_4 S_3) + (d_4 C_3) \left( \pm \sqrt{X_t^2 + Y_t^2 - d_2^2} \right)}{Z_t (d_4 C_3) - (a_2 + d_4 S_3) \left( \pm \sqrt{X_t^2 + Y_t^2 - d_2^2} \right)} \right\} \quad (3.9)
\]

\[
\theta_{3t} = \tan^{-1} \left\{ \frac{X_t^2 + Y_t^2 + Z_t^2 - d_2^2 - a_2^2 - d_2^2}{\pm \sqrt{4d_2^2 a_2^2 - (X_t^2 + Y_t^2 + Z_t^2 - d_4^2 - a_2^2 - d_2^2)^2}} \right\} \quad (3.10)
\]

It should be noted that the two solutions of equation (3.8) resulting from the "±" sign are responsible for the two feasible configurations: arm lefty or arm righty. Similarly, the two solutions of equations (3.9) and (3.10) are responsible for the two alternative configurations: elbow up or elbow down. Proof of equations 3.8 to 3.10 can be found in [56]. Also the package calculates the kinematic solution for \( \theta_{4t}, \theta_{5t}, \) and \( \theta_{6t}. \) However, these angles are responsible for the spatial-orientation of the end-effector. Therefore, their values are functions of the elements of the Cartesian orientation matrix. The orientation sub-matrix of \( T_6 \) can be expressed as [57]:

\[
R(\theta, \varphi, \zeta) = \begin{pmatrix}
(C\zeta C\varphi) & (C\zeta S\varphi S\theta - S\zeta C\theta) & (C\zeta S\varphi C\theta + S\zeta S\theta) \\
(S\zeta C\varphi) & (S\zeta S\varphi S\theta + C\zeta C\theta) & (S\zeta S\varphi C\theta - C\zeta S\theta) \\
-S\varphi & (C\varphi S\theta) & (C\varphi C\theta)
\end{pmatrix}
\] (3.11)

Where:

\(\theta, \varphi\) and \(\zeta\) are the rotation angles around X-axis, Y-axis and Z-axis respectively of the end-effector’s coordinate frame.

Following the evaluation of \(R\) matrix’s elements; \(\theta_4, \theta_5\), and \(\theta_6\), were calculated using the following algebraic solution:

\[
\theta_4 = \tan^{-1} \left\{ \frac{-r_{13} S_1 + r_{23} C_1}{-r_{13} C_1 C_{23} - r_{23} S_1 C_{23} + r_{33} S_{23}} \right\} 
\] (3.12)

\[
\theta_5 = \tan^{-1} \left\{ \frac{-\left[ r_{13} (C_1 C_{23} C_4 + S_1 S_4) + r_{23} (S_1 C_{23} C_4 - C_1 S_4) \right]}{r_{13} (-C_1 S_{23}) + r_{23} (-S_1 S_{23}) + r_{33} (-C_{23})} \right\}
\] (3.13)

\[
\theta_6 = \tan^{-1} \left\{ \frac{-r_{11} (C_1 S_{23} S_4 - S_1 C_4)}{r_{11} [(C_1 C_{23} C_4 + S_1 S_4) C_5 - C_1 S_{23} S_5]} \right\}
\] (3.14)

Where:

\[C_{ij} \overset{\text{def}}{=} \cos (\theta_i + \theta_j)\]

\[S_{ij} \overset{\text{def}}{=} \sin (\theta_i + \theta_j)\]

\[r_{ij} \overset{\text{def}}{=} \text{element} (ij) \text{ of the rotation matrix } "R".\]
It is assumed that the robot completes its motion cycle within one second. Consequently, the cycle time is discretised in 61 points to contain 60 equal time intervals. The four feasible solutions for the six displacement angles are stored in a three dimensional array \((4 \times 6 \times 61)\). The angles are then arranged according to their dependency in six separate arrays to give four different sets of displacement trajectories for the six robot’s angles.

From the analysis made on the kinematics of the PUMA 560, it was found that the dependency of the joints angles is as follows:

\[
\begin{align*}
\theta_1 & \quad \text{are not functions of any other angle.} \\
\theta_3 & = f(\theta_3) \\
\theta_2 & = f(\theta_2) = f(\theta_3) \\
\theta_4 & = f(\theta_1, \theta_4, \theta_5) \\
\theta_5 & = f(\theta_1, \theta_4, \theta_5) \\
\theta_6 & = f(\theta_1, \theta_4, \theta_5)
\end{align*}
\]

The output of the inverse kinematic module of this package are six arrays for the six joint displacements. These arrays are then processed to get the corresponding velocity and acceleration of each link.

### 3.4 Summary

In order to conduct the simulation study on the dynamic behaviour of robot manipulators it was essential to develop the kinematic model and couple it to the dynamic model. Knowing the initial and final positions of the end effector, the trajectory’s path was interpolated at equal time intervals. The software was developed to calculate each point on the trajectory’s path such that it satisfies the desired cartesian displacement trajectory.

The calculated points on the cartesian trajectory were then mapped, via
the inverse kinematic model, to obtain the corresponding joint-space positions for the robot's possible configurations. The resulting position array of each joint was then processed to obtain the corresponding joint velocity and acceleration. Therefore the robot's inverse kinematic model had to be incorporated in the software to enable this process. The model was based on the geometrical approach to the solution of the inverse kinematic.

The integration of both kinematic and dynamic models in the software developed particularly for this thesis produced a powerful research tool which helped in conducting the analytical study of this thesis.
Chapter 4

Dynamic Behaviour Analysis of a Robot Subjected to Different Velocity Trajectories

4.1 Introduction

In robot design, it is often necessary to investigate the robot's performance when one or more working conditions vary over a given range. The analysis on which to base the design methods involves the multivariable mathematical relations between the design parameters and the manipulator's force and motion states. This analysis is complex, non-linear and highly coupled. The computer package developed in this thesis is specially designed to display the extensive analysis information in a compact format to help the designer develop an intuitive feel for his problem, reinforced by the displays.

In this chapter, the dynamic behaviour of a SCARA robot will be examined for different operating velocity trajectories.
Since the first three links of any robot’s arm are usually the longest and the heaviest, they have the greatest influence on the dynamic behaviour. This study will concentrate mainly on these links. The links of the manipulator have the geometrical configuration as shown in Figure 4-1. In this configuration links 1 and 2 move in a horizontal plane, Figures A.1 – A.2, while link 3 in Figure A.3, moves in a vertical plane.

To describe the translational and rotational relationship between the links of this manipulator, the Denavit-Hartenberg method [44, 58, 59] is used.

Typical SCARA robots are usually five or six degrees of freedom. In the simulation, the mass of the wrist components, the gripper and pay-load are represented by a simple spherical mass of 5 Kg. This mass is connected to the lower end of the third link as shown in Figure 4-1. The computer simulation model requires that the values of the link’s inertia matrix are supplied as data. Therefore, a complete derivation of the inertia matrix values for each link was conducted. This derivation is detailed in Appendix A.

In order to study the dynamic behaviour and the effect of coupling on the required joint’s torque/force two different trajectories were applied. A brief description of these trajectories is in the following section.

4.2 Applied Trajectories

The two types of velocity trajectories used in this study to examine different characteristics of the dynamic behaviour were namely:

1. Polynomial trajectories.

2. Numerical Control 2 (NC2) trajectories.
Figure 4-1: Schematic diagram of SCARA robot.
The main characteristics of these trajectories are as follows:

**4.2.1 Polynomial trajectories**

In these trajectories, the displacement of a link in space is a third order polynomial function in time. In this function the position should satisfy the following relationship [60, 61]:

\[ q_t = (1 - t)^3 \left\{ q_0 + (3q_0 + \dot{q}_0) t + (6q_0 + 12\dot{q}_0 + 24\ddot{q}_0) t^2/2 \right\} 
+ t^3 \left\{ q_1 + (3q_1 + \dot{q}_1) (1 - t) + (6q_1 + 12\dot{q}_1 + 24\ddot{q}_1) (1 - t)^2/2 \right\} \]  

(4.1)

- \( q_t \) the position at time-instant \((t)\)
- \( q_0 \) the initial position in space at \((t = 0)\)
- \( q_1 \) the final position reached at end of stroke at \((t = 1)\)

The main characteristics of these types of trajectories, as shown in Figure 4-2, is that they give smooth position, velocity and acceleration progression. Its main limitation is that it does not satisfy the time optimality requirement for fast operation. For this reason the following type of velocity trajectory was also implemented in this research.

**4.2.2 NC2 (Numerical Control 2) trajectories**

In order to achieve minimal time displacement Bang-Bang trajectories must be used. The configuration of this trajectory, as shown in Figure 4-3, is constant acceleration – constant deceleration.

For a longer displacement and due to the actuator's limitations, the trapezoidal velocity trajectories in Figure 4-4 are the optimal time solution. The prob-
Figure 4-2: Polynomial trajectory.
lem associated with these kinds of trajectories is the vibration they cause due to the discontinuity at changeover points of the acceleration. This vibration can also affect the precision in position of the end effector at the end of the stroke.

To overcome the problem of vibration and to maintain, as much as possible the time optimality, the NC2 velocity trajectory was introduced. This trajectory, as shown in Figure 4-5, has the following characteristics [39]:

1. There is no discontinuity in the acceleration except at the starting point to minimise the effect of vibration.

2. The maximum velocity occurs at 0.333 of the total displacement time, making the deceleration time twice as long as the acceleration time; thus further reducing any vibration effect.

3. The acceleration discontinuity at the end of stroke is eliminated.

4. This kind of trajectory is much closer to the time optimality than most of the commonly known trajectories mentioned in [61].

4.3 The Dynamic Behaviour Analysis

The study of the dynamic behaviour of the SCARA robot [39] was based on the complete Lagrangian model expressed in equation 2.2 as explained in Section 2.2.1.

Throughout this study, all links are specified to start and finish their individual motion at the same time. The study has been applied on a few operational conditions to examine the performance characteristics under those conditions. The outcome of three main applications is discussed below.
Figure 4-3: Bang-Bang trajectory.

Figure 4-4: Trapezoidal trajectory.
Figure 4-5: NC2 trajectory.
4.3.1 First application

To examine the effect of the velocity trajectories on the dynamics of the manipulator, various velocity trajectories of the polynomial type were applied on all links to examine the dynamic response for each trajectory. This procedure has been repeated using \( NC2 \) type trajectories for comparison. All link trajectories are specified to start from the position \( q_1 = q_2 = q_3 = 0 \) and each link moves in its own positive direction to the position \( q_1 = q_2 = q_3 = 1 \) rad. The results are shown in Figure 4-6 and Figure 4-7.

The results of the first two links will be discussed together because of the similarity of their motion and geometrical configuration, and those for the third link will be considered separately.

The response of the first two links

In the light of the results obtained corresponding to the increasing velocity trajectories, the following analysis can be made:

1. At a lower velocity trajectory, the required torque has taken the pattern of the acceleration. The physical interpretations for this are:

   (a) These links move in a horizontal plane; hence there is no movement in the vertical direction. Therefore, their actuators do not work against gravity and the third term of the Lagrangian model becomes zero.

   (b) The required torque at a lower velocity trajectory is dominated by the acceleration dependent inertia force as indicated by the curves for small torques shown in Figure 4-7-b for example.

2. It can be seen that the magnitude of the required torque, at the moment of zero acceleration (maximum velocity), becomes greater than zero and
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Figure 4-6: Dynamic behaviour for increasing polynomial trajectory.
Figure 4-7: Dynamic behaviour for increasing NC2 trajectory.
increases as the velocity increases as shown in Figures 4-6-c and 4-7-c. This is because at these particular moments both the acceleration-dependent inertia force and the gravitational force are equal to zero and so the non-zero value of the required force at these instances is due to the centripetal and Coriolis forces in the link 'i', which is a function of $\dot{q}_j, \ddot{q}_k (j, k = 1, 2, \ldots, N)$. As a consequence of that, as the maximum velocity of the links increases, the required torque peak shifts its time position from maximum acceleration towards maximum velocity.

3. By comparing the required torque curves with their corresponding velocity trajectories, it is clear that a linear increment in maximum velocity causes a higher order increment in the centripetal and Coriolis force (Figures 4-6-e and 4-7-e). This is as expected from the second term of equation 2.2.

**The response of the third link**

Two main characteristics are demonstrated by the results shown in Figures 4-6-d and 4-7-d. These characteristics are:

1. There is always a constant required force added to the other velocity and acceleration dependent forces, i.e. the minimum required force is no longer zero. The physical interpretation for this non-zero minimum force is that since the link moves vertically in the gravitational field and all the preceding links have no vertical movement the gravitational force is constant.

2. Unlike the first two links, at the instance of zero acceleration (maximum velocity), the required torque remains zero and does not increase as the maximum velocity increases. This is because the third link is prismatic and so there are no velocity dependent centripetal and Coriolis forces. Since the link is under the effect of the inertial and gravitational forces only, the
required force curves take the pattern of the acceleration curves with the gravitational forces added to them.

### 4.3.2 Second application

A robot's designer may consider applying different kinds of trajectories on different links to achieve different resultant end effector movements. In this case the study of the effect of dynamic coupling between links is important in forecasting how links will respond to each other's trajectories.

The SCARA robot has been examined in that respect in two ways as shown in Table 4.1:

<table>
<thead>
<tr>
<th>Case</th>
<th>Link</th>
<th>Applied Trajectory</th>
</tr>
</thead>
<tbody>
<tr>
<td>Case 1</td>
<td>1</td>
<td>Polynomial</td>
</tr>
<tr>
<td></td>
<td>2</td>
<td>NC2</td>
</tr>
<tr>
<td></td>
<td>3</td>
<td>Polynomial</td>
</tr>
<tr>
<td>Case 2</td>
<td>1</td>
<td>NC2</td>
</tr>
<tr>
<td></td>
<td>2</td>
<td>Polynomial</td>
</tr>
<tr>
<td></td>
<td>3</td>
<td>NC2</td>
</tr>
</tbody>
</table>

Table 4.1: Links' trajectories for case 1 and case 2 of dynamic coupling.

Firstly by applying polynomial trajectories on the first link, \( NC2 \) trajectories on the second link and polynomial trajectories on the third link.

Secondly by applying \( NC2 \) trajectories on the first link, polynomial trajectories on the second link and \( NC2 \) trajectories on the third link.

The trajectories used are those shown in Figures 4-6-a and 4-7-a. The results obtained for these two cases, as shown in Figures 4-8 and 4-9, make the effect of coupling visible to the designer.

In the first case it is noticeable from Figure 4-8-a that the value of the required torque for the first link did not start at zero, although at this instant
the values of the first link variable, its first time derivative and its second time derivative are zeros (i.e. \( q_{t=0} = \dot{q}_{t=0} = \ddot{q}_{t=0} = 0 \)). That was due to the interactive dynamics between the first and the second links, which becomes clear by comparing Figures 4-6-b and 4-8-a.

Also, by comparing the results shown in Figures 4-8 and 4-9 for the required torque of the first and second links with their corresponding results in Figures 4-6-b and 4-6-c and those in Figures 4-7-b and 4-7-c, it is found that:

1. The torque curve of a link does not necessarily follow the link’s acceleration.
2. The value of the required torque is greater than zero at zero acceleration; this applies even with very low velocity trajectories.

These changes in the required torque curves are due to the influence of the first link’s trajectories on the second link and vice versa.

Also, Figures 4-8-c and 4-9-c show that the third link has not been affected by the dynamic coupling. This is as expected because the third link’s motion and force are perpendicular to the plane in which the first two links move.

### 4.3.3 Third application

The dynamic behaviour of a robot’s arm is not only a function of individual link velocity and acceleration but also a function of its position in space. For this reason it is important for a robot’s designer to investigate the maximum required torque for each link in a robot’s arm in the light of the expected operational paths which the links may take. Therefore, this chapter has been extended to include this investigation.

For consistency during this investigation a single velocity trajectory of polynomial type, with a maximum value of 3.75 rad/sec, was used for each link’s
Figure 4-8: Effect of dynamic coupling (case 1).
Figure 4-9: Effect of dynamic coupling (case 2).
movement to give the same amount of displacement (2 radians). The starting and finishing positions of the links were varied as shown in Table 4.2.

Since it was shown in Section 4.3.2 that there is no dynamics coupling between the second and the third links, the investigation concentrated on the first two links only. For this reason the geometrical configuration data of the second link was modified to include the third link as a point mass at its end. Three of the cases examined during the course of this research will be discussed in this section. The results of the computer simulation are illustrated where Figures 4-10-a, 4-11-a and 4-12-a show the starting and finishing positions for the trajectories producing the torques shown in Figures 4-10-b, 4-11-b and 4-12-b respectively.

Based on these results the following analysis can be made:

1. By comparing the results of the first and second cases, (Figures 4-10 and 4-11), one can notice the change in the maximum negative required torque. This change has occurred although both links have maintained the same velocity acceleration trajectories and they moved the same displacement (2 radians) in both cases. The only difference is the change in the starting and finishing positions.

2. Figure 4-11-b shows that for the start and finish positions in Figure 4-11-a there is no centripetal or Coriolis force when both \( q_1 \) and \( q_2 \) are equal to zero (at \( t = 0.5 \text{ sec} \)). That is because the centripetal and Coriolis forces for both

<table>
<thead>
<tr>
<th>Case</th>
<th>Link</th>
<th>Starting Position</th>
<th>Finishing Position</th>
</tr>
</thead>
<tbody>
<tr>
<td>Case 1</td>
<td>1</td>
<td>0.0</td>
<td>2 Rad.</td>
</tr>
<tr>
<td></td>
<td>2</td>
<td>0.0</td>
<td>2 Rad.</td>
</tr>
<tr>
<td>Case 2</td>
<td>1</td>
<td>-1 Rad.</td>
<td>1 Rad.</td>
</tr>
<tr>
<td></td>
<td>2</td>
<td>-1 Rad.</td>
<td>1 Rad.</td>
</tr>
<tr>
<td>Case 3</td>
<td>1</td>
<td>-1 Rad.</td>
<td>1 Rad.</td>
</tr>
<tr>
<td></td>
<td>2</td>
<td>0.0</td>
<td>0.0</td>
</tr>
</tbody>
</table>

Table 4.2: Starting and finishing positions for the three cases.
Figure 4-10: Kinetic effect of starting and finishing position (case 1).
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Figure 4-11: Kinetic effect of starting and finishing position (case 2).
Figure 4-12: Kinetic effect of starting and finishing position (case 3).
links are functions of $(\sin q_2)$.

3. In the third case (Figure 4-12) the first link is the only moving link with the second link making a zero angle with the $X$ axis of the first link coordinate frame. The comments on these results are:

(a) Since the position variable of the second link remained equal to zero, there were no centripetal or Coriolis forces detected by either actuator.

(b) Although the second link did not move relative to the first, its actuator is subjected to a torque due to the coupling discussed in 4.3.2

(c) This torque sensed by the second link’s actuator was in the same direction as that of the first link. That is expected since the inertia of both links are acting in the same direction.

4.4 Summary

In summary, this chapter presents an analysis of the SCARA robot’s dynamic performance. The analysis was conducted and based on a specially developed computer package for the purpose of this research. It demonstrates that all terms of the complex, coupled and highly non-linear robot’s dynamic must be considered when analysing high performance manipulators.

The numerical results obtained from this analytical study on the typical SCARA robot, which are represented in graphical forms, have given more quantitative insight into the dynamic behaviour of this type of robots [39]*. For example, it was shown from the cases studied that the non-linear velocity-related centripetal forces of the first link are three times that of the second link throughout the work-cycle. It was also shown that the effect of the velocity loading cannot be ignored.

for a velocity beyond 1.12 rad/sec and 1 rad/sec for the first and second links respectively. This is particularly important if it is intended to omit these forces for on-line control purposes.

The analysis also enables the designer to quantitatively visualise the effect of coupling at every instant of the trajectory’s time. In that context it was shown that a reduction in the maximum required torque for a link occurred when the neighboring links moved in different velocity trajectories with different points of maximum velocity. The reduction was 4.3% for link 1 (by comparing Figures 4-6-b and 4-8-a) and 8.7% for link 2 (from Figures 4-6-c and 4-7-c). However, it was found that the difference was too small to be of real significance taking into account the very high maximum velocity.
Chapter 5

Dynamic Characteristics of a SCARA Robot Under Different Payloads and Time-varying Payloads

5.1 Introduction

Robot manipulators are often required to perform tasks which entail different time-invariant payloads for different workcycles or a time-varying payload within a workcycle. This load variation usually affects the dynamic behaviour of a robot's arm. On the other hand, an industrial robot is a serial mechanism. Its dynamics are strongly coupled and highly nonlinear. Therefore, it is difficult to predict the effect of payload variation on the required torque/force for each link. Hence, in this thesis the research on the dynamic performance of robot manipulators has been extended to also cover the difficulties of predicting this effect.
The analysis was conducted using a SCARA robot type configuration, Figure 4-1, and an articulated robot (PUMA 560). Also in this phase of this research two velocity trajectories were used:

- NC2.
- Polynomial trajectories.

The conditions of the payload variation that were considered for this study were as follows:

1. different time-invariant payloads for different workcycles, such as in sorting and pick & place jobs.

2. a time-varying payload within a workcycle, such as in looming and welding processes.

Also in this investigation the dynamic simulation was based on the complete Lagrangian formulation, using the complete reverse dynamic model including the centripetal/Coriolis forces. The study was conducted off-line, hence the computational time has no critical importance.

Given the changes in payload characteristics, the mass of the last link \( m_3 \), its pseudo-inertia tensor \( J_3 \), and its center of masses \( \vec{r}_3 \) had to be re-calculated and updated at each instant of time within a workcycle. The effect of payload variation on the dynamic behaviour of each link was examined as outlined in the following analysis.
5.2 Effect of Different Time-invariant Payloads on a SCARA Robot Subject to NC2 Velocity Trajectories

To study the effect of different time-invariant payloads on the dynamic behaviour of each link, a payload was represented by a spherical mass attached to the gripper. The required torque for each link was calculated at each point in time within an NC2 velocity trajectory. The same procedure was repeated for 11 workcycles with loads increasing in steps of 0.25 Kg so that for the first cycle the load was 2.5 Kg and for the eleventh cycle the load was 5 Kg.

5.2.1 The effect on the first link

For the NC2 applied trajectory, at a maximum velocity point in time (0.33 sec.) the acceleration is zero. Therefore, the only torque felt by the actuator at this instant is due to the velocity-related centripetal and Coriolis forces, as shown in Figure 5-1. For this reason, the required torque at 0.33 sec. had a non zero value due to the effect of velocity. However, the effect of velocity on the dynamic behaviour of this robot is explained in Chapter 4.

It was also noticeable that the required torque for the first link was affected linearly by the increment in payload due to the inertia force. This is shown in Figure 5-1 at the maximum positive and maximum negative accelerations.

The required torque for the first link has also been affected linearly, due to centripetal/Coriolis force, by the change of payload in the robot’s end-effector. Due to the geometrical configuration of the SCARA robot, the actuator of the first link does not sense any gravitational force. This is because the first link moves in
Figure 5-1: Required torques for the first link under different time-invariant payload conditions.
a horizontal plane perpendicular to the gravity field, Figure 5-1.

5.2.2 The effect on the second link

In a similar way to the first link, the required torque of the second link is affected by the change in payload due to inertial and centripetal/Coriolis forces. The reason is that while the centripetal/Coriolis force is negative in the first link, it is positive in the second link, as shown at the zero acceleration points in Figures 5-1 and 5-2. The required torque of the second link has also been affected linearly by a change in payload, due to inertial force. It was found that while the percentage change in the maximum required torque for the first link was 23.25%, it was 27.47% for the second link. The small difference (4.22%) was due to the following:

1. the maximum required torque was dominated by the inertia force, and

2. the payload variation acted as a change in the second link’s mass, while the first link’s mass remained constant, thus the percentage change of the moving masses for the actuator of the second link is greater than that of the first link.

The second link also moves in a horizontal plane perpendicular to the gravity field. Thus, its actuator does not sense any gravitational force, Figure 5-2.

5.2.3 The effect on the third link

The third link in a SCARA robot is unlike the first two. It is a prismatic joint and moves vertically. Therefore, its actuator does not sense the centripetal/Coriolis force. Also, since a change in the kinetic energy of a moving link is a function of the acting forces [62, 63] the change in the kinetic energy of the
Figure 5-2: Required torques for the second link under different time-invariant payload conditions.
third link is dominated by the inertia force only. This is shown in the results obtained in Figure 5-3-a which shows that the kinetic forces cross over the zero line at the point of maximum velocity (zero acceleration). It is clear from the same figure that the inertia force has been affected linearly by the change in payload.

Since this link moves vertically, its actuator senses gravity forces. These gravity forces are proportional to the payloads, as shown in Figure 5-3-b. The influence of the payload changes on the total required force, according to the Lagrangian model (2.2), as shown in Figure 5-3-c.

The results plotted in Figure 5-4 show that the effect of a payload variation on the centripetal force is greater on the first link than on the second link, and is zero on the third link.

5.3 The Effect of a Time-varying Payload

The effect of a time-varying payload was examined under two different types of variation:

1. discrete variation, and

2. continuous variation.

Discrete cases were studied for each kind of variation. For brevity, one case will be presented here for each type of variation.

5.3.1 The effect of discrete variation

For technical analysis purposes, the interest was on the dynamic response for payload changes, irrespective of the pattern of changes. Therefore, to conveniently monitor that effect at certain instants of the cycle's time, payload changes
Figure 5-3: Inertial, gravitational and required forces for the third link under different time-invariant payload conditions.
Figure 5-4: Torques due to centripetal forces versus payload.
were made discrete in time, and increments of payload were applied to obtain higher excitations.

In this case, the initial payload was set at 2.5 Kg at the beginning of the workcycle. An addition of 20% of the payload was made at equal intervals of 20% of the workcycle time. The payload at the end of the workcycle was double the payload at its beginning, i.e. 5 Kg, as shown in Figure 5-5.

The effect on the first link

The effect of load variation on the first link is shown by the successive increases in the required torques at the times of load addition, Figure 5-6. The figure shows that the additions of payload that took place at near maximum acceleration-time had a greater influence on the dynamic behaviour than those added at near maximum velocity-time. This agrees with the results discussed in Section 5.2.1.
Figure 5-6: Required torque for link No. 1 for time-varying payload.

The effect on the second link

The effect on the second link, as shown in Figure 5-7, is similar in its pattern to that of the first link. In this case, the percentage change at the maximum acceleration point of the second link (7.4%) was greater than the effect of the payload change at the corresponding point of the first link (5.4%). That was due to the same reasons explained in Section 5.2.2.

The effect on the third link

Since this link moves prismaically, the kinetic forces are dominated by inertia force only. This inertia-resulting force is shown in Figure 5-8-a.

The effect of payload addition on the gravitational force component of the force for that link is shown in Figure 5-8-b. This was a result of the actuator moving
the link vertically and prismatically. The dynamic response of the gravitational force component was proportional to the payload addition within a workcycle. The effect of payload additions on the total required torque for the third link, i.e. on the gravitational and inertial forces, is plotted and shown in Figure 5-8-c. The stair-like curve in this figure shows the response of the actuator for the increments in payload with a zero velocity trajectory. The other curve represents the potential (gravitational) force subtracted from the kinetic (inertial) force.

5.3.2 Effect of a continuous time-varying payload

In this case, the initial payload was 2.5 Kg at the beginning of the workcycle and increased linearly in time during the cycle. The payload reached its maximum at the end of the cycle to 5 Kg, Figure 5-9.

The response of the dynamic behaviour of the three links in this case was
Figure 5-8: Inertial, gravitational and required forces for link No. 3 for time-varying payload.
Figure 5-9: End-effector payload within one cycle-time.
similar to the previous (discrete) case as shown in the results plotted in Figures 5-10 to 5-12. The dynamic response of the three links as shown in these figures was similar to the response in the case of discrete variation. That is, the effect was greater on the dynamic behaviour of the second link than on that of the first link.

5.4 Summary

Most of the work done on robotics to date is concerned either with aspects of control development or with the improvement of the kinematics and workspace. However, robot's dynamic characteristics has not received comparable attention in the literature. A software package was especially developed to analyse the dynamic behaviour of robot manipulators, under different operational conditions. Through this package it was possible to examine the dynamic behaviour of a robot's arm under different payload variation conditions, given the geometrical configuration and the velocity trajectory.
The results obtained for a robot of SCARA configuration with its links subjected to an NC2 velocity trajectory, which are summarised in [40]*, are briefly listed as follows:

1. The changes in the required torque were linear in payload variation.

2. The percentage change of the required torque due to load variation was greater in the second link than in the first link.

3. The effect of payload variation on the required torque for a link, at near-maximum acceleration-time, was greater than the variation at near-maximum velocity-time.

It was also found that the effect of payload changes at near-maximum acceleration-time and at near-maximum velocity-time are consistent irrespective of

Figure 5-12: Inertial, gravitational and required forces for link No. 3 for time-varying payload.
the velocity trajectory used. This will be confirmed in Chapter 6 where a polynomial trajectory is applied on the cartesian motion of a PUMA 560. As mentioned in Chapter 4, if the velocity increases beyond 1.12 rad/sec and 1 rad/sec for the first and second link respectively, the non-linear velocity loading will increasingly dominate the dynamic behaviour. However, typical up-to-date industrial robots operate within these limits.

Because robot dynamics are inherently highly nonlinear and strongly coupled it is difficult to predict or deduce the response of a robot’s dynamics behaviour to a time-varying payload. However, it is possible through the work presented here to give a robot designer a visual quantitative feeling about the required capability of a link’s actuator to cope with payload variations at certain points within the workcycle.

Other terms can be added to the mathematical model of the required torque. These terms could represent the viscous friction and the motor’s inertia. However, these terms are highly dependent on the detailed structure of the robot under investigation and so were excluded from the dynamic model because this study concentrated on the generalised forces that are usually felt by robot actuators of any configuration.
Chapter 6

Dynamic Behaviour of an Articulated Robot with End-effector Moving in a Cartesian Polynomial Trajectory Under a Time-varying Payload Condition

6.1 Introduction

In order to reduce vibration of a manipulated object at certain points in the workcycle, the joints' velocity trajectories can be designed such that the resultant end-effector movement produces a prespecified spatial velocity trajectory. In this research a computer simulation experiment has been conducted to examine...
the behaviour of an articulated robot’s arm under the following conditions:

- End-effector moves in a polynomial trajectory and a straight-line Cartesian path.
- The payload is a discrete-time-varying payload.

The study implements the kinematic-dynamic integrated model that was developed specially for this research. The analysis of the conditional environment, constraints and output is discussed below.

### 6.2 The Cartesian Path

The Cartesian path of the end-effector is assumed to follow a third order polynomial trajectory. This polynomial trajectory is based on equation (4.1). Also, the robot under investigation is considered to be a PUMA-like robot. The geometrical parameters of the robot’s three links are shown in 6.1. Also, the initial and final positions of the end-effector as well as its initial and final orientations are shown in Table 6.2.

<table>
<thead>
<tr>
<th>Parameter</th>
<th>Joint</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>1</td>
</tr>
<tr>
<td>$\alpha$</td>
<td>$-90^\circ$</td>
</tr>
<tr>
<td>$a$</td>
<td>0</td>
</tr>
<tr>
<td>$d$</td>
<td>0</td>
</tr>
</tbody>
</table>

Table 6.1: Geometrical parameters of the first three links of a "PUMA 560".
Table 6.2: Initial and final positions and orientations of the end-effector.

<table>
<thead>
<tr>
<th>Position</th>
<th>Cartesian coordinates</th>
<th>Orientation angles</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>X</td>
<td>Y</td>
</tr>
<tr>
<td>Starting point</td>
<td>0.4</td>
<td>0.6</td>
</tr>
<tr>
<td>End point</td>
<td>-0.5</td>
<td>0.5</td>
</tr>
</tbody>
</table>

The length of the straight line end-effector’s path $\vec{R}$ was calculated using equation (3.1), and found to be 1.276 m. After applying the polynomial trajectory on that Cartesian path, it was then discretised to contain 60 equal time intervals. The discretisation was carried out using equations (3.5 – 3.7). This time-based discretisation has resulted in three arrays of X, Y and Z coordinates. The coordinates’ arrays corresponding to the initial and final points stated in Table 6.2 are shown in Figure 6-1.

Each resulting Cartesian point of this discretisation was then mapped, through the inverse kinematic model, to the joint space positions. That produced four sets of different feasible solutions for every discretised position as explained in Section 3.3. A sample of the feasible joint-space solutions is shown in Figure 6-2 for the initial and final points on the Cartesian path.

The solution that corresponds to the required geometrical configuration is chosen. In this simulation experiment the following configuration was employed:

\[
\text{Arm Lefty} \\
\text{&} \\
\text{Elbow Up}
\]

This configuration resulted in the joints’ angles ($\theta_1, \ldots, \theta_6$) taking the values shown in Figure 6-3.

Since this research is focussing on the first three links; the values of the first three columns of Figure 6-3 ($\theta_1, \theta_2, \theta_3$) were processed to obtain their corre-
<table>
<thead>
<tr>
<th>x</th>
<th>y</th>
<th>z</th>
<th>p_x</th>
<th>p_y</th>
<th>p_z</th>
</tr>
</thead>
<tbody>
<tr>
<td>0.4988080000000000</td>
<td>0.4988080000000000</td>
<td>0.4988080000000000</td>
<td>0.4988080000000000</td>
<td>0.4988080000000000</td>
<td>0.4988080000000000</td>
</tr>
<tr>
<td>0.5000000000000000</td>
<td>0.5000000000000000</td>
<td>0.5000000000000000</td>
<td>0.5000000000000000</td>
<td>0.5000000000000000</td>
<td>0.5000000000000000</td>
</tr>
<tr>
<td>0.5000000000000000</td>
<td>0.5000000000000000</td>
<td>0.5000000000000000</td>
<td>0.5000000000000000</td>
<td>0.5000000000000000</td>
<td>0.5000000000000000</td>
</tr>
<tr>
<td>0.5000000000000000</td>
<td>0.5000000000000000</td>
<td>0.5000000000000000</td>
<td>0.5000000000000000</td>
<td>0.5000000000000000</td>
<td>0.5000000000000000</td>
</tr>
<tr>
<td>0.5000000000000000</td>
<td>0.5000000000000000</td>
<td>0.5000000000000000</td>
<td>0.5000000000000000</td>
<td>0.5000000000000000</td>
<td>0.5000000000000000</td>
</tr>
<tr>
<td>0.5000000000000000</td>
<td>0.5000000000000000</td>
<td>0.5000000000000000</td>
<td>0.5000000000000000</td>
<td>0.5000000000000000</td>
<td>0.5000000000000000</td>
</tr>
<tr>
<td>0.5000000000000000</td>
<td>0.5000000000000000</td>
<td>0.5000000000000000</td>
<td>0.5000000000000000</td>
<td>0.5000000000000000</td>
<td>0.5000000000000000</td>
</tr>
<tr>
<td>0.5000000000000000</td>
<td>0.5000000000000000</td>
<td>0.5000000000000000</td>
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Figure 6-1: X, Y and Z coordinates of the Cartesian path for polynomial velocity trajectory fitting.
Figure 6-2: Four joint-space solutions for the Cartesian positions.
Figure 6-3: Joint-space solution corresponding to Arm-Lefty and Elbow-Up.
sponding velocity and acceleration. The velocity and acceleration were obtained using numerical differentiation methods [64]. To avoid error accumulation both velocity and acceleration were derived directly from the displacement values using the following equations:

\[ v_t = \frac{1}{2} \frac{(q_{t+1} - q_{t-1})}{\Delta t} \quad (6.1) \]

\[ a_t = \frac{q_{t-1} - 2q_t + q_{t+1}}{(\Delta t)^2} \quad (6.2) \]

Where:

\[ v_t \overset{def}{=} \text{Velocity at time } (t) \]
\[ a_t \overset{def}{=} \text{Acceleration at time } (t) \]
\[ q_t \overset{def}{=} \text{Displacement at time } (t) \]
\[ \Delta t \overset{def}{=} \text{Time elapsed between two consecutive points in time} \]

The sampling period of this simulated experiment was \( \frac{1}{60} \) sec. Figures 6-4-a, 6-4-b and 6-4-c show the required displacement, velocity and acceleration of the first link in order to move the end effector in the desired polynomial velocity trajectory.

### 6.3 Dynamic Analysis of the First Link

The payload variation of the robot’s hand was discrete. That was to enable examination of the robot’s dynamic response to the load variation at certain points of the cycle’s time. Therefore, at every 20% of the cycle time 20% of the payload was dropped. As shown in Figure 6-5, the initial payload was 2.5 Kg and the final payload was 0.0 Kg at the end of the cycle time (1 sec). Therefore there
was an equal decrement of the payload at 0.2, 0.4, 0.6, 0.8 and 1.0 sec.

The vertical component of the first link’s motion was zero. Therefore, the gravitational force has no effect on the required torque for the first link. However, due to the inertial and Coriolis coupling (page 14), the change of the payload has influenced the kinetic-related torque of the first link. The effect of the velocity-related coupling of the second and third link is maximum when the arm is fully stretched horizontally. The torque on the first link due to the centripetal forces of the second and third links is maximum at these positions. Also, since the dynamic coupling is a result of the inertial interaction between links; the kinetic torque of the first link is sensitive to the direction and magnitude of both the first and second links’ accelerations.

As a result of the above factors, the payload changes in the end-effector had the greatest influence on link 1 at 0.2 and 0.6 sec., as shown in Figure 6-6-b.

6.4 Dynamic Analysis of the Second Link

6.4.1 Second link’s path trajectory

The desired end-effector path requires that the second joint’s angular displacement moves in the negative direction (upward) and then retracts again. That is because the geometrical configuration is "arm = lefty" and "elbow = up". That was shown clearly on the output of the kinematic package, which is displayed in Figure 6-7-a. This figure shows that the change in the displacement direction occurs at 0.8 of the cycle’s time. However, it was revealed as shown in Figure 6-7-b, that the maximum velocity of the second link occurs at 0.33 of the cycle’s time. Also, the zero velocity of the same link occurs three times:

1. at the beginning of the cycle,
Figure 6-4: Displacement, velocity and acceleration of the first link.
Figure 6-5: Payload variation within one cycle’s time.

Figure 6-6: Dynamic effect on the first link.
2. at the end of the cycle and

3. at the point of changing displacement’s direction.

### 6.4.2 Dynamic effect on the second link

The second link was moving upward. Hence, the gravity loading of the required torque was continuously reduced. That is physically interpreted by the continuous reduction in the centre of gravity’s (C.G.) moment arm. Therefore, the gravitational loading component of the required torque for the link was more sensitive to the payload variation at the early stage of the workcycle. That is manifested through the computational result shown in Figure 6-8-a.

Also, the graphical output of the kinetic related torques of the second link has revealed the extent of dynamic coupling between the second and the third links. The payload changes at 0.2 sec. and 0.6 sec. have more kinetic influence on the link’s dynamic behaviour than the changes at other times. The reason behind that is the relatively high acceleration at these points in time as found through the inverse kinematic analysis shown in Figure 6-7.

Also, the link has experienced a considerable kinetic-related torque at 0.9 sec. as shown in Figure 6-8-b. That was due to the dynamic coupling with the third link, since the latter has experienced its maximum acceleration at this point in time. The total required torque of link $i$ at time $t$ ($\tau_{it}$) is obtained by subtracting the gravitational-related torque from the kinetic-related torque:

$$\tau_{it} = K_{it} - P_{it} \quad (6.3)$$

Where:

- $\tau_{it} \overset{\text{def}}{=} \text{The torque required for link } i \text{ at time } t.$
- $K_{it} \overset{\text{def}}{=} \text{The kinetic energy of link } i \text{ at link } t.$
- $P_{it} \overset{\text{def}}{=} \text{The potential energy of link } i \text{ at time } t.$
Figure 6-7: Displacement, velocity and acceleration of the second link.
The total required torque for the second link is shown in Figure 6-8-c.

6.5 Dynamic Analysis of the Third Link

6.5.1 Third link’s path trajectory

The third link displacement increases in the positive direction (downwards) during the first half of the cycle and retracts in the second half of the cycle, Figure 6-9-a. The software of the inverse kinematic gives a solution for $q_i$ between $+\pi$ and $-\pi$. Therefore, if a displacement angle exceeds $+\pi$ (3.14 rad), the excess is expressed in the range $-\pi \Rightarrow 0$ as shown in Figure 6-9-a. Hence, the developed software had to accommodate these characteristics in the calculations of velocity and acceleration.

Also, in response to the end-effector polynomial trajectory, the velocity of the third link has two peaks, one positive and the other negative, as shown in Figure 6-9-b. The velocity trajectory behaves in a symmetrical way about the mid-cycle time where the velocity is zero.

6.5.2 Dynamic effect on the third link

The gravity loading of the third link was dependent on its position with respect to a horizontal plane through the workcycle. The maximum sensitivity of the third link’s gravitational loading to the payload changes was at 0.8 sec. Through the calculation of the instantaneous positions of both the first and second links at 0.8 sec; it was found that the third link was nearly horizontal at that moment in time. Thus its gravitational force had its maximum moment arm about its joint at that instant. This explains the gravity-related torque’s sensitivity to
Figure 6-8: Gravitational, kinetic and total torque of the second link.
Figure 6-9: Displacement, velocity and acceleration of the third link.
the payload variation at that time.

The maximum step change in dynamic response, as a result of the payload variations, in the kinetic loading was at 0.4 sec., as shown in Figure 6-10-b. This is at near-maximum-acceleration point in time. It should be also noticed that at mid-cycle time (0.5 sec.), the second link exhibited the maximum positive acceleration while the third link exhibited the maximum negative acceleration.

6.6 Summary

The dynamic behaviour analysis of an articulated type of robot, moving under particular operational conditions, was presented in this chapter. The robot was moving under a time-varying payload condition coupled with the polynomial velocity trajectory of the end-effector. Therefore, both the general dynamic model and the PUMA kinematic model were employed in this investigation. The displacement, velocity and acceleration trajectories of each link were examined and effect of payload variations on each link was also examined and analysed.

By cross examining both the kinematic and dynamic behaviour for each link it was found that the payload variation near maximum acceleration has more influence on the dynamic performance than at near maximum velocity. This was also true for an NC2 trajectory applied to a SCARA robot, as shown from the results obtained in Chapter 5.

Although the maximum response to payload variation was limited to 9.6% of the total required torque, it is anticipated that the response will be more significant when robots become more capable of carrying payloads which are larger in proportion to their own weight.

The outcome of this analysis has proven to agree with work presented
Figure 6-10: Gravitational, kinetic and total torque of the third link.
in Chapter 4 and summarised in [40]. Also, it enabled a better understanding of the dynamic behaviour of the robot’s arm under the above-mentioned conditions. Furthermore, this analysis can help in the future design of a robot’s Cartesian control.
Chapter 7

Experimental Approach to the Dynamic Analysis of an Articulated Robot Manipulator

The objective of this thesis is to analyse the dynamic performance characteristics of robot manipulators as the title suggests. In pursuit of this analytical study, an experimental approach was conducted to examine the dynamic behaviour of a PUMA 560 robot's arm. The experiments were conducted for different payload conditions. The results of the experiments were compared with those of the compatible conditions of the simulation study conducted in Chapter 6.

Also, the objective of the experiments was to determine the actual acceleration time percentage in a typical workcycle for a typical robot’s arm. This information was required for the study related to links counter-balancing in the succeeding Chapter.

The experimental setup, conditions and results are discussed below.
7.1 Experimental Setup

Since the objective was to examine the robot’s dynamic behaviour under discrete time-varying payload conditions; a payload ejection system was developed specifically for this purpose. The system in Figure 7-2 consists primarily of the following parts:

- A computer controlled AC-motor. This motor is controlled through the I/O interface module of the robot. A schematic diagram of the motor circuitry is shown in Figure 7-1.

- A flexible shaft to transfer the motion from the motor to the payload ejection device.

- A payload holding cylinder. Its main function is to hold payload parts and eject them at equal time intervals during the workcycle.

- Payload parts. These parts consist of four slices of a mild steel cylinder of equal weight. Since the maximum allowable payload for PUMA 560 is 2.5 Kg., each payload part is chosen to be 0.4 Kg. They were held through a threaded hole in the centre to the rotating screw in the centre of the payload ejection device.

- An AT-PC with a DAS16 data acquisition card connected to a universal screw terminal. The latter receives the required signals directly from the robot’s controller.

- A soft body to catch the dropping payload parts (a mattress).

The payload ejection action is carried by the AC-motor which is activated by a signal received from the robot’s controller via the robot’s input/output module. The control instructions were written in the robot’s "VAL" language [65].
Figure 7-1: Payload ejection motor’s circuit.
Figure 7-2: Payload ejection system.
Table 7.1: Initial and final joints’ angles.

The orientation of the ejection screw axis with respect to the base coordinate frame was kept vertically down through the workcycle, as shown in Figure 7.3, for the following reasons:

1. To reduce the torsional load on joint 6.

2. To ease the payload-parts ejection.

The end-effector (ejection device) Cartesian path was similar to that used in the simulation study covered in Chapter 6. The joints angles of the initial and final positions are tabulated in Table 7.1.

### 7.2 Data Acquisition

The data was acquired through an AT personal computer. The sampling frequency and sampling duration were governed by the following equation:

\[
f \times \Delta t = NR
\]

(7.1)

Where:

- \( f \) \( \overset{def}{=} \) Sampling frequency
- \( \Delta t \) \( \overset{def}{=} \) Sampling period
- \( NR \) \( \overset{def}{=} \) Number of data records (the data file size)

The data file size limit was 8000 records, which is the maximum number of records that can be handled by "Lotus 123". Also, the required sampling time
Figure 7-3: Payload ejection device assembly.
for each channel was four seconds. Therefore, the sampling frequency per channel per second was 250.

Six data acquisition channels were used concurrently. Three channels were dedicated for the first three joints' encoder signals. The other three channels were assigned for the first three joint's motor current signals.

7.2.1 Data acquisition of displacement signals

In order to find both velocity and acceleration trajectories of the first three links of the PUMA robot, the motor's encoder signal was intercepted. The interception was through the encoder "0" on the analog servo-board of each joint. The location of the interception point on the robot's analog servo boards is shown in Figure 7-4. The displacement signal was written to data files through the data acquisition software "LABTECH NOTEBOOK" [66]. Subsequently, these data files were loaded to a HP-mainframe using the UNIX operating system for the required processing. The objectives of processing were as follows:

1. To filter the encoders signal from spikes and noise.

2. To count the pulses generated by the encoders.

3. To calculate the time duration for each encoder's pulse. It should be noted that the time duration of each pulse \( \Delta t \), can be calculated as:

\[
\Delta t = \text{Number of samples within one encoder's pulse} \times \left( \frac{1}{f} \right)
\]

Where \( f \) is the sampling frequency (constant.)

4. To have the displacement versus time curve.

5. To numerically differentiate the resulting displacement, using equations (6.1, 6.2), and obtain the corresponding velocity and acceleration.
Figure 7-4: PUMA 560’s analog servo-board and data interception point.
Figure 7-5: Data acquisition and processing flow diagram.

A flow chart of the data acquisition and analysis is shown in Figure 7-5. The speed of the robot during this experiment was 80% of the nominal factory setting speed. The collective time duration for the sampling of the six channels was 24 sec.

The experiment was repeated three times under three different payload conditions:

1. No payload.
2. Constant payload.
3. Discrete time-varying payload.
Since the robot is position controlled, there was no substantial difference observed in the displacement, velocity and acceleration of the robot's links under the different payload conditions. The resulting links displacement, velocity and acceleration of the encoders signal processing are shown in Figures 7-6 – 7-8.

It was found, through the output of encoders signal processing, that the robot's third link moved at a constant velocity most of the cycle time. The acceleration time was relatively very short, and located at both ends of the cycle. In the meantime the second link's acceleration was smaller in magnitude and both negative and positive accelerations took a longer time in the workcycle. Also, the acceleration of the first link took the same pattern as that of the third link.
Figure 7-7: Displacement, velocity and acceleration profile of the second link.

Figure 7-8: Displacement, velocity and acceleration profile of the third link.
7.2.2 Data acquisition of joint current

Since a joint’s driving torque is a function of the supplied current, the joint’s current was measured in this experiment to indicate the torque’s value [6]. Therefore, three current guns were used to measure the joints’ input current, Figure 7-9. The current readings were repeated three times, for the three payload conditions.

The outputs of the current reading for "no-payload", "constant payload" and "time-varying payload" are shown in Figures 7-10, 7-11 and 7-12 respectively. By comparing these figures, the real-time dynamic behaviour characteristics can be analysed as follows:

1. In the three payload condition cases, the second link’s required torque was the most sensitive to the load variation. That was expected since it has the longest payload moment’s arm.

2. Since there was no payload held in the payload ejection device, during the "no payload" case, the initial required torque of the second link was less than those of the other two cases.

3. The second link’s torque, at the end of the cycle, was comparable in both "no payload" and "decreasing payload" operating conditions. However, the required torque at this moment of time was higher under the constant payload condition.

4. Under decreasing payload condition, the required torque trend shows comparable reduction. However, due to the limited current guns sensitivity (1 v : 10 amp), the exact reduction steps were not as clear as in the simulation study.
Figure 7-9: Joints current interception.
5. The initial torque for the first link was zero. This link also required a considerable power at the beginning of the cycle. That was due to inertia-related torque. A smaller magnitude torque was required in the opposite direction, just before the end of the cycle, in order to stop the horizontal movement of the arm. That was shown as a small peak of the required torque before the end of the cycle.

6. Through this practical experiments it was found that the maximum acceleration/deceleration time was only 18.18% of the total workcycle. This information is useful in determining the feasibility of links counter-balancing as will be discussed in Chapter 8.
Figure 7-11: Joints torque performance under constant payload condition.

Figure 7-12: Joints torque performance under time-varying payload condition.
7.3 Summary

In this chapter the experimental approach to the dynamics analysis of a robot manipulator was presented. The results obtained through these experiments had some inherent inaccuracies. These were a result of several factors such as systematic errors (e.g. the current guns limited accuracy) and/or random errors. The random errors can be represented in the synchronisation of data collection with the robot’s movement.

However, the trend and results obtained matched the dynamic behaviour results obtained through the simulation study presented earlier for similar work conditions. As an example, the second link’s torque profile shown in Figure 7-12 for time-varying payload can be compared with the simulated results of the compatible case shown in Figure 6-8 for the acceleration and deceleration periods, taking into account that the image is flipped vertically. It should be noted that during the practical experiments the trajectory was dominated by a long constant velocity period. Therefore, the changes in payload took place during the zero acceleration period, while in the simulation, since there is no constant velocity period, the changes in payload and torques took place during an acceleration time. Also, it was found in the previous two Chapters that the dynamic behaviour of a robot’s arm is more sensitive to payload changes near maximum-acceleration time than near maximum-velocity time. Accordingly, the payload changes in the practical experiments were of lesser effect than those of the simulation study. Also, since the changes in payload are very small compared with the total weight of links 2–6 which are carried by joint 2, the payload change at each step did not show a significant impact. However, the total change in the required torque due to payload variation was clear by comparing required torques in Figures 7-11 and 7-12 at the end of the constant velocity zone.
These practical experiments have given a true picture about the actual
dynamic behaviour of a real industrial robot, thus enhancing the understanding of
their dynamic behaviour. As an example, the real acceleration time was revealed
through the encoders’ signal processing. It was found that the maximum acceler­
ation/deceleration time was only 18.18% of the total workcycle. The importance of
this finding stems from the possibility of reducing the non-linear velocity loading
via links counter-balancing as will be discussed in the following Chapter.
Chapter 8

Effect of Dynamic Balancing on the Performance Characteristics of an Articulated Robot

8.1 Introduction

This research is concerned with improving the dynamic performance of a robot arm by eliminating the non-linear velocity-related torques (centripetal/Coriolis forces). This potentially eliminates the non-linearities, and by eliminating the gravitational force, can help in further reducing the total required torque.

Therefore, investigation was conducted on the effect of link counter-balancing on the dynamic performance of an articulated robot. The investigation was conducted by comparing the robot’s dynamic performance with and without counter-balance masses in order to visualise the extent of the effect of counter-balancing.
The robot chosen for this investigation is a PUMA 560 robot manipulator. The first link of this robot is already balanced. The design of the counter-balance masses for the second and third links is fully explained in Appendix B page 178.

8.2 Robot's Trajectories

The study is also aimed at assessing the effect of counter-balancing on the inter-link coupling forces. Therefore, two different path trajectories were used to demonstrate that effect.

In the first trajectory, both the first and the second links remained stationary at their own zero positions. However, the third link moved a full 180° from its zero position within a period of one second. As a consequence, the third link should generate high centripetal forces. A schematic diagram of the link’s movement in this trajectory is shown in Figure 8-1.

In the second trajectory, both the second and the third links remained stationary at their own zero positions. However, the first link moved a full 180° from its zero position within a period of one second. As a consequence, the first link was exposed to high inertia forces. A schematic diagram of the link’s movement in the second trajectory is shown in Figure 8-2.

The moving link’s displacement, in both trajectories, was a third order polynomial function in time as described in equation (4.1). The maximum velocity (5.89 rad/sec) occurred at its mid-cycle point (0.5 sec.), as shown in Figure 8-3.
Figure 8-1: Schematic diagram of the first robot's path trajectory.
Final position ($\theta_1 = 180^\circ, \theta_2 = \theta_3 = 0$)

Initial position ($\theta_1 = \theta_2 = \theta_3 = 0$)

Figure 8-2: Schematic diagram of the second robot's path trajectory.
Figure 8-3: Link's motion characteristics.
8.3 Driving Torques for the First Trajectory

In order to have a clear understanding of the effect of counter-balance masses, it was necessary to study the influence of counter-balancing on the centripetal/Coriolis and inertia forces separately. Therefore, the closed-form dynamic model, explained on page 21, was employed in this investigation. Also in this study, the third link was augmented to include the wrist components as a point mass.

8.3.1 Dynamic performance without counter-balancing

The calculation of the required torque for each link was conducted using the reduced closed-form model as explained in Section 2.3.2. In this calculation the dynamics of each contributing component was individually calculated to check its response. Figure 8-4, shows the driving torques of the three links. Based on the results shown in this figure, the dynamic behaviour of the three links can be summarised as explained below.

Third link dynamic performance

Figure 8-4-a shows that the third link’s actuator is not affected by its centripetal force. This is because the third link’s centripetal force line of action passes through the joint centre line; hence the resulting moment’s arm is zero. Therefore, the total driving torque for the third link is due to the inertial and gravitational forces only.
Second link dynamic performance

By analysing the driving torques of the second link, Figure 8-4-b, the following characteristics can be deduced:

- Although the second link did not move, its actuator has felt several types of torques due to the third link's movement.

- The inertia and Coriolis loading were entirely due to the dynamic coupling.

- The Coriolis force of the second link was zero at the third link's maximum velocity point (0.5 sec.). The reason behind that is that at the moment of the third link's maximum velocity, the arm was fully stretched horizontally. Thus the Coriolis force acting on link two due to the velocity of the third link acts through the joint of the second link. That causes the velocity-related torque, at the point of the third link’s maximum velocity, on the second link to be zero.

- However, the maximum Coriolis force acting on the second link occurred at points before and after the midpoint of the trajectory. That was because this kind of force is a function of both $q^2$ and the perpendicular distance between the line of action of the force and the joint.

- The inertial contribution in the required torque for the second link was due to the acceleration of the first link. Therefore, the inertial torque followed the same pattern as the acceleration curve of the third link, Figure 8-3-c.

- Also, the fluctuation in the gravity loading was due to the rate of change in the position-dependent, potential energy of the third link.
First link dynamic performance

While the effect of Coriolis forces on the second link is zero at the maximum velocity point, it is maximum on the first link at the same instant. This is due to the orthogonality of joint 1 axis $Z_0$ and the line of action of the Coriolis force at this point in time. The torque arm in this case is the offset between the second link and the first link ($d_2$). The Coriolis force peaks at mid-cycle point (0.5 sec.) and has a mirror image about this point.

The first link has also experienced inertia loading due to the acceleration of the third link. The inertial torque was zero at 0.5 seconds due to the third link’s acceleration value at this instant of time. The direction of the inertial coupling was the same throughout the cycle because the horizontal component of the third link’s acceleration was in the same direction (away from the arm) throughout the cycle.

The first link’s actuator did not experience any gravitational coupling because of the third link’s movement. That was because the first joint’s axis $Z_0$ was parallel to the gravitational force line of action, as shown in Figure 3-1.

As a result of the above facts the first link actuator was subjected only to coupling inertia and Coriolis forces due to the third link’s movement. The resulting total torque on the first link’s actuator is shown in Figure 8-4-c.

8.3.2 Dynamic performance with counter-balanced links

Counter-balance masses were designed for the third and second links (Appendix B). The first link did not need a counter-balance mass since it is already dynamically balanced. The movement trajectory of the third link was repeated, as in the previous case, while the second and third links remained stationary. The
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Figure 8-4: Dynamic performance without counter-balance masses (trajectory 1).
third link’s movement followed the same velocity and acceleration trajectories as in the case of no counter-balancing. The results of the driving torques of each contributing force, for each link under the dynamic balancing condition, were obtained and plotted as shown in Figure 8-5.

Third link dynamic performance

It was noticed that the centripetal/Coriolis forces and gravity forces were eliminated from the third link, Figure 8-5-a. The total torque for this link was due to the inertia force only.

Second link dynamic performance

The only dynamic coupling force that has affected the second link’s actuator due to the third link’s movement is the coupling inertia force. The coupling inertia on the second link was equivalent to the third link’s inertia in magnitude and direction throughout the cycle, Figure 8-5-b.

First link dynamic performance

The effect of dynamic balancing on the first link was quite substantial. The counter-balancing has eliminated the effect of both a) the Coriolis force and b) coupling inertia force on the first link. The coupling inertia were eliminated from the first link since the horizontal components of both the third link and its counter-balance mass accelerations were in opposite directions throughout the cycle, which is valid for any trajectory.
Figure 8-5: Dynamic performance with counter-balance masses (trajectory 1).
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Figure 8-6: Total required torque for links with and without dynamic balancing (trajectory 1).
8.4 Driving Torques for the Second Trajectory

Robot manipulators are serial mechanisms. Therefore, an addition of a mass to a link affects the driving torques of the preceding links. Hence, it was important to quantitatively assess the extent of the effect of the inertia forces generated by the counter-balancing masses on the first link. The second path trajectory was thus designed such that the inertia forces will have the greatest effect on the first link.

8.4.1 Dynamic performance without counter-balancing

Figure 8-7-a shows that the third link was under the influence of both the velocity and inertia loading. Also, Figure 8-7-b shows that the second link was under the same coupling forces as the first link in addition to the gravitational loading. However, the first link was subjected only to the inertia forces. This is due to the orthogonality of joint 1 axis \((Z_0)\) and the line of action of the Coriolis and gravitational forces of the second and third links. As shown in Figure 8-7-c, the maximum required torque for link 1 due to the inertia loading was 50 Nm.

8.4.2 Dynamic performance with counter-balanced links

The second path trajectory was repeated with links counter-balanced. The driving torques were plotted in Figure 8-8. It was found through these results that while counter-balancing has eliminated the coupling forces of the third and the second links, the maximum inertia loading on the first link has increased from 50 Nm to 152 Nm. This means that the addition of the counter-balancing masses has resulted in a 304% increase in the inertia loading of the first link.
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Figure 8-7: Dynamic performance without counter-balance masses (trajectory 2).
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Figure 8-8: Dynamic performance with counter-balance masses (trajectory 2).
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Figure 8-9: Total required torque for links with and without dynamic balancing (trajectory 2).
8.5 Summary

In this study two different path trajectory were used to examine the effect of dynamic balancing on the performance characteristics of a PUMA 560 robot arm. A comparison between the total required driving torques for the robot's links with and without balancing for the first path trajectory is shown in Figure 8-6. This comparison shows that the total required torque for the third link was greater with a counter-balance mass than without counter-balancing. That increment in the total required torque for the third link occurred, despite the elimination of the gravitational and centripetal forces, because of the increment in the inertia forces.

However, in this trajectory there was a substantial reduction in the total required torque for the second link. The maximum required torque was only 32 Nm with link counter-balanced compared to 103 Nm without counter-balancing. This difference will increase non-linearly as the speed increases.

Also, the effect of counter-balancing was even greater on the first link, where all the coupling forces were eliminated and the total required torque was zero.

Although there was an increment in the required torque in this path trajectory for the third link, due to the inertia forces generated by the addition of the counter balance masses, the sum of the total required torques for the three links was much less due to the great reduction in the coupling forces. It should also be mentioned that in the counter-balance masses design, the PUMA's maximum payload (2.5 Kg) was taken into account as a constant payload. However, because of the link's high weight to payload ratio, a payload variation would not have a considerable effect on the results obtained.

It should be noted that the trajectories used in this simulation study consisted of an acceleration followed by a deceleration without a constant velocity
zone. Since the effect of counter-balancing minimises the velocity loading on the required torque, the longer the maximum velocity zone (and/or the greater the maximum velocity value); the greater is the torque saving. With reference to the results of the practical experimentation reported in Chapter 7, it is evident that the links of practical industrial robots often move at constant velocity during most of the cycle time. That means a typical robot moves at a constant maximum velocity most of the cycle time, and the acceleration time is very minimal.

The disadvantage of counter-balancing involves the addition of more masses which increase the inertial load on the first link. That was demonstrated in the results of the second path trajectory as shown in Figure 8-9. It was found that despite the minimisation of the gravitational and nonlinear velocity loading of both links 2 and 3, link 1 encountered an increase in its required torque of up to 304% due to the high inertial loading. Therefore, for counter-balancing implementation, the first link should either move with a limited maximum acceleration/deceleration or be connected to a more powerful (bigger) actuator. A combination of these options would be a feasible solution since the actuator of the first link is not carried by the robot hence incrementing in its size does not incur a dynamic penalty on the robot’s arm. Therefore, a robot’s designer has to trade off the merits of counter-balancing and its effect to obtain a global optimality in the robot’s performance based on the robot’s work conditions and intended usage.
Chapter 9

Effect of a Robot’s Geometrical Parameters on its Dynamic Performance

9.1 Introduction

In the previous chapters the dynamic performance of robot manipulators was examined and analysed under:

- different operational conditions; such as velocity trajectories or payloads and,
- structural modifications; such as link counter-balancing.

In searching for an optimal robot dynamic performance, and as an extension to the study conducted in the previous chapters on robots dynamic performance, the effect of different geometrical parameters was also examined.

There has been considerable research to analyse the effect of a robot’s geometrical parameters on its workspace performance [67-69]. However, there is
no comparable work done on the effect of the geometrical parameters on the *dynamic* performance. Therefore, in this chapter the dynamic performance response to changes in various geometrical parameters was examined and the results summarised and graphically presented in 3-dimensional surface plots.

It was shown earlier (section 4.3.1) that a typical robot’s dynamic performance is dominated by its inertia terms under normal operating conditions. Also, the centripetal/Coriolis forces become significant only at high velocity. Therefore, the sensitivity of the inertia matrix’s eigenvalues to changes in a robot’s geometrical parameters is taken as an indicator of performance.

Therefore, the closed-form dynamic model was further extended to include the necessary calculations for the inertia matrix’s eigenvalues and its sensitivity. The study considered various geometrical parameters. The considered parameters were related to the first three links of an articulated robot’s arm (PUMA 560). Since the inertia matrix is a function of the joint variable $q_i$; the performance was examined for a particular parameter over a range of joint angles.

### 9.2 Performance Measure

In order to investigate the effect of geometrical parameters on the dynamic performance, it was necessary to establish an indicator for that performance.

Since the robot is assumed to be a three link manipulator, the dimension of the inertia matrix was $3 \times 3$. Also, as explained on page 14, $D_{ij}$ can be expressed as:

$$D_{ij} = \sum_{p=\max(i,j)}^{n} \text{Tr} \left( \frac{\partial T_p}{\partial q_j} J_p \left( \frac{\partial T_p}{\partial q_i} \right)^T \right)$$  \hspace{1cm} (9.1)

The inertia matrix of the three links can be expressed explicitly as follows:
\[ D(q) = \begin{pmatrix} D_{11} & D_{12} & D_{13} \\ D_{21} & D_{22} & D_{23} \\ D_{31} & D_{32} & D_{33} \end{pmatrix} \] (9.2)

Where:

\[
\begin{align*}
D_{11} &= \text{Tr} \left( U_{11} J_1 U_{11}^T \right) + \text{Tr} \left( U_{21} J_2 U_{21}^T \right) + \text{Tr} \left( U_{31} J_3 U_{31}^T \right) \\
D_{12} &= \text{Tr} \left( U_{22} J_2 U_{21}^T \right) + \text{Tr} \left( U_{32} J_3 U_{31}^T \right) \\
D_{13} &= \text{Tr} \left( U_{33} J_3 U_{31}^T \right) \\
D_{21} &= \text{Tr} \left( U_{21} J_2 U_{22}^T \right) + \text{Tr} \left( U_{31} J_3 U_{32}^T \right) \\
D_{22} &= \text{Tr} \left( U_{22} J_2 U_{22}^T \right) + \text{Tr} \left( U_{32} J_3 U_{32}^T \right) \\
D_{23} &= \text{Tr} \left( U_{33} J_3 U_{32}^T \right) \\
D_{31} &= \text{Tr} \left( U_{31} J_3 U_{31}^T \right) \\
D_{32} &= \text{Tr} \left( U_{32} J_3 U_{32}^T \right) \\
D_{33} &= \text{Tr} \left( U_{33} J_3 U_{33}^T \right)
\end{align*}
\]

Where:

\[ U_{ij} = \frac{\partial F_i}{\partial q_j} \]

The inertia matrix \( D \) is a real symmetric matrix due to the following facts [70, 71]:

1. \( \text{Tr}[A] = \text{Tr}[A]^T \) (for a square matrix \( A \))

2. \( \text{Tr}[ABC] = \text{Tr}[BCA] = \text{Tr}[CAB] \)

By applying the above matrix trace characteristics in equation (9.1), the following relation can be obtained:

\[ D_{ij} = D_{ji} \]

Therefore \( D \) is a symmetric matrix.

Also since every real matrix is similar to a diagonal matrix [71]; then \( D \) is similar to a diagonal matrix. Hence, \( D \) is a diagonable matrix.
Since the inertia matrix $D$ is reducible to a diagonal matrix, its characteristics values remain unchanged represented by the elements of its principal diagonal in its reduced form. Therefore, the sensitivity of the inertia matrix w.r.t. a variable can be represented by the sensitivity of its eigenvalues w.r.t. the same variable. Also, the sensitivity of the inertia matrix eigenvalues to changes in a robot’s geometrical parameter is simplified by the fact that the eigenvalues of a symmetrical matrix are real [72, 73].

The eigenvalues of the inertia matrix in equation (9.2) can be expressed as:

$$
\Lambda = \begin{pmatrix}
\lambda_1 \\
\lambda_2 \\
\lambda_3
\end{pmatrix}
$$

(9.3)

Also, $\xi_i$ was introduced to represent a robot’s geometrical parameters for joint $i$, such that:

$$
\xi_i \in \alpha_i, a_i, d_i
$$

where $\alpha_i$, $a_i$ and $d_i$ are the link $i$’s geometrical parameters as shown in Figure 2-1.

In order to obtain the average response of the three eigenvalues; their Euclidean norm was calculated. This norm can be expressed as:

$$
\mu = \sqrt{\sum_{j=1}^{N} \lambda_j^2}
$$

(where $N =$ number of d.o.f.)

The Euclidean norm was used in order to obtain a positive average value irrespective of the sign of the individual eigenvalue. Also, since the search is focusing on finding the minimum sensitivity irrespective of the derivative’s sign, the absolute values of the derivative were employed to calculate the performance indicator. This induced non-negative values for the eigenvalues’ norm sensitivity.
This non-negativeness of the derivative values allowed usage of their logarithm as a performance measure. Thus, a wider spectrum of the dynamic response to geometrical parameter changes became available.

Therefore, the sensitivity of an inertia matrix's eigenvalues to any change in a link's geometrical parameter can be expressed as the derivative of their norm w.r.t. the parameter \( \frac{\partial \mu}{\partial \xi_i} \); for \( i = 1, 2, 3 \).

Based on the above assumptions, a performance indicator for the sensitivity of the inertia matrix's eigenvalues to changes of a geometrical parameter \( \xi \) of link \( i \) was chosen to be \( \Gamma_{\xi_i} \). Mathematically, the performance indicator can be expressed as follows:

\[
\Gamma_{\xi_i} \triangleq f(\text{col}(q), \xi_i) \quad (9.4)
\]

Therefore, \( \Gamma_{\xi_i} \) can be expressed explicitly as follows:

\[
\Gamma_{\xi_i} = \left\| \frac{\partial \mu}{\partial \xi_i} \right\|_{(i=1,\ldots,N)} \quad \text{(for a linear scale of } \Gamma_{\xi_i})
\]

or

\[
\Gamma_{\xi_i} = \log_{10} \left\| \frac{\partial \mu}{\partial \xi_i} \right\|_{(i=1,\ldots,N)} \quad \text{(for a logarithmic representation of } \Gamma_{\xi_i})
\]

\[
(9.5)
\]

Where:

\[
\text{col}(q) = \begin{pmatrix} q_1 \\ q_2 \\ q_3 \end{pmatrix}
\]

\[N \overset{\text{def}}{=} \text{Number of joints.}\]

The geometrical parameters of the first three links of the PUMA 560 are shown in Table 6.1.

A minimum sensitivity of the inertia matrix eigenvalues w.r.t. a geometrical parameter, would indicate that the parameter has a minimal influence on the
dynamic performance. Also, from the adaptive control point of view, the smaller the sensitivity of the dynamic model, the less will be the required degree of adaptation. Therefore, minimal sensitivity is favourable from both design and control viewpoints. The sensitivity of the inertia matrix's eigenvalues to changes in the non-zero parameters of the PUMA 560 was examined in the course of this thesis. The applied velocity trajectory to the links motion was the third order polynomial trajectory discussed on page 38. The links motion took one second to complete its cycle. The results of this study are summarised and discussed below.

9.3 Effect of $\alpha_1$ on the Dynamic Performance

The sensitivity of the inertia matrix's eigenvalues, $\Gamma_{\alpha_1}$, to the changes in the twist angle $\alpha_1$ was studied. The study was conducted over a range of adjacent configurations along different path trajectories. Two sets of results associated with two different motion trajectories are discussed below.

9.3.1 Dynamic performance under the first motion trajectory

In this investigation the motion displacement trajectory of the three links is schematically described in Figure 9-1 and its data tabulated in Table 9.1. The range of $\alpha_1$ over which the sensitivity analysis was conducted is:

$$-90^\circ \leq \alpha_2 \leq 90^\circ$$

The dynamic sensitivity to changes in both $\alpha_1$ and robot arm configuration is shown in Figure 9-2. It can be seen from these figures that the dynamic performance indicator, $\Gamma_{\alpha_1}$, was highly dependent on the twist angle $\alpha_1$. However,
during the specified path trajectory illustrated in Figure 9-1, the changes in the robot’s configuration had no significant effect on eigenvalues sensitivity.

It was also revealed that the lowest sensitivity is attained in the region where $\alpha_1 = 0$. Furthermore, through usage of the logarithmic function shown in Figure 9-3, it was found that the absolute minimum sensitivity occurs when $\alpha_1 = 0$ and $t = 0$. It should be noticed that the robot’s arm was fully stretched horizontally at $t = 0$ sec. through the robot’s movement trajectory. That is because at that configuration (arm fully stretched horizontally) a small change in $\alpha_1$ would not have a significant effect on the arm’s inertia due to the perpendicularity of both the second and third links to $Z_0$. However, that perpendicularity will not hold for any small change in $q_2$ or $q_3$. Hence, at this new configuration, any small change in the twist angle ($\alpha_1$) creates a significant change in the arm’s inertia.

That further explains the above-mentioned perpendicularity characteristics of a robot’s links. However, at $\alpha_1$ equal to zero the robot exhibits a planar motion only, thus sacrificing the work space envelope. Therefore, a trade-off emerges between the choice of a geometrical parameter’s value for optimal dynamic performance and the choice of a better work space. Also, the dynamic performance indicator, $\Gamma_{\alpha_1}$, exhibited sensitivity to changes in the robot’s configuration in some motion trajectories as shown in the following trajectory.

9.3.2 Dynamic performance under the second motion trajectory

The eigenvalues sensitivity to $\alpha_1$ were examined during the course of a different robot’s motion trajectory. The range of $\alpha_1$ was identical to that of the previous trajectory, i.e.:

$$\alpha_1 = -90^0 \quad \Rightarrow \quad \alpha_1 = 90^0$$
Figure 9-1: Schematic diagram of the first robot’s path trajectory for $\Gamma_{\alpha_1}$.

Table 9.1: Data for the first motion trajectory for $\Gamma_{\alpha_1}$.

<table>
<thead>
<tr>
<th>Total displacement of link 1</th>
<th>180°</th>
</tr>
</thead>
<tbody>
<tr>
<td>Starting position of link 1</td>
<td>—90°</td>
</tr>
<tr>
<td>Total displacement of link 2</td>
<td>0.0</td>
</tr>
<tr>
<td>Starting position of link 2</td>
<td>0.0</td>
</tr>
<tr>
<td>Total displacement of link 3</td>
<td>90°</td>
</tr>
<tr>
<td>Starting position of link 3</td>
<td>90°</td>
</tr>
</tbody>
</table>
Figure 9-2: Dynamic performance indicator versus $\alpha_1$ and time (trajectory 1).

Figure 9-3: Logarithmic representation of $\Gamma_{\alpha_1}$ (trajectory 1).
In this motion trajectory the second link was stationary in a horizontal position, while the third link moved 180° from −180° position (vertically downward) to 0° position (vertically upward). The links' motions are schematically shown in Figure 9-4 and their data are summarised in Table 9.2.

Figure 9-5 shows the inertia matrix $D(q)$'s eigenvalues sensitivity to both:

- changes in the geometrical parameter $\alpha_1$, and
- changes in the robot's configuration through the motion trajectory.

From the plotted results in Figure 9-5, the eigenvalues sensitivity was again smaller about the zero value of $\alpha_1$. It was also found that the sensitivity is symmetrical about $t = 0.5$ sec. That was due to the symmetry of the robot's path trajectory below and above $q_3 = 90°$.

It is found from the logarithmic function of $\Gamma_{\alpha_1}$, shown in Figure 9-6, that the absolute minimum sensitivity occurred at $t = 0.5$ sec. It should be noticed that the robot's arm was fully stretched horizontally at this point in time through the robot's movement trajectory. That further validates the above-mentioned perpendicularity characteristic of a robot's links (page 134).

### 9.4 Effect of $\alpha_2$ on the Dynamic Performance

Further simulation experiments were conducted to investigate the effect of twist angle of the second link $\alpha_2$ on the dynamic performance. The experiments were conducted for two different motion trajectories. In the first motion trajectory the robot's arm was stretched horizontally and rotated 180° in a horizontal plane around $Z_0$. In the second trajectory the robot's arm was also stretched during the motion's cycle and moved 180° about $Z_1$. 
Figure 9-4: Schematic diagram of the second robot's path trajectory for $\Gamma_{a_1}$.

<table>
<thead>
<tr>
<th>Total displacement of link 1</th>
<th>180°</th>
</tr>
</thead>
<tbody>
<tr>
<td>Starting position of link 1</td>
<td>$-90^\circ$</td>
</tr>
<tr>
<td>Total displacement of link 2</td>
<td>0.0</td>
</tr>
<tr>
<td>Starting position of link 2</td>
<td>0.0</td>
</tr>
<tr>
<td>Total displacement of link 3</td>
<td>$-180^\circ$</td>
</tr>
<tr>
<td>Starting position of link 3</td>
<td>180°</td>
</tr>
</tbody>
</table>

Table 9.2: Data for the second motion trajectory for $\Gamma_{a_1}$. 
Figure 9-5: Dynamic performance indicator versus $\alpha_1$ and time (trajectory 2).

Figure 9-6: Logarithmic representation of $\Gamma_{\alpha_1}$ (trajectory 2).
9.4.1 Dynamic performance under the first motion trajectory

The sensitivity of the inertia matrix eigenvalues ($\Gamma_\alpha$), was examined for different values of the twist angle $\alpha_2$. The range of $\alpha_2$ was as follows:

$$-90^\circ \leq \alpha_2 \leq 90^\circ$$

Also the robot’s path trajectory of this case is schematically described in Figure 9-7 and its data tabulated in Table 9.3.

Since the arm was rotating fully stretched horizontally in a planar motion, the dynamic performance indicator was affected mainly by the changes in $\alpha_2$. Also, Figure 9-8 shows that there was a high rate of change in the eigenvalues derivatives about $\alpha_2 = 0$. That was because the arm was fully stretched throughout the cycle. Therefore, any change in $\alpha_2$ causes a significant reaction in the dynamic sensitivity due to the perpendicularity mentioned in section 9.3.1. It was found that the sensitivity increases about $\alpha_2 = 0^\circ$ and peaks at $\alpha_2 = \pm 45^\circ$ where it starts to change its direction. Furthermore, throughout the motion trajectory the arm was, theoretically, at singular positions.

It is clear from the obtained results that the most optimal value of $\alpha_2$ is zero and the least optimal value is $\pm 45^\circ$. Also, the sensitivity’s trend is generally uniform along the trajectory in which both $q_2$ and $q_3$ are constant, as demonstrated by the Logarithmic function of the sensitivity shown in Figure 9-9.

9.4.2 Dynamic performance under the second motion trajectory

In the second motion trajectory the first and second links were moving concurrently, each for $180^\circ$. During this trajectory the arm was continually
Figure 9-7: Schematic diagram of the first robot's path trajectory for $\Gamma_{o_2}$.

<p>| | | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Total displacement of link 1</td>
<td>180°</td>
<td></td>
</tr>
<tr>
<td>Starting position of link 1</td>
<td>-90°</td>
<td></td>
</tr>
<tr>
<td>Total displacement of link 2</td>
<td>0.0</td>
<td></td>
</tr>
<tr>
<td>Starting position of link 2</td>
<td>0.0</td>
<td></td>
</tr>
<tr>
<td>Total displacement of link 3</td>
<td>0.0°</td>
<td></td>
</tr>
<tr>
<td>Starting position of link 3</td>
<td>90°</td>
<td></td>
</tr>
</tbody>
</table>

Table 9.3: Data for the first motion trajectory for $\Gamma_{o_2}$. 
Figure 9-8: Dynamic performance indicator versus $\alpha_2$ and time (trajectory 1).

Figure 9-9: Logarithmic representation of $\Gamma_{\alpha_2}$ (trajectory 1).
stretched and moved from a vertically downward position to a vertically upward position. The motion’s trajectory is schematically described in Figure 9-10 and its data are tabulated in Table 9.4.

In this case, the minimum sensitivity was attained under the following conditions:

- When $a_2 = 0$.
- When $t = 0.5$ sec..

A high rate of change in the robot’s sensitivity $\Gamma_{a_2}$ occurred immediately before and after the above-mentioned values for $a_2$ and time $t$, as shown in Figure 9-11. Also, in this motion’s path trajectory the arm was fully stretched horizontally at $t = 0.5$ sec..

However, from the sensitivity’s logarithmic function shown in Figure 9-12, it was found that the minimum sensitivity occurs at $a_2 = 0$.

The results shown in this experiment make it possible for a robot designer to choose the optimal workspace region together with suitable twist angles in order to obtain a robot’s best possible dynamic performance.

### 9.5 Effect of $a_2$ on the Dynamic Performance

As shown in Table 6.1, the length of both the first and third links are zero, i.e.:

$$a_1 = a_3 = 0$$

Therefore, a test was conducted to examine the effect of the non-zero length ($a_2$) on the dynamic performance. The range of the tested $a_2$ values was:

$$0 \leq a_2 \leq 1 \text{ m}$$
Figure 9-10: Schematic diagram of the second robot’s path trajectory for $\Gamma_{r2}$.

<table>
<thead>
<tr>
<th>Total displacement of link 1</th>
<th>180°</th>
</tr>
</thead>
<tbody>
<tr>
<td>Starting position of link 1</td>
<td>-90°</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Total displacement of link 2</th>
<th>-180°</th>
</tr>
</thead>
<tbody>
<tr>
<td>Starting position of link 2</td>
<td>90°</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Total displacement of link 3</th>
<th>0.0°</th>
</tr>
</thead>
<tbody>
<tr>
<td>Starting position of link 3</td>
<td>90°</td>
</tr>
</tbody>
</table>

Table 9.4: Data for the second motion trajectory for $\Gamma_{r2}$. 
Figure 9-11: Dynamic performance indicator versus $\alpha_2$ and time (trajectory 2).

Figure 9-12: Logarithmic representation of $\Gamma_{\alpha_2}$ (trajectory 2).
The range was divided into 60 equal segments. During the investigation, a motion trajectory was applied to each length value. The motion trajectory data was similar to that described in Table 9.4. The results obtained of the dynamic performance indicator \( \Gamma_a \) were plotted versus both \( a_2 \) and the displacement as a function in time \( t \), Figure 9-13.

It can be seen from the results obtained that the performance measure induced a mirror-like image about \( t = 0.5 \) sec. It can also be seen that at this particular configuration (arm fully stretched horizontally) the inertial eigenvalues are more sensitive to changes in the robot's arm length than at any other configuration on this trajectory. It should be also remarked that the arm was fully stretched throughout the cycle.

It can be briefly concluded here that the sensitivity of the dynamic performance to changes in the arm's length is greatly affected by the arm configuration in its course of action.

## 9.6 Summary

In this chapter a study was conducted to investigate the effect of a robot's geometrical parameters on its dynamic performance. Therefore, a performance measure indicator was introduced to give a quantifiable measure of the dynamic performance's response to changes in the links' geometrical parameters. The dynamic performance indicator was established using the logarithm of the Euclidean norm of the inertia matrix's eigenvalues. This was achieved by taking advantage of the symmetrical property of the inertia matrix.

The search was for a region in which there was minimum sensitivity to parameter changes over a specified path. However, as shown from the obtained results, large variations in the performance indicator do not, necessarily, mean a
Figure 9-13: Dynamic performance indicator versus $a_2$ and time.

Figure 9-14: Logarithmic representation of $\Gamma_{a_2}$. 
poor design from a workspace perspective. Therefore, a trade-off emerges between the choice of a geometrical parameter’s value for optimal dynamic performance and the choice of a better work space. Therefore, a robot’s designer has to weigh the merits of each option, depending on the intended application of the robot.

An important fact shown by this work is that the design of a robot for optimal dynamic performance can be achieved by taking into account two constraints:

1. geometrical parameter values such that the robot would have a workspace envelope necessary to execute its required task. Also, robots can be designed with variable geometrical parameters for dynamic versatility.

2. path constraints such that the robot would move through a low sensitivity corridor in its work envelope.

It was also revealed through the cases studied that the optimal value of a twist angle is zero. Furthermore, it was shown that $\alpha_1$ and $\alpha_2$ have most influence on the dynamic performance when their value is $\pm45^\circ$. As demonstrated through the logarithmic representations of most cases studied, the performance sensitivity to changes in the twist angles is consistently high compared with the sensitivity to changes in the robot’s configuration.

This new general design mechanism was established during the course of this research to give a robot designer a quantitative feedback, with graphical illustration, regarding the influence of changing a robot’s geometrical parameters on its optimal dynamic performance.
Chapter 10

Conclusions and Recommendations

A systematic and comprehensive analytical study, addressing a range of issues on the dynamic performance of robot manipulators, was conducted in the course of this research. The two typical industrial robots considered in the study were a SCARA and an articulated robot arm (PUMA 560). Both iterative and closed-form dynamic models as well as the kinematic model of the PUMA 560 were developed and employed to facilitate the analysis of a robot's dynamic performance. The analysis was conducted to investigate the dynamic behaviour of robot manipulators under different operating conditions. These included:

Different velocity trajectory

Two trajectories with special characteristics were investigated. These were the NC2 trajectory and a third order polynomial trajectory. The trajectories were used to investigate the dynamic coupling between links and the maximum velocity beyond which centripetal/Coriolis forces cannot be ignored. The analysis has shown quantitatively the extent of the effect of the non-linear velocity-related centripetal forces and coupling torques on a typical
robot for different velocity trajectories.

**Time-varying or invariant payload operating conditions**

An investigation was also conducted on robot dynamic characteristics under a time-varying payload operating condition. This showed the extent of the effect of payload variation on each link and also showed that the effect of payload variation is greater at near-maximum acceleration time than at near maximum-velocity time. That was found to be true for both types of robot investigated under NC2 and Polynomial trajectories.

This investigation was further conducted with the end effector moving in a prespecified Cartesian velocity trajectory using a trajectory generator and the reverse kinematic software developed in this thesis. The results showed that the maximum response to payload variation was 9.6% of the total required torque. However, it is anticipated that the response will be more significant when robots become more capable of carrying payloads of bigger proportion to their own weight.

Practical experiments were conducted for a robot moving under a time-varying payload and the results were compared with those of the simulated experiments. The trend of these results was found to support the results of relevant simulation experiments.

Since robot manipulators are being called upon to be more versatile in performing many new types of tasks involving higher speed and greater precision in advanced applications, an investigation was conducted on the possibility of eliminating the centripetal/Coriolis and gravitational forces by dynamically counter-balancing the robot's links. It was concluded that this technique is useful because it takes advantage of the short acceleration/deceleration periods in robots real applications. Also, the increase in the inertia loading of the first link can be met by a more powerful actuator which does not incur a dynamic penalty on the robot's
arm. However, dynamic balancing would be ineffective in job tasks where gravity and centripetal forces on a robot’s arm are relatively small.

Furthermore, in pursuit of an in-depth analysis, a study was also conducted to examine the sensitivity of the robot’s dynamic performance to changes in geometrical parameters. In order to quantify the dynamic performance in a unified form, a dynamic performance indicator was established. The indicator was based on the logarithm of the Euclidean norm of the inertia matrix eigenvalue derivatives with respect to the geometrical parameter under consideration. From the cases studied it was consistently found that smaller twist angles lead to a better performance criteria. Therefore it was recommended that twist angles be minimised where practical. This has prompted the suggestion that there are advantages in providing robots with adjustable twist angles.

The results obtained through the analysis of the topics covered in this dissertation can greatly expand the designer’s understanding and reduce the design cycle-time. Computer generated plots which can compactly display extensive dynamic analysis information and graphics for illustrating robot input data and results have been used to provide enhanced control over the design process. These would give robot designers powerful tools to select rational design specifications and to interactively display the effect of changes in the operating conditions or the design parameters.

It should be also mentioned that this practical experimental setup and results can assist in future work aimed at optimising a robots design and performance.

For example, further research can be conducted to minimise gravitational and centripetal/Coriolis forces. As shown in Chapter 8, this problem can be addressed taking into account two conflicting constraints: a) the counterbalancing masses, and b) the limiting maximum acceleration.
masses, and b) the limiting maximum acceleration.

As mentioned earlier, robot manipulators to date can only carry up to 10\% of their own weight. Therefore, researchers need to investigate methods of increasing a robot’s lifting and manipulation efficiency. The work that has been done to date in this area such as the usage of a parallel and hybrid robot [74, 75], despite its promise for high precision does not yet show great potential due to the difficulty in modelling and controlling these devices. Therefore, these devices do not represent a better alternative to conventional serial robots.

Finally, it is hoped that the work on the topics covered in this dissertation has made a contribution towards the goal of helping designers produce robots with optimal dynamic performance.
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Appendix A

Calculation of the Inertia Matrices of the SCARA Robot

In order to achieve reliable results for the analysis of the SCARA robot dynamic performance, practicable set of the links inertia matrices should be first developed. In this appendix the inertia matrices have been calculated for each link. Also, elements of the vectors representing the center of gravity (C.G.) for each link have been evaluated.

In this research the SCARA robot actuators are represented in the simulation by point masses at their C.G.'s locations. The links have the dimensions as indicated on Figures A.1, A.2 and A.3. The values of the point masses parameters are as shown in Table A.1.

A.1 Inertia Calculation of the First Link

The cross sectional dimension of link 1 and link 2 are shown in Figures A.1, A.2 and A.3. These hollowed rectangular tubes of both links one and two, are considered to be made of aluminium alloy which has a density of 2.17E3 Kg/m³. The third link is considered to be made of solid steel bar, which

<table>
<thead>
<tr>
<th>Parameter</th>
<th>Description</th>
<th>Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>m1</td>
<td>end point masses (e.g. motors, bearings,...etc.)</td>
<td>8 Kg</td>
</tr>
<tr>
<td>m2</td>
<td></td>
<td>1 Kg</td>
</tr>
<tr>
<td>m3</td>
<td></td>
<td>1.5 Kg</td>
</tr>
<tr>
<td>m4</td>
<td></td>
<td>1.5 Kg</td>
</tr>
<tr>
<td>m5</td>
<td>Parasitic masses (wiring, tubes,...etc.)</td>
<td>1.5 Kg</td>
</tr>
<tr>
<td>m6</td>
<td></td>
<td>0.5 Kg</td>
</tr>
</tbody>
</table>

Table A.1: Data of the SCARA robot’s mass parameters.
Figure A.1: Schematic diagram of SCARA's first link.

Figure A.2: Schematic diagram of SCARA's second link.
Figure A.3: Schematic diagram of SCARA's third link.
has a density of 7.8E3 Kg/m³.

From the given data the mass of the main body of the first link can be calculated as follows:

\[
\text{mass } m = \text{Volume } v \times \text{Density } \rho \quad (A.1)
\]

\[
m_{\text{outer}} = (0.0508 \times 0.1016)l_1 \times (2.71 \times 10^3) = (13.986l_1) \text{ Kg} \quad (A.2)
\]

Similarly

\[
m_{\text{inner}} = (0.0444 \times 0.0952)l_1 \times (2.71 \times 10^3) = (11.454l_1) \text{ Kg} \quad (A.3)
\]

Where:

\[
m_{\text{outer}} \overset{\text{def}}{=} \text{mass of link's outer dimension.}
\]

\[
m_{\text{inner}} \overset{\text{def}}{=} \text{mass of link's inner dimension.}
\]

Therefore:

\[
m_{\text{link1}} = m_{\text{outer}} - m_{\text{inner}} = (13.986 - 11.454)l_1
\]

\[
= (2.532l_1) \text{ Kg}
\]

\[
= 2.532 \times 0.524 = 1.327 \text{ Kg} \quad (A.4)
\]

### A.1.1 Centre of gravity of link 1

In order to calculate the inertia matrix of the first link, its centre of gravity should be evaluated first. If it is assumed that the C.G. lies at point \( \epsilon \) which is at a distance \( \delta \) from the link's end.

Then the C.G. can be found by taking the moment about \( \epsilon \) (as function of \( l_1 \)):

\[
\sum M_\epsilon = 1 \times \delta + (0.5l_1 + \delta)(1.5 + 2.532l_1) + 8(l_1 + \delta) = 0.0
\]

\[
= \delta + 0.75l_1 + 1.266(l_1)^2 + 1.5\delta + 2.532l_1\delta + 8l_1 + 8\delta = 0.0
\]

i.e.

\[
\delta (1 + 1.5 + 2.532l_1 + 8) = -(0.75l_1 + 1.266l_1^2 + 8l_1)
\]

Therefore

\[
\delta = \frac{-0.75l_1 + 1.266l_1^2 + 8l_1}{10.5 + 2.532l_1}
\]

\[
= \frac{8.75l_1 + 1.266l_1^2}{10.5 + 2.532l_1}
\]

\[
= -0.0417l_1 \quad \text{(substitute for } l_1=0.524 \text{ m)} \quad (A.6)
\]

Thus, the \( x, y \) and \( z \) coordinates of the first link's C.G. with respect the
link’s fixed coordinate frame are:

\[
\begin{align*}
    x &= -0.0417 \, m \\
    y &= 0.0 \\
    z &= 0.0 \, m
\end{align*}
\]  

(A.7)

A.1.2 Moment of inertia calculation

For the solid rectangular beam shown in Figure A.5, the following symbols are defined:

- \(X'Y'Z'\) is the coordinate frame of an arbitrary transverse slice of the beam.
- \(X_0Y_0Z_0\) is the coordinate frame of the centre of gravity (C.G.) of the beam.
- \(XYZ\) is the fixed coordinate frame of link 1, about which link 2 moves.

by taking the moment of inertia of the infinitesimal transverse plane slice, indicated on Figure A.5, about \(Y'\)-axis:

\[dI_{Y'Y'} = (\rho dx) \left( \frac{1}{12} ab^3 \right)\]

Also, by taking the moment of inertia of the same slice about \(Z'\) axis:

\[dI_{Z'Z'} = (\rho dx) \left( \frac{1}{12} a^3 b \right)\]
Figure A.5: Moment of inertia axes of a solid rectangular beam.

Since $XX$ is collinear with $X'X'$, then:

$$dI_{XX} = dI_{Y'Y'} + I_{Z'Z'} = (\rho dx) \left( \frac{ab}{12} \right) (a^2 + b^2)$$

The above expression can be integrated to obtain the total beam moment of inertia about $X$-axis:

$$I_{XX} = I_{X_0X_0} = \int dI_{XX}$$

$$= \frac{\rho ab}{12} (a^2 + b^2) \int_0^l dx$$

$$= \frac{1}{12} m (a^2 + b^2)$$

Similarly

$$I_{Y_0Y_0} = \frac{1}{12} m (b^2 + l^2)$$

Therefore:

$$I_{YY} = I_{Y_0Y_0} + m \left( \frac{l}{2} \right)^2 = \frac{1}{12} m (b^2 + 4l^2)$$

Also:

$$I_{ZZ} = \frac{1}{12} m (a^2 + 4l^2)$$

Using equations A.2 and A.3 the moment of inertia of the link can be obtained by the substracting the inner dimension inertia from the outer dimension inertia. So, by calculating these moments as function of the link length $l_1$, the following results can be obtained:

$$I_{XX_{\text{outer}}} = \frac{1}{12} m (a^2 + b^2)_{\text{outer}}$$
Also:

\[ I_{XX_{\text{inner}}} = \frac{1}{12} m \left( a^2 + b^2 \right)_{\text{inner}} \]
\[ = \frac{1}{12} \left( 11.454 l_1 \right) \left[ (0.0444)^2 + (0.0952)^2 \right] \]
\[ = 0.0105322 l_1 \]

Therefore:

\[ I_{XX_{\text{link}}} = I_{XX_{\text{outer}}} - I_{XX_{\text{inner}}} \]
\[ = 0.0150384 l_1 - 0.0105322 l_1 \]
\[ = 0.0045062 l_1 \quad (A.8) \]

Also, for calculating \( I_{YY} \) of the first link:

\[ I_{YY} = I_{Y_0Y_0} + m \left( \frac{l}{2} \right)^2 \quad (A.9) \]

Calculating \( I_{YY_{\text{outer}}} \):

\[ I_{Y_0Y_0_{\text{outer}}} = \frac{1}{12} m \left( b^2 + l^2 \right)_{\text{outer}} \]
\[ = \frac{1}{12} \left( 13.986 l_1 \right) \left[ (0.1016)^2 + l_1^2 \right] \]
\[ = 0.012031 l_1 + 1.1655 l_1^3 \quad (A.10) \]

By substitution from (A.10) in (A.9):

\[ I_{YY_{\text{outer}}} = (0.012031 l_1 + 1.1655 l_1^3) + (13.986 l_1) \left( \frac{l_1^2}{4} \right) \]
\[ = 0.012031 l_1 + 4.6625 l_1^3 \quad (A.11) \]

Similarly, for \( I_{YY_{\text{inner}}} \):

\[ I_{Y_0Y_0_{\text{inner}}} = \frac{1}{12} m \left( b^2 + l^2 \right)_{\text{inner}} \]
\[ = \frac{1}{12} \left( 11.545 l_1 \right) \left[ (0.0592)^2 + l_1^2 \right] \]
\[ = 0.003345 l_1 + 0.9545 l_1^3 \quad (A.12) \]

By substitution from (A.10) in (A.9):

\[ I_{YY_{\text{inner}}} = (0.003345 l_1 + 0.9545 l_1^3) + (11.454 l_1) \left( \frac{l_1^2}{4} \right) \]
\[ = 0.003345 l_1 + 3.818 l_1^3 \quad (A.13) \]
Since \( I_{YY} = I_{YY_{outer}} - I_{YY_{inner}} \)

Then from (A.11) and (A.13):

\[
I_{YY} = (0.012031l_1 + 4.6625l_1^3) - (0.003345l_1 + 3.818l_1^3)
= 0.008686l_1 + 0.8445l_1^3
\] (A.14)

\[
I_{ZZ} = I_{ZoZo} + m\left(\frac{1}{2}\right)^2
\] (A.15)

Calculating \( I_{ZZ_{outer}} \):

\[
I_{ZoZo_{outer}} = \frac{1}{12} m \left( a^2 + l^2 \right)_{outer}
\] (A.16)

By substitution from (A.16) in (A.15):

\[
I_{ZZ_{outer}} = \frac{1}{12} m \left( a^2 + l^2 \right)_{outer}
= \frac{1}{12} (13.986l_1) \left[ (0.0508)^2 + 4l_1^2 \right]
= 0.0030076l_1 + 4.6625l_1^3
\] (A.17)

Similarly, for \( I_{ZZ_{inner}} \):

\[
I_{ZoZo_{inner}} = \frac{1}{12} m \left( a^2 + l^2 \right)_{inner}
\] (A.18)

By substitution from (A.18) in (A.15):

\[
I_{ZZ_{inner}} = \frac{1}{12} m \left( a^2 + l^2 \right)_{inner}
= \frac{1}{12} (11.454l_1) \left[ (0.0444)^2 + 4l_1^2 \right]
= 0.00188l_1 + 43.818l_1^3
\] (A.19)

Since \( I_{ZZ} = I_{ZZ_{outer}} - I_{ZZ_{inner}} \)

Then from (A.17) and (A.19):

\[
I_{ZZ} = (0.0030076l_1 + 4.6625l_1^3) - (0.00188l_1 + 43.818l_1^3)
= 0.001127l_1 - 0.842l_1^3
\] (A.20)

Also, using the following axes translation rule:

\[
I_{XY} = I_{XoYo} + m_{link} \, dx \, dy
\] (A.21)

where:

\[
I_{XY} \overset{\text{def}}{=} \text{The product of inertia about w.r.t. the link's, fixed, coordinate frame.}
\]
\[ I_{XoYo} \overset{\text{def}}{=} \text{The product of inertia about w.r.t. the C.G. coordinate frame.} \]
\[ dx \; dy \; \overset{\text{def}}{=} \text{The } x \text{ and } y \text{ coordinates of the C.G. point in the link’s fixed coordinate frame.} \]

The product of inertia of the first link can then be calculated as follow:

\[
I_{XY} = I_{XoYo} + m_{\text{link1}} \; dx \; dy
\]
\[ = 0.0 + m_{\text{link1}} \times \left( \frac{l_1}{2} \right) \times 0.0 \]
\[ = 0.0 \quad \text{(A.22)} \]

\[
I_{XZ} = I_{XoZo} + m_{\text{link1}} \; dx \; dz
\]
\[ = 0.0 + m_{\text{link1}} \times \left( \frac{l_1}{2} \right) \times 0.0 \]
\[ = 0.0 \quad \text{(A.23)} \]

\[
I_{YZ} = I_{YoZo} + m_{\text{link1}} \; dy \; dz
\]
\[ = 0.0 + m_{\text{link1}}(0.0)(0.0) \]
\[ = 0.0 \quad \text{(A.24)} \]

Moment of inertia of point masses at fixed ends:

\[
I_{XX} = 0.0 \quad \text{(A.25)}
\]

\[
I_{YY} = m \times l_1^2 = 8l_1^2 \quad \text{(A.26)}
\]

\[
I_{ZZ} = m \times l_1^2 = 8l_1^2 \quad \text{(A.27)}
\]

\[
I_{XY} = 0.0 \quad \text{(A.28)}
\]

\[
I_{XZ} = 0.0 \quad \text{(A.29)}
\]

\[
I_{YZ} = 0.0 \quad \text{(A.30)}
\]

Moment of inertia due to the parasitic masses \( m_5 \):

\[
I_{XX} = 0.0 \quad \text{(A.31)}
\]

\[
I_{YY} = 1.5l_1^2 \quad \text{(A.32)}
\]

\[
I_{ZZ} = 1.5l_1^2 \quad \text{(A.33)}
\]

Also, for the same parasitic masses:

\[
I_{XY} = I_{XZ} = I_{YZ} = 0.0 \quad \text{(A.35)}
\]

Therefore, the total inertia of the first link can be calculated as follows:

\[
I_{XX} = I_{XX_{\text{link1}}} + I_{XX_{\text{point masses}}} + I_{XX_{\text{parasitic masses}}}
\]

From (A.8), (A.25) and (A.31):
Figure A.6: Second link inertial parameters.

\[ I_{XX} = 0.0045062l_1 + 0.0 + 0.0 = 0.0045062l_1 \] (A.36)

\[ I_{YY} = I_{YY_{link}} + I_{YY_{point\ masses}} + I_{YY_{parasitic\ masses}} \]

From (A.14), (A.26) and (A.32):

\[ I_{YY} = \left(0.008686l_1 + 0.8445l_1^3\right) + 8l_1^2 + 1.5l_1^2 \]
\[ = 0.008686l_1 + 9.5l_1^2 + 0.8445l_1^3 \] (A.37)

\[ I_{ZZ} = I_{ZZ_{link}} + I_{ZZ_{point\ masses}} + I_{ZZ_{parasitic\ masses}} \]

From (A.20), (A.27) and (A.33):

\[ I_{ZZ} = \left(0.001127l_1 + 0.842l_1^3\right) + 8l_1^2 + 1.5l_1^2 \]
\[ = 0.001127l_1 + 9.5l_1^2 + 0.842l_1^3 \] (A.38)

The resultant product inertia for link 1:

\[ I_{XY} = I_{XZ} = I_{YZ} = 0.0 \] (A.39)

### A.2 Inertia Calculation of the Second Link

The mass distribution of the second link is shown in Figure A.6. Due to the geometrical similarity of the first and second link, the steps taken in the previous section will be followed here.
Data:

\[
\begin{align*}
  l_2 &= 0.492 \\
  a_{2outer} &= 0.052 \\
  b_{2outer} &= 0.079 \\
  a_{2inner} &= 0.0467 \\
  b_{2inner} &= 0.074 \\
  \text{density}(\rho) &= 2.71 \times 10^3 \text{ Kg/m}^3
\end{align*}
\]

A.2.1 Centre of gravity of link 2

Due to the symmetric distribution of the second link’s masses, Figure A.6, its C.G. lies in on the centre-lines intersection point of the link. Thus the \(x\), \(y\) and \(z\) coordinates of the C.G. with respect to the link’s fixed coordinate frame are:

\[
\begin{align*}
  x &= -\frac{l_2}{2} = -0.245 \text{ m} \\
  y &= 0.0 \\
  z &= -d = -0.1 \text{ m}
\end{align*}
\]  

(A.40)

Using the above data:

\[
\begin{align*}
  m_{2outer} &= l \times a_{outer} \times b_{outer} \times \rho \\
  &= 0.492 \times 0.052 \times 0.079 \times \rho \\
  &= 5.477 \text{ Kg} \\
  m_{2inner} &= l \times a_{inner} \times b_{inner} \times \rho \\
  &= 0.492 \times 0.0467 \times 0.074 \times \rho \\
  &= 4.607 \text{ Kg}
\end{align*}
\]

Total mass of link 2:

\[
\begin{align*}
  m_2 &= (m_3 + m_4)_{\text{end-points masses}} + (m_{2outer} - m_{2inner}) + m_{\text{parasitic}} \\
  &= (1.5 + 1.5) + (5.477 - 4.607) + 0.5 = 4.37 \text{ Kg}
\end{align*}
\]

A.2.2 Moment of inertia calculation

By taking the moment of inertia about the C.G. coordinate frame of the second link:

\[
\begin{align*}
  I_{X_0X_0} &= \left( \frac{1}{12} \right) m \left( a_2^2 + b_2^2 \right) \\
  I_{Y_0Y_0} &= \left( \frac{1}{12} \right) m \left( b_2^2 + l_2^2 \right) \\
  I_{Z_0Z_0} &= \left( \frac{1}{12} \right) m \left( a_2^2 + l_2^2 \right)
\end{align*}
\]
By using the parallel axis theorem, the moment of inertia of the link’s body about its fixed coordinate frame can be obtained:

\[
I_{XX} = I_{X_0X_0} + m d^2
\]
\[
I_{YY} = I_{Y_0Y_0} + m \left( \frac{1}{2} l_2 \right)^2 + d_2^2 \]
\[
I_{ZZ} = I_{Z_0Z_0} + m \left( \frac{1}{2} l_2 \right)^2
\]

Also, the inertia of the end-points masses are:

\[
I_{X_0X_0} = 1.5 d_2^2
\]
\[
I_{Y_0Y_0} = 1.5 (l_2^2 + d_2^2)
\]
\[
I_{Z_0Z_0} = 1.5 l_2^2
\]

Also, the inertia of the second link’s parasitic masses \((m_6)\) is:

\[
I_{m_6X_0} = 0.5 d_2^2
\]
\[
I_{m_6Y_0} = 0.5 \left( \frac{1}{2} l_2 \right)^2 + d_2^2
\]
\[
I_{m_6Z_0} = 0.0
\]

Therefore, the total moment of inertia of the second link about its fixed coordinate frame can be obtained as follows:

\[
I_{XX} = (I_{XX_{mouter}} - I_{XX_{inner}}) + I_{XX_{m}} + I_{XX_{m5}} + I_{XX_{m6}}
\]
\[
= \left\{ \left[ \frac{1}{12} (5.477) \left( (0.052)^2 + (0.079)^2 \right) \right] - \left[ \frac{1}{12} (4.607) \left( (0.0467)^2 + (0.074)^2 \right) \right] \right\}
\]
\[
= +1.5 (1.5)^2 + 1.5 (1.5)^2 + 0.5 (0.1)^2
\]
\[
= 0.00408 - 0.00291 + 0.015 + 0.015 + 0.005
\]
\[
= 0.03617 Kg m^2 \quad (A.41)
\]

\[
I_{YY} = (I_{YY_{mouter}} - I_{YY_{inner}}) + I_{YY_{m}} + I_{YY_{m5}} + I_{YY_{m6}}
\]
\[
= \left\{ \left[ \frac{1}{12} (5.477) \left( (0.079)^2 + (0.492)^2 \right) \right] + 5.477 \left( (0.5 \times 0.492)^2 + (0.1)^2 \right) \right\}
\]
\[
- \left\{ \left[ \frac{1}{12} (4.607) \left( (0.074)^2 + (0.492)^2 \right) \right] + 4.607 \left( (0.5 \times 0.492)^2 + (0.1)^2 \right) \right\}
\]
\[
+ 1.5 (0.492)^2 + 0.1 + 0.5 \left( (0.5 \times 0.492)^2 + (0.1)^2 \right)
\]
\[
= \{0.1133 + 0.3862\} - \{0.0950 + 0.3249\}
\]
\[
+ 0.3780 + 0.015 + 0.0352
\]
\[
= 0.5078 Kg m^2 \quad (A.42)
\]
\[ I_{ZZ} = (I_{ZZ_{m_{outer}}} - I_{ZZ_{m_{inner}}}) + I_{ZZ_{m_4}} + I_{ZZ_{m_5}} + I_{ZZ_{m_6}} \]
\[ = \left\{ \left[ \frac{1}{12} (5.477) ((0.052)^2 + (0.492)^2) + 5.477 (0.5 \times 0.492)^2 \right] 
\left[ - \frac{1}{12} (4.607) ((0.0467)^2 + (0.492)^2) + 4.607 ((0.5 \times 0.492)^2 + (0.1)^2) \right] 
+ 1.5 ((0.492)^2 + 0.5 (0.5 \times 0.492)^2) \right\} 
\[ = (0.1117 + 0.3314) - (0.0937 + 0.2788) + 0.3631 + 0.03025 \]
\[ = 0.4639 \, Kg \, m^2 \quad (A.43) \]

Product inertia calculation:

The product of inertia of the second link about its fixed coordinate frame can be obtained using equation A.21 as follows:

\[ I_{XY_{m_{outer}}} = 0.0 + 5.477 \left(-\frac{0.492}{2}\right)(0.0) \]
\[ = 0.0 \]

Similarly,
\[ I_{XY_{m_{inner}}} = 0.0 \]

Also,
\[ I_{YZ_{m_{outer}}} = 0.0 + 5.477 (0.1) (0.0) \]
\[ = 0.0 \]

Similarly,
\[ I_{YZ_{m_{inner}}} = 0.0 \]

Also,
\[ I_{XZ} = 0.0 \]

So, the final result of the inertia product of the second link can be expressed in the following equation:
\[ I_{XY} = I_{YZ} = I_{XZ} = 0.0 \quad (A.44) \]

A.3 Inertia Calculation of the Third Link

The third link of the SCARA robot in this dissertation is augmented to consists of:

- A solid rectangular steel bar, with the dimension shown in Figure A.3.
- The wrist components and the load are represented by a homogeneous spherical mass of 5 Kg. This mass is attached to the lower end of link 3*.

*This assumption is for constant payload condition.
Therefore, the moment of inertia are calculated for each part separately and then resultant inertia is obtained.

### A.3.1 Centre of gravity of link 3

The mass of the main link-body can be obtained through the following equation:

\[
\text{The link's mass } m_3 = a_3 \times b_3 \times l_3 \times \rho_{\text{steel}} = 0.04 \times 0.04 \times 0.38 \times 7830 = 4.76 \text{ Kg}
\]

Therefore, the total mass of the augmented third link is:

\[
m_{3,\text{total}} = 4.76 + 5 = 9.76 \text{ Kg} \quad (A.45)
\]

If it is assumed that the third link’s C.G. lies at point \( \epsilon \) which is at a distance \( \delta \) from the link’s end, Figure A.7.

Then the C.G. can be found by taking the moment about \( \epsilon \) (as function of \( \delta \)):

\[\sum M_\epsilon = 0.0\]

Therefore:

\[
5(\delta + 0.1) - 4.76(0.190 - \delta) = 0.0
\]

\[
5\delta + 0.5 - 0.9044 + 4.76\delta = 0.0
\]

\[
9.76\delta = 0.4044
\]

Then: \( \delta = 0.0414 \text{ m} \) \quad (A.46)
Thus the $x$, $y$ and $z$ coordinates of the C.G. with respect to the link's fixed coordinate frame are:

\[
\begin{align*}
x &= 0.0 \, m \\
y &= 0.0 \\
z &= 0.041 \, m
\end{align*}
\]  

(A.47)

**A.3.2 Moment of inertia calculation**

Moment of inertia of the link's main-body can be obtained through the following set of equations.

- **Since** $I_{xx} = I_{xx_0} + m \, dx \, dx$
  - Then $I_{xx} = \frac{1}{12} m_3 \left(a_3^2 + l_3^2\right) + m_3 \left(\frac{1}{2} l_3\right)^2$
  - $= \frac{1}{12} m_3 \left((0.04)^2 + (0.38)^2\right) + m_3 \left(0.5 \times 0.38\right)^2$
  - $= 0.01217 \times m_3 + 0.0361 \times m_3$
  - $= 0.2298 \, Kg.m^2$  
  
(A.48)

- Similarly;  $I_{yy} = \frac{1}{12} m_3 \left(b_3^2 + l_3^2\right) + m_3 \left(\frac{1}{2} l_3\right)^2$
  - $= \frac{1}{12} m_3 \left((0.04)^2 + (0.38)^2\right) + m_3 \left(0.5 \times 0.38\right)^2$
  - $= 0.01217 m_3 + 0.0361 m_3 = 0.04827 m_3$
  - $= 0.2298 \, Kg.m^2$  
  
(A.49)

- Also;  $I_{zz} = \frac{1}{12} m_3 \left(a_3^2 + b_3^2\right)$
  - $= \frac{1}{12} m_3 \left((0.04)^2 + (0.04)^2\right)$
  - $= m_3 \times 0.000267 = 4.76 \times 0.000267$
  - $= 0.001269 \, Kg.m^2$  
  
(A.50)

**Augmenting link 3**

It is assumed that the payload and the wrist components have a mass 5 Kg. represented by homogeneous sphere of 0.1m radius, as schematically shown in Figure A.8.

\[
I_{sphere} = \frac{2}{5} \, m \, r^2
\]
Then:

\[ I_{Xx,\text{sphere}} = \frac{2}{5} \times 5 \times (0.1)^2 = 0.07 \text{ Kg.m}^2 \]

Similarly;

\[ I_{Yy,\text{sphere}} = 0.02 \text{ Kg.m}^2 \]

Also;

\[ I_{ZZ,\text{sphere}} = 0.02 \text{ Kg.m}^2 \]

By transferring the sphere’s moment of inertia from the sphere’s C.G. to the third link’s fixed coordinate frame, then:

\[ I_{Xx,3} = I_{Xx,\text{sphere}} + I_{x3x3} = 0.2298 + 0.07 = 0.2998 \text{ Kg.m}^2 \]  
(A.54)

\[ I_{Yy,3} = I_{Yy,\text{sphere}} + I_{y3y3} = 0.02 + 0.07 = 0.07 \text{ Kg.m}^2 \]  
(A.55)

\[ I_{ZZ,3} = I_{ZZ,\text{sphere}} + I_{z3z3} = 0.021269 + 0.02 = 0.021269 \text{ Kg.m}^2 \]  
(A.56)

Similar to the first and second links, the product of inertia of the third link are negligible, i.e:

\[ I_{XY} = I_{YZ} = I_{XZ} = 0.0 \]  
(A.57)
A.4 Dynamic Model Data

The data in this appendix with the necessary information about each link’s centre of gravity vector ($\vec{r}$), and their pseudo inertia matrices ($J$) are used in the dynamic model.

A.4.1 First link data

From equation (A.7), the first link’s centre of gravity is:

$$\vec{r}_1 = \begin{pmatrix} -0.417 \\ 0.0 \\ 0.0 \\ 1 \end{pmatrix}$$  \hspace{1cm} (A.58)

Also, from equation (2.12), page 17, the pseudo inertia matrix ($J$) is

$$J_1 = m_i \begin{pmatrix} \frac{-K_{1XX}^2+K_{1YY}^2+K_{1ZZ}^2}{2} & K_{1XY}^2 & K_{1XZ}^2 & x_i \\ K_{1XY}^2 & \frac{K_{1XX}^2-K_{1YY}^2+K_{1ZZ}^2}{2} & K_{1YZ}^2 & y_i \\ K_{1XZ}^2 & K_{1YZ}^2 & \frac{K_{1XX}^2+K_{1YY}^2-K_{1ZZ}^2}{2} & z_i \\ x_i & y_i & z_i & 1 \end{pmatrix}$$  \hspace{1cm} (A.59)

From (A.36), (A.37) and (A.38):

$$K_{1XX}^2 = \frac{h_{XX}}{m_1} = 0.000228669$$
$$K_{1YY}^2 = \frac{h_{YY}}{m_1} = 0.2648$$
$$K_{1ZZ}^2 = \frac{h_{ZZ}}{m_1} = 0.2644$$  \hspace{1cm} (A.60)

Also, from equation (A.39):

$$K_{1XY}^2 = K_{1XZ}^2 = K_{1YZ}^2 = 0.0$$  \hspace{1cm} (A.61)

Then, by substituting from (A.60) and (A.61) in (A.59) the first link’s pseudo-inertia matrix is obtained:

$$J_1 = 10.326 \begin{pmatrix} \frac{1}{2} (0.52897) & 0.0 & 0.0 & -0.417 \\ 0.0 & \frac{1}{2} (-0.0001714) & 0.0 & 0.0 \\ 0.0 & 0.0 & \frac{1}{2} (0.0006286) & 0.0 \\ -0.417 & 0.0 & 0.0 & 1 \end{pmatrix}$$  \hspace{1cm} (A.62)
A.4.2 Second link data

From equation (A.40), the second link’s centre of gravity is:

\[
\vec{r}_2 = \begin{pmatrix}
-0.246 \\
0.0 \\
-0.1 \\
1
\end{pmatrix}
\]  \hspace{1cm} \text{(A.63)}

Also, from (A.41), (A.42) and (A.43):

\[
\begin{align*}
K_{2XX}^2 &= \frac{b_{xx}}{m_2} = 0.008277 \\
K_{2YY}^2 &= \frac{b_{yy}}{m_2} = 0.11620 \\
K_{2ZZ}^2 &= \frac{b_{zz}}{m_2} = 0.10615
\end{align*}
\]  \hspace{1cm} \text{(A.64)}

Also, from equation (A.44):

\[
K_{2XY}^2 = K_{2XZ}^2 = K_{2YZ}^2 = 0.0
\]  \hspace{1cm} \text{(A.65)}

Then, by substituting from (A.64) and (A.65) in (A.59) the second link’s pseudo-inertia matrix is obtained:

\[
J_2 = 4.37 \begin{pmatrix}
\frac{1}{2} (0.214073) & 0.0 & 0.0 & -0.246 \\
0.0 & \frac{1}{2} (-0.001773) & 0.0 & 0.0 \\
0.0 & 0.0 & \frac{1}{2} (0.018327) & -0.1 \\
-0.246 & 0.0 & -0.1 & 1
\end{pmatrix}
\]  \hspace{1cm} \text{(A.66)}

A.4.3 Third link data

From equation (A.47), the third link’s centre of gravity is:

\[
\vec{r}_3 = \begin{pmatrix}
0.0 \\
0.0 \\
0.041 \\
1
\end{pmatrix}
\]  \hspace{1cm} \text{(A.67)}

Also, from (A.54), (A.55) and (A.56):

\[
\begin{align*}
K_{3XX}^2 &= \frac{b_{xx}}{m_3} = 0.0307 \\
K_{3YY}^2 &= \frac{b_{yy}}{m_3} = 0.0307 \\
K_{3ZZ}^2 &= \frac{b_{zz}}{m_3} = 0.002179
\end{align*}
\]  \hspace{1cm} \text{(A.68)}

Also, from equation (A.57):

\[
K_{3XY}^2 = K_{3XZ}^2 = K_{3YZ}^2 = 0.0
\]  \hspace{1cm} \text{(A.69)}
Then, by substituting from (A.68) and (A.69) in (A.59) the second link’s pseudo-inertia matrix is obtained:

\[
J_3 = 9.76 \begin{pmatrix}
\frac{1}{2} (0.002179) & 0.0 & 0.0 & 0.0 \\
0.0 & \frac{1}{2} (0.002179) & 0.0 & 0.0 \\
0.0 & 0.0 & \frac{1}{2} (0.059221) & 0.041 \\
0.0 & 0.0 & 0.041 & 1
\end{pmatrix}
\] (A.70)
Appendix B

Counter Balance Masses

In order to achieve a practical dynamic balancing for PUMA 560 robot's arm, the centrifugal and gravity forces should be eliminated or minimized by installing counter-balance masses for both link 2 and link 3. Link 1 is already balanced and therefore it does not need a counter balance mass.

Links 4, 5 and 6 are considered, in this dissertation, as a constituent mass of link 3. Since the full weight of link 3 is carried by link 2, the counter balance mass for link 3 has to be found first.

Since the model was extended to include the study of the effect of the geometrical parameters on the robot's dynamic behaviour, the counter balance masses were driven as functions of each link's length.

B.1 Counter Balance Mass of the Third Link

The third link will be dynamically balanced if its centre of gravity lies on its axis of rotation. To achieve this, a counter balance mass is attached to the link as illustrated in Figure B.1.

With reference to Figure B.1, by taking the moment around ZZ the counter balance mass of the third link $CBM_3$ and its total mass $m_{3t}$, can be expressed as functions of its variable length $l_3$ as follows:

$$ (0.280 \times CBM_3) = (6.04 \left( \frac{0.143}{0.565} \right) l_3) + (2.5l_3) $$

$$ CBM_3 = \left( \frac{(6.04 \left( \frac{0.143}{0.565} \right) l_3) + (2.5l_3)}{0.280} \right) $$

Also,

$$ m_{3t} = 6.04 + 2.5 + CBM_3 $$
This is a fixed distance due to the geometrical constraints of the PUMA 560.

\( l_3 \) \( \equiv \) Nominal length of link 3 (including the last 3 joints).

Figure B.1: Geometrical representation of counter balancing the third link.
It should be noted that the distance between the centre of gravity of the
counter balance mass and the centre of gravity of link 3 is fixed (0.280m) due to
the geometrical constraints of the PUMA 560.

B.2 Counter Balance Mass of the Second Link

To dynamically balance the second link of PUMA 560 robot’s arm, its
centre of gravity must lie on its axis of rotation. That can be achieved by attaching
a counter balance mass to it as illustrated in Figure B.2 below. This link carries
both the third link and its counter balance mass. Therefore the third link should
be taken into account when calculating the counter balance mass of the second
link.

By taking the moment about \(XX\)

\[(0.425 \times CBM_2) = \left(\left(\frac{0.068}{l_2}\right) l_2 \times 17.4\right) + (0.432 \times m_3)\]

Therefore;

\[CBM_2 = \left(\left(\frac{0.068}{l_2}\right) l_2 \times 17.4\right) + (0.432 \times m_3)\]

\[\frac{0.425}{0.425} \times 0.425\]

B.3 Second Link’s Moment of Inertia

Assumptions: In order to make the moment of inertia of any link about
its main axes as functions of its variable links, the following assumptions are made:

- The link’s weight is fixed, though its length is variable. That allows a check
  on the effect of the geometrical shape of a link on its dynamic behaviour,
  irrespective of its weight.
- The centre of gravity of a link is proportional to and a function of the link’s
  length.

Also, the following notation should be defined:

\[CBM_2 \overset{\text{def}}{=} \text{counter balance mass of the third link.}\]
\[m_2 \overset{\text{def}}{=} \text{mass of the second link}\]
\[m_2 = CBM_2 + m_2\]
Figure B.2: Geometrical representation of counter balancing the second link.
Figure B.3: Inertia-related parameters of the second link.
With reference to Figure (B.3), by taking the moment about axis $AA (M_{AA})$:

$$M_{AA} \text{ due to } CBM_2 + m_2 = M_{AA} \text{ due to } m_2,$$

Therefore:

$$((0.425 + l_2) - r_{2x})(CBM_2 + m_2) = \left(0.425 + \left(\frac{0.068}{0.432}\right) l_2\right) m_2$$

i.e.

$$(0.425 + l_2)(CBM_2 + m_2) - r_{2x}(CBM_2 + m_2) = \left(0.425 + \left(\frac{0.068}{0.432}\right) l_2\right) m_2$$

i.e.

$$r_{2x} = \left[\frac{(0.425 + l_2)(CBM_2 + m_2) - (0.425 + \left(\frac{0.068}{0.432}\right) l_2) m_2}{(CBM_2 + m_2)}\right]$$

Then, the moment of inertia of the link about the three main axes are determined as follows:

$$I_{XX_{CBM_2}} = I_{YY_{CBM_2}} = I_{ZZ_{CBM_2}} = \frac{bh^3}{12}$$

i.e.

$$I_{XX_{CBM_2}} = \frac{(0.15)(0.15)^3}{12} = 4.21875 \times 10^{-5} \approx 0$$

$$I_{XX} = I_{XX_{link}} + I_{XX_{CBM_2}} = 0.130 + 0 = 0.130$$

$$I_{YY} = 0.524\left(\frac{(0.364)l_2}{0.364}\right)^2 + m_2\left(r_{2x} - \left(\frac{0.364}{0.432}\right) l_2\right)^2 + CBM_2(0.425 + l_2 + r_{2x})^2$$

$$I_{ZZ} = 0.539 + 17.4\left(r_{2x} - \left(\frac{0.364}{0.432}\right) l_2\right)^2 + CBM_2(0.425 + l_2 + r_{2x})^2$$

### B.4 Third Link’s Moment of Inertia
Figure B.4: Inertia-related parameters of the third link.
In finding the inertia of the third link the following conventions will be used:

\[
\begin{align*}
\text{CBM}_3 & \overset{\text{def}}{=} \text{counter balance mass of the third link.} \\
 m_3 & \overset{\text{def}}{=} \text{mass of the third link (6.04 Kg)} \\
 PL & \overset{\text{def}}{=} \text{payload mass} \\
m_{3t} & \overset{\text{def}}{=} \text{CBM}_3 + m_3 + PL
\end{align*}
\]

In this section also, the moment of inertia will be found by taking the moment about \( AA \); so by taking the moment of \( m_{3t} \) about \( AA \):

\[
M_{AA} = (\text{CBM}_3 + m_3 + PL) (r_Z + 0.280)
\]

Also, by taking the moment of the individual component:

\[
M_{AA} = m_3 (0.280 + \left(\frac{0.143}{0.565}\right) l_3) + PL (0.280 + l_3)
\]

Therefore:

\[
\begin{align*}
 r_Z (\text{CBM}_3 + m_3 + PL) &= \left(\frac{0.143 l_3}{0.565}\right) m_3 + l_3 PL - 0.280 \text{CBM}_3 \\
 r_Z (\text{CBM}_3 + 6.04 + PL) &= \left(\frac{0.143 l_3}{0.565}\right) m_3 + l_3 PL - 0.280 \text{CBM}_3
\end{align*}
\]

i.e.

\[
r_Z = \left(\frac{\left(\frac{0.143 l_3}{0.565}\right) m_3 + l_3 PL - 0.280 \text{CBM}_3}{\text{CBM}_3 + 6.04 + PL}\right)
\]

\[
\begin{align*}
 r_Y &= 0.014 \\
 r_X &= 0
\end{align*}
\]

from the PUMA 560 geometrical data.

The moment of inertia of the link about the main three axes are determined as follows:

\[
\begin{align*}
 I_{XX(\text{CBM}_3)} &= I_{YY(\text{CBM}_3)} = I_{ZZ(\text{CBM}_3)} \approx 0 \\
 I_{XX(PL)} &= I_{YY(PL)} = I_{ZZ(PL)} \approx 0 \\
 I_{XX} &= I_{XX_{\text{link3}}} + m_3 \left(\frac{0.143 l_3}{0.565}\right) - r_Z)^2 \\
 &\quad + PL(l_3 - r_Z)^2 + \text{CBM}_3(0.280 + r_Z)^2
\end{align*}
\]

\[ I_{YY} = I_{YY_{link3}} + m_{3} \left( \left( \frac{0.143l_{3}}{0.565} \right) - rz \right)^2 + PL(l_{3} - rz)^2 + CBM_{3}(0.280 + rz)^2 \]

Since \( I_{YY_{link3}} = 0.212 \) (for the nominal length of link 3) therefore:

\[ I_{YY} = 0.212 \left( \frac{l_{3}}{0.565} \right) + m_{3} \left( \left( \frac{0.143l_{3}}{0.565} \right) - rz \right)^2 + PL(l_{3} - rz)^2 + CBM_{3}(0.280 + rz)^2 \]

\[ I_{ZZ} = I_{ZZ_{link3}} = 0.0154 \]
Appendix C

Software package

Software development has been a major part of this thesis to allow the fulfilment of its analysis objectives. That has included the development of the following packages:

1. Iterative general dynamic model.
3. Inverse kinematic model of PUMA 560.
5. A third order polynomial velocity trajectory generator.
6. An NC2 velocity trajectory generator.

That was in addition to other programmes for other specified tasks such as inertia matrix’s eigenvalues analysis and the third link’s mass centre relocation. The software were written using the extended ANSI FORTRAN 77. It was run on an HP9000 computer using the unix based UX operating system.

The above-mentioned software is listed below.
PROGRAM ROBOT_KIDY

This program was last modified on 19/10/89
It includes the smoothest NC2 curve !!!!
It runs for either PUMA or SCARA robot. It allows for:
1- Different velocity trajectories.
2- Different types of velocity trajectories:
   (a) Third order polynomial velocity trajectory.
   (b) NC2 velocity trajectory.
3- Different starting angles.
4- Fixed or Time Varying Pay-Load. The later can be either:
   a- Continuous variation in time,
   or
   b- discrete variation in time.
This program, also, resolves the inverse kinematics of the PUMA 560 robot's arm.

INCLUDE 'variables_2'

CALL ROBOT_TYPE (ROBOT,NLINK)
CALL GET_DATAFILE (NLINK,ROT,RM,SMALLA,TWIST,DEE,G,R,RI)
CALL INIT_Q (QROT,QSLID)
CALL INERT_K (NLINK,SQRK,RI,RM,PSINER,R,RJ)
CALL LOAD_INFO (RLOAD,VRLD,CHANGE,DECR,PERCENT,
& IFRACTION,sr88)

CALL SPACE_TYPE (SPACE)
IF (SPACE(T:1) .EQ. 'C' .OR. SPACE(1:1) .EQ. 'c') THEN
   CALL CART_JTRJ_TYP (TRJ,NUMTRJ)
   CALL ROBOT_CONFIG (ARM,ELBOW)
   CALL END_POSs (Px,Py,Pz,ALPHA1,BETA1,GAMMA1,
& ALPHA61,BETA61,GAMMA61)
ENDIF

IF (SPACE(1:1) .EQ. 'J' .OR. SPACE(1:1) .EQ. 'j') THEN
   CALL JOINT_TRAJ (NLINK,TRAJ,NUMTRJ,DEGREES,ENCREM,XX,ROT)
ENDIF

C**** START PROCESSING A LOOP WITHIN THE TRAJECTORY LOOP ****

DO 111= 1,NUMTRJ
   IF (SPACE(l-.l) .EQ. 'J' .OR. SP ACE (1:1) .EQ. ' j') THEN
      CALL JOINTRAJ_PVA (NLINK,XX,DEGREES,TRAJ,PP,W,AA,
& F_ALL,V_ALL,A_ALL,III)
   ELSE
      CALL CART_JTRJ (Px,Py,Pz,ALPHA1,BETA1,GAMMA1,
& ALPHA61,BETA61,GAMMA61,ALPHA,BETA,GAMMA,TRJ,
& F_ALL,V_ALL,A_ALL,ARM,ELBOW,III)
   ENDIF
   VARIATION = 0.0
   CURR_LD = RLOAD
   RMLINK3 = RM(3)
   899 DO L = 1,61
      CALL CURRENT_LD (sr88,sr99,CHANGE,CURR_LD,PERCENT,RLOAD,
& IFRACTION,VARIATION,L)
      PAYLD (L) = CURR_LD
      RM(3) = RMLINK3 + CURR_LD
      CALL GET_R_RI_LINKN (ROBOT,R,RI,RM,NLINK,SMALLA,CURR_LD)
      CALL GET_RJ_LINKN (SQRK,NLINK,RI,R,PSINER,RM,RJ)
      SS = L
      X(L-1) = (SS-1.)/60.
      CALL KINEM_VAR (VAR,VEL,ACCEL,P_ALL,V_ALL,A_ALL,III,NLINK,L)
**BACKWARD RECURSION**

CALL BACK_RECURSION(NLINK, ROT, VAR, VEL, ACCEL, SMALLA, TWIST, DEE, 
QOT, QSLID, A, QA, QOA, U, T, TDOT, TDOTS)

**FORWARD RECURSION**

CALL FD_RECURSION(NLINK, A, TDOTS, RJ, RM, R, U, G, F_ALL, 
K_ALL, G_ALL, III, L)

ENDDO
WRITE (6,*) III
ENDDO
CALL GETMAXMIN(FMAX, FMIN, GMIN, KMAX, KMIN, AMAX, AMIN, 
VMAX, VMIN, FMAX, FMIN, F_ALL, K_ALL, G_ALL, A_ALL, V_ALL, P_ALL, 
FAYLD, RLMAX, RLMIN, NUMTRJ)

*** START PLOTTING ***

CALL PLOTPOS(X, P_ALL, PMIN, PMAX, NUMTRJ)
CALL PLOTVEL(X, V_ALL, VMIN, VMAX, NUMTRJ)
CALL PLOTACC(X, A_ALL, AMIN, AMAX, NUMTRJ)
CALL PLOTLOAD(X, FAYLD, RLMIN, RLMAX)
CALL PLOTGRAVF(X, G_ALL, GMIN, GMAX, NLINK, NUMTRJ, ROT)
CALL PLOTTORQUE(X, F_ALL, FMIN, FMAX, NLINK, NUMTRJ, ROT)
CALL CLOSE

STOP
END

SUBROUTINE ML2BY3 (D, E, F, K)
REAL D(4,4), E(4,4,6), F(4,4,6)

SUBROUTINE TO MULTIPLY TWO DIMENSIONS MATRICES BY
THREE DIMENSIONS MATRICES

DO I = 1, 4
  DO J = 1, 4
    F(I, J, K) = 0.0
  ENDDO
  DO K2 = 1, 4
    F(I, J, K) = F(I, J, K) + D(I, K2)*E(K2, J, K)
  ENDDO
ENDDO
RETURN
END

SUBROUTINE ML3BY3 (D, E, F, K1, K2, K3)
REAL D(4,4,6), E(4,4,6), F(4,4,6)

SUBROUTINE TO MULTIPLY THREE DIMENSIONS MATRICES BY
THREE DIMENSIONS MATRICES

DO I = 1, 4
  DO J = 1, 4
    F(I, J, K3) = 0.0
  ENDDO
  DO K = 1, 4
  ENDDO
ENDDO
RETURN
END

SUBROUTINE MATRNS (A, B, K)
REAL A(4,4,6),B(4,4,6)

SUBROUTINE TO TRANSFORM SQUARE MATRICES
DO J=1,4
  DO I=1,4
    B(I,J,K) = A(J,I,K)
  ENDDO
ENDDO
RETURN
END

SUBROUTINE ML3BY2 (A,B,C,K1,K2,K3)
DIMENSION A(4,4,6),B(4,6),C(4,6)

SUBROUTINE TO MULTIPLY THREE DIMENSIONS MATRICES BY TWO DIMENSIONS MATRICES
DO I=1,4
  C(I,K3)=0.0
  DO J=1,4
    C(I,K3)= C(I,K3) + A(I,J,K1) * B(J,K2)
  ENDDO
ENDDO
RETURN
END

SUBROUTINE TRJPOLY (P,VEL,ACC)
COMMON RATIO
DIMENSION P(61),VEL(61),ACC(61),X(0:61)

SUBROUTINE TO CALCULATE THE TRAJECTORY OF A LINK'S POSITION AS A THIRD ORDER POLYNOMIAL FUNCTION IN TIME.

P(1) = 0.0
VEL(1) = 0.0
ACC(1) = 0.0
P(61) = 1.0
VEL(61) = 0.0
ACC(61) = 0.0
DO I = 2,60
  S = I-1
  T = S/60.
  P(I) = ((1.-T)**3)*(P(1)+(3.*P(1)+VEL(1))*T+(ACC(1)
  £ +(T**3)*(P(61)+(3.*P(61)-VEL(61))*(1.-T)
  £ +(ACC(61)-(6.*VEL(61))+12.*P(61))*((1.-T)**2/2.))
ENDDO
DO I = 1,61
  X(I) = S/60.
  P(I) = P(I) * RATIO
ENDDO
DO I=1,60
  SS = I
  X(I) = S/60.
ENDDO
VEL(1) = 0.0
ACC(1) = 0.0
DO I=2,60
  VEL(I) = (0.5* (P(I+1)-P(I-1)))/(I./60.)
  ACC(I) = (P(I+1) - 2.*P(I) + P(I-1))/((1./60.)**2)
ENDDO
VEL(1) = 0.0
ACC(1) = 0.0
VEL(61) = VEL(1)
ACC(61) = ACC(1)
RETURN
END

SUBROUTINE TRJNC2 (P,V,A)
DIMENSION A(61),V(61),P(61),X(61)
COMMON RATIO

THIS SUBROUTINE CALCULATES THE "Numerical Control 2" NC2
VELOCITY TRAJECTORY OF A ROBOT'S LINK.

DO I = 1, 16
   A(I) = 1.16
ENDDO

A(17) = 1.065
A(18) = .933
A(19) = .75
A(20) = .498
A(21) = 0.0
A(22) = -.06
A(23) = -.115
A(24) = -.165
A(25) = -.21
A(26) = -.255
A(27) = -.3
A(28) = -.342
A(29) = -.384
A(30) = -.42
A(31) = -.453
A(32) = -.483
A(33) = -.513
A(34) = -.543
A(35) = -.572
A(36) = -.599
A(37) = -.626
A(38) = -.649
A(39) = -.67
A(40) = -.689
A(41) = -.704
A(42) = -.719
A(43) = -.731
A(44) = -.743
A(45) = -.752
A(46) = -.761
A(47) = -.767
A(48) = -.773
A(49) = -.776
A(50) = -.779
A(51) = -.78
A(52) = -.776
A(53) = -.768
A(54) = -.742
A(55) = -.705
A(56) = -.66
A(57) = -.60
A(58) = -.519
A(59) = -.42
A(60) = -.279
A(61) = 0.0

DO I = 1, 61
   A(I) = A(I) * RATIO * 4.944688
ENDDO

V(1) = 0.0
V(2) = .5 * (A(2) + A(1)) * (1./60.)

DO I = 3, 61
   V(I) = ((1./60.)*(A(I)+A(I-1))*.5)+V(I-1)
ENDDO

V(61) = 0.0

P(1) = 0.0
P(2) = .5 * (V(2) + V(1)) * (1./60.)

DO I = 3, 61
   P(I) = ((1./3.)*(1./60.)*(V(I-2)+4.*V(I-1)+V(I)))+P(I-2)
ENDDO

RETURN
END

SUBROUTINE VELACC (P, V, A, TRJ)
DIMENSION P(61), V(61), A(61), VEL(61), ACC(61), X(61), DF(61)
DIMENSION B(61), C(61), D(61)
CHARACTER*4 TRJ
THIS SUBROUTINE CALCULATES THE TRAJECTORY OF A LINK’S VELOCITY AND ACCELERATION GIVEN ITS DISPLACEMENT TRAJECTORY

PI = 3.14159274
VEL(1) = 0.0
DO I=2,60
  POS1 = P(I-1)
  POS2 = P(I)
  POS3 = P(I+1)
  *** if it crosses the 2nd quadrant to the 3rd quadrant ***
  IF ((P(I) .GT. (PI/2.) .AND. P(I) .LE. PI) .AND. 
       (P(I+1) .LT. -(PI/2.) .AND. P(I+1) .GE. -PI)) THEN
    POS3 = PI - (-PI - P(I+1))
  ELSE IF ((P(I-1) .GT. (PI/2.) .AND. P(I-1) .LE. PI) .AND. 
           (P(I) .LT. -(PI/2.) .AND. P(I) .GE. -PI)) THEN
    POS1 = -PI - (PI-P(I-1))
  *** if it crosses the 3rd quadrant to the 2nd quadrant ***
  ELSE IF ((P(I) .LT. -(PI/2.) .AND. P(I) .GE. -PI) .AND. 
           (P(I+1) .GT. (PI/2.) .AND. P(I+1) .LE. PI)) THEN
    POS3 = -PI - (PI - P(I+1))
  ELSE IF ((P(I-1) .LT. -(PI/2.) .AND. P(I-1) .GE. -PI) .AND. 
           (P(I) .GT. (PI/2.) .AND. P(I) .LE. PI)) THEN
    POS1 = PI + (PI+ PI-I-1) )
  ENDIF
  VEL(I) = (.5* (POS3-POS1))/(1./60.)
  ACC(I) = (POS3 - 2.*P(I) + POS1)/((1./60.**)2)
ENDDO
X(1) = 0.0
DO I = 2,61
  SS = I - 1
  X(I) = SS/60.
ENDDO
STEP = 1.0/60.0
NX = 61
SM = 0.5
DO I = 2,61
  DF(I) = 1.0
ENDDO
VEL(1) = 0.0
VEL(61) = VEL(1)
IF (TRJ(1:1) .EQ. 'P' .OR. TRJ(1:1) .EQ. 'P') THEN
  ACC(1) = 0.0
  ACC(61) = ACC(1)
ELSE
  ACC(1) = ACC(2)
  ACC(61) = 0.0
ENDIF
CALL DCSSMO (STEP,NX,X,VEL,DF,SM,V,B,C,D)
CALL DCSSMO (STEP,NX,X,ACC,DF,SM,A,B,C,D)
C
RETURN
END
PRINT*, 'Your robot is neither SCARA nor PUMA.
PRINT*, 'I have no data file for this robot.
STOP
END

*** READ NO. OF LINKS ***
WRITE (6,666)
666 FORMAT (//, " HOW MANY LINKS IN YOUR ROBOT'S ARM ?? "/)
READ (5,*), NLINK
RETURN
END

SUBROUTINE GET_DATAFILE (NLINK, ROT, RM, SMALLA, TWIST, DEE, G, R, RI)
INTEGER ROT(n)
REAL RM(n), SMALLA(n), TWIST(n), DEE(n), G(n,4), R(4,6), RI(4,4,6)
THIS SUBROUTINE READ THE GEOMETRICAL PARAMETERS OF A ROBOT'S ARM FROM A DATA FILE.
** READ TYPE OF JOINT **
READ (1,*), (ROT(K),K=1,NLINK)
** READ MASSES **
READ (1,*), (RM(K),K=1,NLINK)
** READ LENGTH **
READ (1,*), (SMALLA(K),K=1,NLINK)
** READ TWIST ANGLES **
READ (1,*), (TWIST(K),K=1,NLINK)
** READ OFF-SET **
READ (1,*), (DEE(K),K=1,NLINK)
** READ GRAVITY **
DO K = 1,NLINK
READ (1,*), (G(K,J),J=1,4)
ENDDO
** READ CENTRES OF MASSES **
DO I = 1,4
READ (1,*), (R(I,K),K=1,3)
ENDDO
** READ INERTIA MATRICES **
DO K =1,NLINK
DO I =1,3
READ (1,*), (RI(I,J,K),J=1,3)
ENDDO
ENDDO
RETURN
END

SUBROUTINE INIT_Q (QROT, QSLID)
REAL QROT(4,4), QSLID(4,4)
SUBROUTINE TO INITIALIZE MATRICES QROT AND QSLID
QROT(1,2) = -1
QROT(2,1) = 1
QSLID(3,4) = 1
RETURN
END
SUBROUTINE INERT_K (NLINK, SQRK, RI, RM, PSINER, R, RJ)
REAL SQRK(4,4,6),RI(4,4,6),RM(6),PSINER(4,4,6),
& R(4,6),RJ(4,4,6)
INTEGER NLINK

SUBROUTINE TO CALCULATE THE PSEUDO INERTIA MATRIX FOR
EACH LINK, AND MULTIPLY EACH OF THESE MATRICES BY THE
CORRESPONDING LINK'S MASS.

DO K=1,NLINK-1
  DO J=1,3
    DO I=1,3
      SQRK(I,J,K) = RI(I,J,K)/RM(K)
      IF (I .NE. J) THEN
        PSINER(I,J,K) = SQRK(I,J,K)
      ENDIF
    ENDDO
  ENDDO
  PSINER(1,1,K) = 0.5*(-SQRK(1,1,K)+SQRK(2,2,K)+SQRK(3,3,K))
  PSINER(2,2,K) = 0.5*(SQRK(1,1,K) - SQRK(2,2,K) + SQRK(3,3,K))
  PSINER(3,3,K) = 0.5*(SQRK(1,1,K) + SQRK(2,2,K) - SQRK(3,3,K))
  PSINER(1,4,K) = R(1,K)
  PSINER(4,1,K) = R(1,K)
  PSINER(2,4,K) = R(2,K)
  PSINER(4,2,K) = R(2,K)
  PSINER(3,4,K) = R(3,K)
  PSINER(4,3,K) = R(3,K)
  PSINER(4,4,K) = 1
ENDDO

DO K=1,NLINK-1
  DO J=1,4
    DO I=1,4
      RJ(I,J,K) = PSINER(I,J,K) * RM(K)
    ENDDO
  ENDDO
ENDDO
RETURN
END

SUBROUTINE LOAD_INFO (RLOAD,VRLD,CHANGE,DECR,PERCENT, & IFRACTION,sr88,sr99)

INTEGER IFRACTION
REAL RLOAD,PERCENT
CHARACTER*4 VRLD,DECR,CHANGE,sr88*1,sr99*1

C THIS SUBROUTINE IS TO READ THE MASS AND CHARACTERISTICS
OF THE PAYLOAD.

WRITE (6,1)
FORMAT (" WHAT IS LOAD IN ROBOT'S HAND (in Kg's) ?? "/,
& " It should be a real number ! "/
READ(5,*) RLOAD
WRITE (6,122)
122 FORMAT (/,' Is it Time-Variant Load ? ' //)
VRLD=" 
READ (5,*) VRLD
sr99=VRLD

IF (sr99 .EQ. 'Y' .OR. sr99 .EQ. 'y') THEN
WRITE (6,44)
44 FORMAT (/,
& ' IS THE CHANGE IN PAY-LOAD IS CONTINOUS OR DISCRETE?'
& '/,' ' For continuous change type',T60,'"CONT"'/
& '/,' ' For discrete change type',T60,'"DISC"'//)
READ (5,*) CHANGE
IF (CHANGE(1:1) .EQ. 'C' .OR. CHANGE(1:1) .EQ. 'c') THEN
WRITE (6,133)
133 FORMAT (/,
& ' Is it Decreasing Load ? ' //)
DECR= " 
READ (5,*) DECR
sr88 = DECR
WRITE (6,144)
144 FORMAT (/,
& ' WHAT IS THE PERCENTAGE OF VARIATION/ CYCLE ??'
READ (5,*) PERCENT
ELSE IF (CHANGE(1:1).EQ.'D' .OR. CHANGE(1:1).EQ.'d') THEN
WRITE (6,45)
45 FORMAT (/,' HOW OFTEN DOES THE CHANGE OCCURE ?'/
   ' It should be as a percentage of the cycle time' /
   ' and a real number, e.g., 0.1 or 0.25 .. etc. '/)
READ (5,*) FRACTION
FRACTION = 60. * FRACTION
WRITE (6,46)
46 FORMAT (/,' IS IT DECREASING PAY-LOAD ? '/)
READ (5,*) DECR
DECR = DECR
WRITE (6,47)
47 FORMAT (/,' WHAT IS THE PAY-LOAD VARIATION AT EACH STEP ?'/
   ' It should be as a percentage of the initial Pay-Load' /
   ' and a real number '/)
READ (5,*) PERCENT
ELSE
   PRINT *,"The answer was niether 'CONT' nor 'DISC'"
   GO TO 43
ENDIF
ENDIF
RETURN
END SUBROUTINE SPACE_TYPE (SPACE)
CHARACTER*5 SPACE
C
C THIS SUBROUTINE IS TO DETERMINE WHETHER THE GIVEN DATA
C REPRESENT A CARTISIAN- OR JOINT-SPACE.
C
WRITE (6,44)
44 FORMAT (/,' WHAT IS THE TYPE OF THE GIVEN SPACE TRAJECTORY?' /
   ' For cartesian-space .. type',T60,"'CART'" /
   ' For joint-space .. type',T60,"'JOINT '" /
READ (5,*) SPACE
RETURN
END

SUBROUTINE CART_TRJ_TYP (TRJ,NUMTRJ)
INTEGER NUMTRJ
CHARACTER*4 TRJ
C
C THIS SUBROUTINE IS TO DETERMINE THE TYPE OF THE VELOCITY
C TRAJECTORY OF THE END-EFFECTOR ALONG THE CARTISIAN PATH.
C
NUMTRJ = 1
WRITE (6,363)
363 FORMAT (//,' WHAT IS THE TYPE OF THE TRAJECTORY OF',
   ' CARTESIAN PATH ?? '/' , ' FOR POLYNOMIAL FUNCTION IN',
   ' TIME DISPLACEMENT TYPE',T55,"'POLY'" '/ ', ' FOR TRAJECTORY ',
   ' USED IN NUMERICAL CONTROL II TYPE',T55,"'NC2'" '/ ', ' FOR EXIT ',
   ' TYPE',T55,'EXIT'/
READ (5,*) TRJ
RETURN
END

SUBROUTINE ROBOT_CONFIG (ARM,ELBOW)
CHARACTER*6 ARM, ELBOW
C
C THIS SUBROUTINE IS TO DETERMINE THE PUMA 560 GEOMETRICAL
C CONFIGURATION WHILE IN MOTION FOR THE KINEMATIC SOLUTION.
C
WRITE (6,213)
213 FORMAT (//,' WHAT IS THE ARM CONFIGURATION ??' /
   ' FOR LEFTY CONFIGURATION TYPE',T55,"'LEFTY' or 'L'" /
   ' FOR RIGHTY CONFIGURATION TYPE',T55,"'RIGHTY' or 'R'" /
READ (5,*) ARM
RETURN
END
WRITE (6,321)
FORMAT (//,'WHAT IS THE CONFIGURATION OF THE ELBOW ??','
& FOR ABOVE-THE-WRIST CONFIGURATION TYPE',T55,'"UP" or "U"','
& FOR UNDER-THE-WRIST CONFIGURATION TYPE',T55,'"DOWN" or "D"'/)
READ (5,*) ELBOW
RETURN
END

SUBROUTINE JOINT_TRAJ (NLINK,TRAJ,NUMTRJ,DEGREES,ENCREM,XX,ROT)
INTEGER NLINK,NUMTRJ,ROT(6)
REAL ENCREM(6),DEGREES(6),XX(6,0:25)
CHARACTER*5 TRAJ(6)
C
C THIS SUBROUTINE IS TO READ THE TYPE OF THE VELOCITY
TRAJECTORY OF EACH LINK IN THE JOINT-SPACE MODE. IT
ALSO READ THE NUMBER OF THE TRAJECTORIES OF EACH TYPE FOR
EACH LINK WITH A FIXED INCREMENT.
C
WRITE (6,222)
222 FORMAT (//,' HOW MANY SPEED TRAJECTORY FOR EACH LINK ?? '/)
READ (5,*) NUMTRJ
C
DO K = 1,NLINK
WRITE (6,363) K
363 FORMAT (//,' WHAT IS THE TYPE OF THE TRAJECTORY FOR','
& LINK No.',12,' ?? '/'',' FOR POLYNOMIAL FUNCTION IN','
& TIME DISPLACEMENT TYPE',T60,'"POLY"'/',' FOR TRAJECTORY ','
& USED IN NUMERICAL CONTROL II TYPE',T60,'"NC2"'/',' FOR EXIT','
& EXIT'/)
READ (5,*) TRAJ(K)
IF (TRAJ(K) .EQ. 'EXIT') STOP
IF (ROT(K) .EQ. 1) THEN
IPRELINK = K -1
WRITE (6,213) K, IPRELINK
213 FORMAT(//,' WHAT IS THE INITIAL STARTING ANGLE OF LINK No.',12,' ???'/'',' (w.r.t. Link',12, ' Co-ordinate Frame)'/'  ',
& N.B. It should be in DEGREES and REAL'/)
READ (5,*) DEGREES(K)
ENDIF
67 WRITE (6,321) K
321 FORMAT (//,' WHAT IS THE DESIRED ICREMENT FOR THE SPEED TRAJECTORY ','
& FOR LINK No.',12,' ?? ?'/',' (IT SHOULD BE A REAL NO. say between 0.0 & 0.2)'/)
READ (5,*) ENCREM(K)
ENDIF
C
DO K=1,NLINK
DO I = 1,(NUMTRJ-1)
XX(K,I) = XX(K,(I-1)) + ENCREM(K)
ENDDO
ENDDO
C
RETURN
END

SUBROUTINE END_POSs (Px,Py,Pz,ALPHA1,BETA1,GAMMA1,
& ALPHA61,BETA61,GAMMA61)
REAL*8 Px(61),Py(61),Pz(61)
REAL ALPHA1,BETA1,GAMMA1,ALPHA61,BETA61,GAMMA61
C
C THIS SUBROUTINE IS TO READ STARTING AND FINISHING POSITIONS
C OF THE END-EFFECTOR AND ITS ORIENTATIONS
C
WRITE (6,12)
12 FORMAT (//,' WHAT ARE THE CARTESIAN COORDINATES (x,y,z) AND?'/',
& THE ORIENTATION (ALPHA,BETA,GAMMA) OF THE STARTING POINT ?'/)
READ (5,*) Px(1),Py(1),Pz(1),ALPHA1,BETA1,GAMMA1
PRINT *,'MAIN', Px(1),Py(1),Pz(1),ALPHA1,BETA1,GAMMA1
C
WRITE (6,13)
13 FORMAT (//,' WHAT ARE THE CARTESIAN COORDINATES (x,y,z) AND?'/',
& THE ORIENTATION (ALPHA,BETA,GAMMA) OF THE LAST POINT ?'/)
READ (5,*) Px(61),Py(61),Pz(61),ALPHA61,BETA61,GAMMA61
PRINT *,'MAIN', Px(61),Py(61),Pz(61),ALPHA61,BETA61,GAMMA61
SUBROUTINE JOINTRAJ_PVA (NLINK, XX, DEGREES, TRAJ, PP, VALL, AA,
  P_ALL, V_ALL, A_ALL, III)
REAL XX(6,0:25), DEGREES(6), PP(61), VALL(61), AA(61),
  P_ALL(61,25,61), V_ALL(61,25,61), A_ALL(61,25,61)
INTEGER NLINK, III
CHARACTER*5 TRAJ(6)
COMMON RATIO, DEG
C
C SUBROUTINE TO CALL THE RIGHT TRAJECTORY GENERATOR AND
C TO SUPPLY THE CALLING PROGRAM WITH THE INSTANTENOUS
C POSITION, VELOCITY AND ACCELERATION.
C
DO K = 1, NLINK
  RATIO = XX(K, (III-l))
  DEG = DEGREES(K)
  IF (TRAJ(K) .EQ. 'POLY' .OR. TRAJ(K) .EQ. 'poly') THEN
    CALL TRJPOLY (PP, VALL, AA)
  ELSE
    CALL TRJNC2 (PP, VALL, AA)
  ENDIF
  DO L=1,61
    P_ALL(K, III, L) = PP(L)
    V_ALL(K, III, L) = VALL(L)
    A_ALL(K, III, L) = AA(L)
  ENDDO
ENDDO
RETURN
END

SUBROUTINE CARTJTRJ (Px, Py, Pz, ALPHAl, BETAl, GAMMAl,
  & ALPHA61, BETA61, GAMMA61, ALPHAR, BETA, GAMMA, TRJ,
  & P_ALL, V_ALL, A_ALL, ARM, ELBOW, III)
REAL*8 Px(61), Py(61), Pz(61), P_ALL(61), V_ALL(61), A_ALL(61),
  & ALPHA61, BETA61, GAMMA61, ALPHAR, BETA, GAMMA
REAL ANG_A(6,4,61), ANG_2(6,61)
CHARACTER*6 ARM, ELBOW
CHARACTER*4 TRJ
C
C SUBROUTINE TO CALCULATE THE INVERSE KINEMATICS OF A
C PUMA 560 ROBOT'S ARM GIVEN THE INITIAL AND FINAL CARTESIAN
C POSITIONS OF ITS HAND HAND IN SPACE.
C
CALL CART_PATH (Px(1), Py(1), Pz(1), ALPHAl, BETAl, GAMMAl,
  & Px(61), Py(61), Pz(61), ALPHA61, BETA61, GAMMA61,
  & Px, Py, Pz, ALPHAR, BETA, GAMMA, TRJ)
C
CALL GETANG_A (Px, Py, Pz, ALPHAR, BETA, GAMMA, ANG_A)
CALL PATH (ARM, ELBOW, ANG_A, ANG_2)

*** FIND VEL & ACC OF EACH JOINT ***
CALL LNK_VELACC (ANG_2, P_ALL, V_ALL, A_ALL, TRJ, III)
RETURN
END

SUBROUTINE GETANG_A (Px, Py, Pz, ALPHAR, BETA, GAMMA, ANG_A)
REAL*8 Px(61), Py(61), Pz(61), Pxx, Pyy, Pzz, a2, a3, d3, d4
REAL ALPHA61, BETA61, GAMMA61, ANG(6,4,61), ANG_A(6,4,61)
C
C SUBROUTINE TO CALCULATE THE JOINTS ANGLES IN THE FOUR
C POSSIBLE GEOMETRICAL CONFIGURATIONS (LEFTY, RIGHTY, ELBOW UP,
C ELBOW DOWN), FOR EVERY INSTANT OF TIME.
C
DO L=1,61
  Pxx = Px(L)
  Pyy = Py(L)
SUBROUTINE PRINT_ANG (ANG, L)
REAL ANG(6,4)

SUBROUTINE TO PRINT THE CALCULATED JOINTS ANGLES FOR
FOUR DIFFERENT GEOMETRICAL CONFIGURATIONS OF THE ROBOT'S
ARM AND FOR 60 TIME INTERVALS WITHIN A SECOND.

PRINT *, ' '      
PRINT *, ' ********** L = ', L, ' ************
PRINT *, ' ANG''
DO JJJJ = 1, 4
WRITE (6, 4521) (ANG(KKKK, JJJJ), KKKK = 1, 6)
4521 FORMAT (' ', 6(F8.5, 3X))
ENDDO
PRINT *, ' '      
PRINT *, ' '
END

SUBROUTINE LINK_VELACC (ANG_2, P_ALL, V_ALL, A_ALL, TRJ, III)
REAL ANG_2(6, 61), P_ALL(6, 25, 61), V_ALL(6, 25, 61), A_ALL(6, 25, 61), PP(61), WW(61), AA(61)
INTEGER K, III, L
CHARACTER*4 TRJ

SUBROUTINE TO CALCULATE THE EACH JOINT'S VELOCITY AND
ACCELERATION FROM THE CALCULATED DISPLACEMENT TRAJECTORY.

DO K = 1, 6
DO L = 1, 61
P_ALL(K, III, L) = ANG_2(K, L)
PP(L) = P_ALL(K, III, L)
ENDDO
CALL VELACC (PP, WW, AA, TRJ)
DO L = 1, 61
V_ALL(K, III, L) = WW(L)
AA(L) = A_ALL(K, III, L)
ENDDO
ENDDO

RETURN
END

SUBROUTINE PRINT_ANG_2 (ANG_2)
REAL ANG_2(6, 61)

SUBROUTINE TO PRINT THE CALCULATED JOINTS ANGLES FOR
A GEOMETRICAL CONFIGURATION OF THE ROBOT'S ARM AND FOR
60 TIME INTERVALS WITHIN A SECOND.

DO L = 1, 61
WRITE (6, 1) (ANG_2(K, L), K = 1, 6)
1 FORMAT (' ', 6(F8.5, 3X))

RETURN
END
SUBROUTINE FILLANG_A (ANG, ANG_A, L)
REAL ANG(6, 4), ANG_A(6, 4, 61)
C
C SUBROUTINE TO FILL THE 3-D JOINTS DISPLACEMENT MATRIX
WITH THE CORRECT ANGLES VALUE FOR DIFFERENT CONFIGURATIONS
AT EACH INTERVAL OF TIME.
DO K=1,6
  DO J=1,4
    ANG_A(K, J, L) = ANG(K, J)
  ENDDO
ENDDO
C
RETURN
END

SUBROUTINE CURRENT_LD (sr88, sr99, CHANGE, CURR_LD, PERCENT, RLOAD,
& IFRACTION, VARIATION, L)
INTEGER IFRACTION, L
REAL PERCENT, CURR_LD, VARIATION
CHARACTER*5 CHANGE, sr88*1, sr99*1
C
C SUBROUTINE TO CALCULATE THE VALUE OF THE PAY-LOAD AT EACH
INSTANT OF TIME FOR A ROBOT’S WORK-CYCLE.
C
RL=L
IF (sr99 .EQ. 'Y' .OR. sr99 .EQ. 'y') THEN
  IF (CHANGE(1:1) .EQ. 'C' .OR. CHANGE(1:1) .EQ. 'c') THEN
    IF (sr88 .EQ. 'Y' .OR. sr88 .EQ. 'y') THEN
      CURR_LD = RLOAD - ((RL-1.)*PERCENT/60.*RLOAD)
    ELSE
      CURR_LD = RLOAD + ((RL-1.)*PERCENT/60.*RLOAD)
    ENDIF
  ELSE
    IF ((((L-1)/IFRACTION)*IFRACTION) .EQ. (L-1)) THEN
      IF((L-1) .NE. 0) VARIATION = VARIATION + (PERCENT * RLOAD)
      IF (sr88 .EQ. 'Y' .OR. sr88 .EQ. 'y') THEN
        CURR_LD = RLOAD - VARIATION
      ELSE
        CURR_LD = RLOAD + VARIATION
      ENDIF
    ENDIF
  ENDIF
ENDIF
C
RETURN
END

SUBROUTINE GET_R_RI_LINKN (ROBOT, R, RI, RM, NLINK, SMALLA,
& CURR_LD)
INTEGER NLINK
REAL R(4,6), RI(4,4,6), RM(6), SMALLA(6), CURR_LD
CHARACTER*5 ROBOT
C
C SUBROUTINE TO CALCULATE THE C.G. VECTOR AND INERTIA MATRIX
FOR THE LAST LINK AT EACH INSTANT OF TIME AS A FUNCTION OF
THE VARYING PAYLOAD AND DEPENDENT ON THE ROBOT’S TYPE.
C
IF (ROBOT(1:1) .EQ. 'S' .OR. ROBOT(1:1) .EQ. 's') THEN
  R(3, NLINK) = ((RM(NLINK)*SMALLA(NLINK)/2.0)-(0.1*CURR_LD))/
& (CURR_LD+RM(NLINK))
  RI(1,1,3) = 0.000298+(2./5.*(0.1**2)*CURR_LD)+(CURR_LD*(0.1**2))
  RI(2,1,3) = 0.000298+(2./5.*(0.1**2)*CURR_LD)+(CURR_LD*(0.1**2))
  RI(3,3,3) = 0.001269+(2./5.*(0.1**2)*CURR_LD)
ELSE
  CURR_LD = 0.001269+(2./5.*(0.1**2)*CURR_LD)
ENDIF
C
RETURN
END

* For 6 d.o.f. PUMA robot, consider that the 3rd. joint *
coordinate frame will remain the same. Hence, update the centre of gravity and the inertia of the 3rd link accordingly.

\[
R(3,\text{NLINK}) = ((0.433 \times \text{CURR\_LD}) + 1.407) / (\text{CURR\_LD + 6.5})
\]

\[
R(1,1,\text{NLINK}) = 0.52186 + ((2./5.) \times \text{CURR\_LD} \times (0.1\^{\text{21}}))
\]

\[
R(1,2,\text{NLINK}) = 0.5187 + ((2./5.) \times \text{CURR\_LD} \times (0.1\^{\text{21}}))
\]

\[
R(3,3,\text{NLINK}) = 0.0048 + ((2./5.) \times \text{CURR\_LD} \times (0.1\^{\text{21}}))
\]

RETURN
END

SUBROUTINE GET\_RI\_LINKN (SQRK, NLINK, RI, R, PSINER, RM, RJ)
REAL SQRK(4,4,6), RI(4,4,6), R(4,6), PSINER(4,4,6), RM(6), RJ(4,4,6)
INTEGER NLINK
SUBROUTINE TO CALCULATE THE PSEUDO INERTIA MATRIX FOR THE LAST LINK AT EACH INSTANT OF TIME AS A FUNCTION OF THE VARYING PAYLOAD AND DEPENDENT ON THE ROBOT'S TYPE.

DO J=1,3
  DO I=1,3
    SQRK(I,J,NLINK) = RI(I,J,NLINK) / RM(NLINK)
    IF (I .NE. J) THEN
      PSINER(I,J,NLINK) = SQRK(I,J,NLINK)
    ENDIF
  ENDDO
ENDDO

SUBROUTINE KINEM\_VAR(VAR, VEL, ACCEL, P\_ALL, V\_ALL, A\_ALL, III, NLINK, L)
REAL VAR(6), VEL(6), ACCEL(6), P\_ALL(6,25,61), V\_ALL(6,25,61), A\_ALL(6,25,61)
INTEGER K, III, NLINK, L
SUBROUTINE TO GET THE TIME-DEPENDENT KINEMATIC VARIABLES FOR JOINT'S TORQUE CALCULATION.

DO K=1,NLINK
  VAR(K) = P\_ALL(K,III,L)
  VEL(K) = V\_ALL(K,III,L)
  ACCEL(K) = A\_ALL(K,III,L)
ENDDO
RETURN
END

SUBROUTINE BACK\_RECURSION (NLINK, ROT, VAR, VEL, ACCEL, SMALLA, TWIST, & DEE, QROT, QSLID, QA, QQA, U, T, TDOT, TDOTS)
REAL VAR(6), VEL(6), ACCEL(6), SMALLA(6), TWIST(6), DEE(6), & QROT(4,4), QSLID(4,4), QA(4,4,6), QQA(4,4,6), U(4,4,6), & T(4,4,6), TDOT(4,4,6), TDOTS(4,4,6), TERM3(4,4,6)
INTEGER NLINK, ROT(6)

SUBROUTINE TO DO THE BACK RECURSION PART OF THE DYNAMIC MODEL
TO FIND THE REQUIRED JOINT TORQUES AT EACH SINGLE INSTANT OF
THE ROBOT WORK CYCLE.

DO K = 1, NLINK
   CALL A_QA_QQA (K, ROT, VAR, VEL, ACCEL, SMALLA, TWIST, DEE, A, QA, QQA)
   IF (K .EQ. 1) THEN
      CALL T1 (K, A, T)
      CALL U1 (K, QA, U)
      CALL TDOT1 (K, U, VEL, TDOT)
      CALL TDOTS1 (K, ROT, VEL, QQA, U, ACCEL, TDOTS)
   ELSE
      CALL T_U_TDOT_K (K, A, T, QA, U, VEL, TDOT)
      CALL GETTERM3 (K, TDOT, QA, TDOTQA, VEL, TERM3)
      CALL M3BY3 (TDOTS, A, TDOTSA, (K-1), K, K)
      CALL TDOTSK (K, ROT, T, QQA, TERM3, TDOTSA, U, VEL, ACCEL, TDOTS)
   ENDIF
ENDDO
RETURN
END

SUBROUTINE A_QA_QQA (K, ROT, VAR, VEL, ACCEL, SMALLA, TWIST, DEE, A, QA, QQA)
REAL VAR(6), VEL(6), ACCEL(6), SMALLA(6), TWIST(6), DEE(6), A(4,4,6), QROT(4,4), QSLID(4,4), QA(4,4,6), QQA(4,4,6)
INTEGER K, ROT(6)

SUBROUTINE TO CALCULATE MATRICES [A], [QA], [QQA] FOR
EITHER REVOLUTE OR SLIDING JOINT.

IF (ROT(K) .EQ. 1) THEN
   CALL A_ROT (K, VAR, VEL, ACCEL, SMALLA, TWIST, DEE, A)
   CALL ML2BY3 (QROT, A, QA, K)
   CALL ML2BY3 (QROT, QA, QQA, K)
ELSE
   CALL A_SLID (K, VAR, VEL, ACCEL, SMALLA, TWIST, DEE, A)
   CALL ML2BY3 (QSLID, A, QA, K)
   ** NOTE THAT [QQA] FOR SLIDING JOINT = 0.0 **
ENDIF
RETURN
END

SUBROUTINE A_ROT (K, VAR, VEL, ACCEL, SMALLA, TWIST, DEE, A)
REAL VAR(6), VEL(6), ACCEL(6), SMALLA(6), TWIST(6), DEE(6), A(4,4,6)
INTEGER K

SUBROUTINE TO CALCULATE THE TRANSFORMATION MATRIX [A] FOR
A REVOLUTE JOINT.

A(1,1,K) = COS (VAR(K))
A(1,2,K) = -SIN (VAR(K)) * COS (TWIST(K))
A(1,3,K) = SIN (VAR(K)) * SIN (TWIST(K))
A(1,4,K) = SMALLA(K) * COS (VAR(K))
A(2,1,K) = SIN (VAR(K))
A(2,2,K) = COS (VAR(K)) * COS (TWIST(K))
A(2,3,K) = -COS (VAR(K)) * SIN (TWIST(K))
A(2,4,K) = SMALLA(K) * SIN (VAR(K))
A(3,1,K) = 0.0
A(3,2,K) = SIN(TWIST(K))
A(3,3,K) = COS(TWIST(K))
A(3,4,K) = DEE(K)
A(4,1,K) = 0.0
A(4,2,K) = 0.0
A(4,3,K) = 0.0
A(4,4,K) = 1.0
SUBROUTINE A_SLID (K, VAR, VEL, ACCEL, SMALLA, TWIST, DEE, A)
REAL VAR(6), VEL(6), ACCEL(6), SMALLA(6), TWIST(6), DEE(6), A(4, 4, 6)
INTEGER K

SUBROUTINE TO CALCULATE THE TRANSFORMATION MATRIX [A] FOR A SLIDING JOINT.

A(1,1,K) = COS(VAR(K-1))
A(1,2,K) = -SIN(VAR(K-1)) * COS(TWIST(K))
A(1,3,K) = SIN(VAR(K-1)) * SIN(TWIST(K))
A(1,4,K) = SMALLA(K) * COS(VAR(K))
A(2,1,K) = SIN(VAR(K-1))
A(2,2,K) = COS(VAR(K-1)) * COS(TWIST(K))
A(2,3,K) = -COS(VAR(K-1)) * SIN(TWIST(K))
A(2,4,K) = SMALLA(K) * SIN(VAR(K))
A(3,1,K) = 0.0
A(3,2,K) = SIN(TWIST(K))
A(3,3,K) = COS(TWIST(K))
A(3,4,K) = VAR(K)
A(4,1,K) = 0.0
A(4,2,K) = 0.0
A(4,3,K) = 0.0
A(4,4,K) = 1.0
RETURN
END

SUBROUTINE T1 (K, A, T)
REAL A(4, 4, 6), T(4, 4, 6)
INTEGER K

SUBROUTINE TO ASSIGN [T(1)] TO [A(1)]

DO J = 1, 4
  DO I = 1, 4
    T(I, J, K) = A(I, J, K)
  ENDDO
ENDDO

RETURN
END

SUBROUTINE U1 (K, QA, U)
REAL QA(4, 4, 6), U(4, 4, 6)
INTEGER K

SUBROUTINE TO ASSIGN [U(1)] TO [QA(1)]

DO J = 1, 4
  DO I = 1, 4
    U(I, J, K) = QA(I, J, K)
  ENDDO
ENDDO

RETURN
END

SUBROUTINE TDOT1 (K, U, VEL, TDOT)
REAL U(4, 4, 6), VEL(6), TDOT(4, 4, 6)
INTEGER K

SUBROUTINE TO CALCULATE THE FIRST DERIVATIVE OF THE TRANSFORMATION MATRIX [T] FOR THE FIRST LINK.

DO J = 1, 4
  DO I = 1, 4
    TDOT(I, J, K) = U(I, J, K) * VEL(K)
  ENDDO
ENDDO

RETURN
END
SUBROUTINE TDOTS1 (K, ROT, VEL, QQA, U, ACCEL, TDOTS)
REAL VEL(6), ACCEL(6), QQA(4, 4, 6), U(4, 4, 6), TDOTS(4, 4, 6)
INTEGER K, ROT(6)
C
C SUBROUTINE TO CALCULATE THE SECOND DERIVATIVE OF THE
C TRANSFORMATION MATRIX \( [T] \) OF THE FIRST LINK. THIS IS
C DONE FOR EITHER REVOLUTE OR SLIDING JOINT.
C
IF (ROT(K) .EQ. 1) THEN
   CALL TDOTSROT1 (K, VEL, QQA, U, ACCEL, TDOTS)
ELSE
   CALL TDOTSSLID1 (K, U, ACCEL, TDOTS)
ENDIF
C
RETURN
END
SUBROUTINE TDOTSROT1 (K, VEL, QQA, U, ACCEL, TDOTS)
REAL VEL(6), VELSQR(6), ACCEL(6), QQA(4, 4, 6), U(4, 4, 6),
TDOTS(4, 4, 6), QQAVL2(4, 4, 6), QAACEL(4, 4, 6)
INTEGER K
C
C SUBROUTINE TO CALCULATE THE SECOND DERIVATIVE OF THE
C TRANSFORMATION MATRIX \( [T] \) OF THE FIRST JOINT (REVOLUTE
C JOINT ONLY)
C
VELSQR(K) = VEL(K)**2
DO J = 1, 4
   DO I = 1, 4
      QQAVL2(I, J, K) = QQA(I, J, K) * VELSQR(K)
   ENDDO
ENDDO
C
DO J = 1, 4
   DO I = 1, 4
      QAACEL(I, J, K) = U(I, J, K) * ACCEL(K)
   ENDDO
ENDDO
C
DO J = 1, 4
   DO I = 1, 4
      TDOTS(I, J, K) = QQAVL2(I, J, K) + QAACEL(I, J, K)
   ENDDO
ENDDO
C
RETURN
END
SUBROUTINE TDOTSSLID1 (K, U, ACCEL, TDOTS)
REAL U(4, 4, 6), ACCEL(6), TDOTS(4, 4, 6)
INTEGER K
C
C SUBROUTINE TO CALCULATE THE SECOND DERIVATIVE OF THE
C TRANSFORMATION MATRIX \( [T] \) OF THE FIRST JOINT (PRISMATIC
C JOINT ONLY)
C
DO J = 1, 4
   DO I = 1, 4
      TDOTS(I, J, K) = U(I, J, K) * ACCEL(K)
   ENDDO
ENDDO
C
RETURN
END
SUBROUTINE T U TDOT K (K, A, T, QA, U, VEL, TDOT)
REAL A(4, 4, 6), T(4, 4, 6), QA(4, 4, 6), U(4, 4, 6), VEL(6), TDOT(4, 4, 6),
TDOTA(4, 4, 6), UVEL(4, 4)
INTEGER K

SUBROUTINE TO CALCULATE THE FIRST DERIVATIVE OF THE TRANSFORMATION MATRIX \([T]\) FOR JOINT NUMBER \(>1\).

** CALCULATE \([T]\) FOR \(K>1\)**
CALL ML3BY3 (T, A, T, (K-1), K, K)

** CALCULATE \([U]\) FOR \(K>1\)**
CALL ML3BY3 (T, Q, A, U, (K-1), K, K)

** CALCULATE \([TDOT]\) FOR \(K>1\)**
CALL ML3BY3 (TDOT, A, TDOT, (K-1), K, K)

DO J = 1, 4
  DO I = 1, 4
    UVEL(I, J) = U(I, J, K) * VEL(K)
  ENDDO
ENDDO

DO J = 1, 4
  DO I = 1, 4
    TDOT(I, J, K) = TDOTA(I, J, K) + UVEL(I, J)
  ENDDO
ENDDO

RETURN
END SUBROUTINE GETTERM3 (K, TDOT, QA, TDOTQA, VEL, TERM3)

REAL TDOT(4, 4, 6), QA(4, 4, 6), TERM3(4, 4, 6), TDOTQA(4, 4, 6), VEL(6)
INTEGER K

SUBROUTINE TO CALCULATE A CERTAIN TERM USED BY THE BACK RECURSION PART OF THE DYNAMIC MODEL FOR JOINT NUMBER \(K > 1\).

CALL ML3BY3 (TDOT, QA, TDOTQA, (K-1), K, K)
DO J = 1, 4
  DO I = 1, 4
    TERM3(I, J, K) = TDOTQA(I, J, K) * 2.0 * VEL(K)
  ENDDO
ENDDO

RETURN
END

SUBROUTINE TDOTSK (K, ROT, T, Q, QA, TDOTSA, VEL, ACCEL, TDOTS)
REAL T(4, 4, 6), Q(4, 4, 6), QA(4, 4, 6), TDOTSA(4, 4, 6), VEL(4, 6), ACCEL(6), TDOTS(4, 4, 6)
INTEGER ROT(6), K

SUBROUTINE TO CALCULATE THE SECOND DERIVATIVE OF THE TRANSFORMATION MATRIX FOR EITHER REVOLUTE OR PRISMATIC JOINT (JOINT NUMBER \(K > 1\)).

IF (ROT(K) .EQ. 1) THEN
  CALL TDOTS_ROTK (K, VEL, T, Q, QA, TDOTSA, TERM3, U, ACCEL, TDOTS)
ELSE
  CALL TDOTS_SLIDK (K, TDOTSA, U, ACCEL, TERM3, TDOTS)
ENDIF
RETURN
END

SUBROUTINE TDOTS_ROTK (K, VEL, T, Q, QA, TDOTSA, TERM3, U, ACCEL, TDOTS)
REAL VEL(6), VELSQR(6), T(4, 4, 6), Q(4, 4, 6), QA(4, 4, 6), TDOTSA(4, 4, 6), U(4, 4, 6), ACCEL(6), TDOTS(4, 4, 6)
INTEGER ROT(6), K

SUBROUTINE TO CALCULATE THE SECOND DERIVATIVE OF THE TRANSFORMATION MATRIX [T] FOR A REVOLutes JOINT NUMBER K (>1)

VELSQR(K) = VEL(K)**2
CALL ML3BY3 (T, TQA, TQQA, (K-1), K, K)

DO J = 1,4
  DO I = 1,4
    TERM2(I, J, K) = TQQA(I, J, K) * VELSQR(K)
  ENDDO
ENDDO

DO J = 1,4
  DO I = 1,4
    TDOTS(I, J, K) = TDOTSA(I, J, K) + TERM2(I, J, K) + (U(I, J, K) * ACCEL(K))
    + TERM3(I, J, K)
  ENDDO
ENDDO

RETURN
END

SUBROUTINE TDOTS_SLIDK (K, TDOTSA, U, ACCEL, TERM3, TDOTS)
REAL TDOTSA(4, 4, 6), U(4, 4, 6), ACCEL(6), TERM3(4, 4, 6), TDOTS(4, 4, 6)
INTEGER K

C
C SUBROUTINE TO CALCULATE THE SECOND DERIVATIVE OF THE
C TRANSFORMATION MATRIX [T] FOR A PRISMATIC JOINT NUMBER K (>1)
C
DO J = 1,4
  DO I = 1,4
    TDOTS(I, J, K) = TDOTSA(I, J, K) + U(I, J, K) * ACCEL(K)
    + TERM3(I, J, K)
  ENDDO
ENDDO

C
RETURN
END

REAL TDOTS(4, 4, 6), RJ(4, 4, 6), RM(6), R(4, 6), U(4, 4, 6), G(6, 4),
F_ALL(6, 25, 61), K_ALL(6, 25, 61), G_ALL(6, 25, 61),
D(4, 4, 6), TRNDTS(4, 4, 6), UD(4, 4, 6), C(4, 6), UC(4, 6),
A(4, 4, 6)
INTEGER NLINK

C
C SUBROUTINE TO CALCULATE THE TERMS REQUIRED BY THE FORWARD
C RECURSION FOR THE DYNAMIC MODEL.
C
DO K = NLINK, 1, -1
  CALL MATRNS (TDOTS, TRNDTS, K)
  CALL CALC_D_C (RJ, TRNDTS, RM, R, A, D, C, NLINK, K)

  ** CALCULATE THE FORCE F **

  CALL ML3BY3 (U, D, UD, K, K, K)

  TR = 0.0
  DO I = 1, 4
    TR = TR + UD(I, I, K)
  ENDDO

  CALL ML3BY2 (U, C, UC, K, K, K)

  FPRT2 = 0.0
  DO I = 1, 4
    FPRT2 = FPRT2 + G(K, I) * UC(I, K)
  ENDDO

  IF (L .EQ. 3 .AND. K .EQ. 1 .AND. III .EQ. 1) THEN
    END IF

    F_ALL(K, III, L) = TR - FPRT2
    G_ALL(K, III, L) = FPRT2
    K_ALL(K, III, L) = TR

  PRINT *, 'F_ALL(', K, ',', III, ',', L, ') =', F_ALL(K, III, L)
SUBROUTINE CALC_D_C (RJ, TRNDTS, RM, R, A, D, C, NLINK, K)
REAL RJ(4, 4, 6), TRNDTS(4, 4, 6), RM(6), R(4, 6), A(4, 4, 6),
& D(4, 4, 6), C(4, 6)
INTEGER NLINK, K
C
SUBROUTINE TO CALCULATE TERMS D \& C THAT ARE REQUIRED BY THE
FORWARD RECURSION FOR EITHER THE LAST JOINT OR OTHER LINK.

IF (K .EQ. NLINK) THEN
  CALL D_C_LINKN (RJ, TRNDTS, RM, R, D, C, K)
ELSE
  CALL D_C_LINKK (RJ, TRNDTS, RM, R, A, D, C, K)
ENDIF
RETURN
END

SUBROUTINE D_C_LINKN (RJ, TRNDTS, RM, R, D, C, K)
REAL RJ(4, 4, 6), TRNDTS(4, 4, 6), RM(6), R(4, 6), D(4, 4, 6), C(4, 6)
INTEGER K
C
C SUBROUTINE TO CALCULATE TERMS D \& C THAT ARE REQUIRED BY THE
FORWARD RECURSION FOR THE LAST JOINT ONLY.
C
CALL ML3BY3 (RJ, TRNDTS, D, K, K, K)
DO I=1, 4
  C(I, K) = RM(K) * R(I, K)
ENDDO
RETURN
END

SUBROUTINE D_C_LINKK (RJ, TRNDTS, RM, R, A, D, C, K)
REAL RJ(4, 4, 6), TRNDTS(4, 4, 6), RM(6), R(4, 6), D(4, 4, 6), C(4, 6),
& DPRT1(4, 4, 6), DPRT2(4, 4, 6), CPRT1(4, 6), CPRT2(4, 6),
& A(4, 4, 6)
INTEGER K
C
C SUBROUTINE TO CALCULATE TERMS D \& C THAT ARE REQUIRED BY THE
FORWARD RECURSION FOR JOINT NUMBER K (< NLINK)
C
CALL ML3BY3 (RJ, TRNDTS, DPRT1, K, K, K)
CALL ML3BY3 (A, D, DPRT2, (K+1), (K+1), K)
DO J=1, 4
  DO I=1, 4
    D(I, J, K) = DPRT1(I, J, K) + DPRT2(I, J, K)
  ENDDO
ENDDO
C
DO I=1, 4
  CPRT1(I, K) = RM(K) * R(I, K)
ENDDO
CALL ML3BY2 (A, C, CPRT2, (K+1), (K+1), K)
DO I=1, 4
  C(I, K) = CPRT1(I, K) + CPRT2(I, K)
ENDDO
C
RETURN
END

SUBROUTINE GETMAXMIN (FMX, FMN, GMAX, GMN, KMAX, KMN, AMAX, AMN,
& VMAX, VMN, F_ALL, K_ALL, G_ALL, A_ALL, V_ALL, P_ALL,
& PAYLD, RLDMAX, RLDMIN, NMTJ)
REAL FMX(6), FMN(6), GMAX(6), GMN(6), KMAX(6), KMN(6), AMAX(6),
& AMN(6), VMAX(6), VMN(6), F_ALL(6, 25, 61), K_ALL(6, 25, 61), G_ALL(6, 25, 61),
& P_ALL(6, 25, 61),
INTEGER NUMTRJ
CHARACTER*4 TRAJ(6), SPACE

********** FIND MAX MIN **********

##### INITIALISE #####

DO K = 1, 6
   FMAX(K) = F_ALL(K, NUMTRJ, 1)
   FMIN(K) = F_ALL(K, NUMTRJ, 1)
   GMAX(K) = G_ALL(K, NUMTRJ, 1)
   GMIN(K) = G_ALL(K, NUMTRJ, 1)
   KMAX(K) = K_ALL(K, NUMTRJ, 1)
   KMIN(K) = K_ALL(K, NUMTRJ, 1)
   AMAX(K) = A_ALL(K, NUMTRJ, 1)
   AMIN(K) = A_ALL(K, NUMTRJ, 1)
   VMAX(K) = V_ALL(K, NUMTRJ, 1)
   VMIN(K) = V_ALL(K, NUMTRJ, 1)
   PMAX(K) = P_ALL(K, NUMTRJ, 1)
   PMIN(K) = P_ALL(K, NUMTRJ, 1)
ENDDO

DO K = 1, 6
   ENDDO

DO III = 1, NUMTRJ
   DO L = 1, 61
      IF (F_ALL(K, III, L) .GT. FMAX(K)) FMAX(K) = F_ALL(K, III, L)
      IF (F_ALL(K, III, L) .LT. FMIN(K)) FMIN(K) = F_ALL(K, III, L)
      IF (G_ALL(K, III, L) .GT. GMAX(K)) GMAX(K) = G_ALL(K, III, L)
      IF (G_ALL(K, III, L) .LT. GMIN(K)) GMIN(K) = G_ALL(K, III, L)
      IF (K_ALL(K, III, L) .GT. KMAX(K)) KMAX(K) = K_ALL(K, III, L)
      IF (K_ALL(K, III, L) .LT. KMIN(K)) KMIN(K) = K_ALL(K, III, L)
      IF (A_ALL(K, III, L) .GT. AMAX(K)) AMAX(K) = A_ALL(K, III, L)
      IF (A_ALL(K, III, L) .LT. AMIN(K)) AMIN(K) = A_ALL(K, III, L)
      IF (V_ALL(K, III, L) .GT. VMAX(K)) VMAX(K) = V_ALL(K, III, L)
      IF (V_ALL(K, III, L) .LT. VMIN(K)) VMIN(K) = V_ALL(K, III, L)
      IF (P_ALL(K, III, L) .GT. PMAX(K)) PMAX(K) = P_ALL(K, III, L)
      IF (P_ALL(K, III, L) .LT. PMIN(K)) PMIN(K) = P_ALL(K, III, L)
   IF (SPACE(1:1) .EQ. 'C' .OR. SPACE(1:1) .EQ. 'c') THEN
      IF (TRAJ .EQ. 'POLY') FCENT(K, III) = F_ALL(K, III, 31) - F_ALL(K, III, 61)
      IF (TRAJ .EQ. 'NC2') FCENT(K, III) = F_ALL(K, III, 21) - F_ALL(K, III, 61)
   ELSEIF (SPACE(1:1).EQ.'J' .OR. SPACE(1:1).EQ.'j') THEN
      IF (TRAJ .EQ. 'POLY') VCENT(K, III) = V_ALL(K, III, 31)
      IF (TRAJ .EQ. 'NC2') VCENT(K, III) = V_ALL(K, III, 21)
   ENDIF

IF (FCENT(K, III) .GT. CNTMAX) CNTMAX = FCENT(K, III)
IF (VCENT(K, III) .GT. VCENTMX) VCENTMX = VCENT(K, III)

ENDIF

IF (FCENT(K, III) .GT. CNTMIN) CNTMIN = FCENT(K, III)
IF (VCENT(K, III) .LT. VCENTMN) VCENTMN = VCENT(K, III)

END Subroutine PLOTPOS (X, P_ALL, PMIN, PMAX, NUMTRJ)
REAL X(0:61), P_ALL(6,25,61), PTRJ(61), PMIN(6), PMAX(6)
INTEGER NUMTRJ

SUBROUTINE TO PLOT DISPLACEMENT VERSUS TIME WITHIN ONE SECOND
FOR ALL THE JOINTS

CALL BEGIN
DO K=1, 6
CALL DISPLAY ('A4',200.,200., 900.,650.)
CALL SCALE (0.,1.,PMIN(K),PMAX(K))
CALL PEN(2)
CALL XAXIS('X',0.,PMIN(K),1.,1,11,1,4)
CALL CHR_SIZE (.15,.3)
CALL AXLBL ('X',0.,PMIN(K),1.,11,11,'F4.1')
CALL YAXIS('Y',0.,PMIN(K),PMAX(K),1,6,2,2)
CALL AUXLABL ('Y',0.,PMIN(K),PMAX(K),1,6,'F6.2')
CALL PEN(3)
DO I=1, NUMTRJ
DO L= 1, 61
    PTRJ(L) = P_ALL(K,I,L)
ENDDO
CALL CURVE (X,PTRJ,61,'4',5.)
ENDDO
CALL SCALE_OFF
CALL CHR_STYLE (45,35,'SS')
CALL CHR_SIZE (.25,-4)
CALL PEN1
CALL TEXT ('A4','OFF',550.,140.,'TIME$$', 4)
CALL CHR_SLOPE (20.)
CALL CHR_SIZE (.25,-4)
CALL TEXT ('A4','OFF',550.,110., ' (IN SECONDS)$$',4)
CALL SLOPE_OFF
CALL CHR_SIZE (.25,-4)
CALL TEXT_DIR (90.)
CALL TEXT ('A4','OFF',90.,450., 
£ 'DISPLACEMENT IN Radians OR Meters$$',4)
CALL DIR_OFF
CALL CHR_SIZE (.3,.6)
CALL PEN(l)
CALL TEXT ('A4','OFF',550.,50.,
£ ' DISPLACEMENT TRAJECTORY OF LINK No. $$',4)
CALL INTEG_NUM ('A4','OFF',800.,50.,K, ' II', 4)
CALL TEXT ('A4','OFF',550.,10.,'WITHIN ONE SECOND$$',4)
CALL NEXTCA4')
ENDDO
RETURN
END

SUBROUTINE PLOTVEL (X,V_ALL,VMIN,VMAX,NUMTRJ)
REAL X(0:61), V_ALL(6,25,61), VTRJ(61), VMIN(6), VMAX(6)
INTEGER NUMTRJ

SUBROUTINE TO PLOT VELOCITY VERSUS TIME WITHIN ONE SECOND
FOR ALL THE JOINTS

CALL BEGIN
DO K=1, 6
CALL DISPLAY ('A4',200.,200., 900.,650.)
CALL SCALE (0.,1.,VMIN(K),VMAX(K))
CALL PEN(2)
CALL XAXIS('X',0.,VMIN(K),1.,1,11,1,4)
CALL CHR_SIZE (.15,.3)
CALL AXLBL ('X',0.,VMIN(K),1.,11,11,'F4.1')
CALL YAXIS('Y',0.,VMIN(K),VMAX(K),1,6,2,2)
CALL AXLABL ('Y',0.,VMIN(K),VMAX(K),1,6,'F6.2')
CALL PEN(3)
DO I=1, NUMTRJ
DO L= 1, 61
    VTRJ(L) = V_ALL(K,I,L)
ENDDO
CALL CURVE (X,VTRJ,61,'4',5.)
ENDDO
CALL SCALE_OFF
CALL CHR_STYLE (45,35,'SS')
CALL CHR_SIZE (.25,-4)
CALL PEN(l)
CALL TEXT ('A4','OFF',550.,140.,'TIME$$', 4)
CALL CHR_SLOPE (20.)
CALL CHR_SIZE (.25,-4)
CALL TEXT ('A4','OFF',550.,110., ' (IN SECONDS)$$',4)
CALL SLOPE_OFF
CALL CHR_SIZE (.25,-4)
CALL TEXT_DIR (90.)
CALL TEXT ('A4','OFF',90.,450.,
£ 'DISPLACEMENT IN Radians OR Meters$$',4)
CALL DIR_OFF
CALL CHR_SIZE (.3,.6)
CALL PEN(l)
CALL TEXT ('A4','OFF',550.,50.,
£ ' DISPLACEMENT TRAJECTORY OF LINK No. $$',4)
CALL INTEG_NUM ('A4','OFF',800.,50.,K, ' II', 4)
CALL TEXT ('A4','OFF',550.,10.,'WITHIN ONE SECOND$$',4)
CALL NEXTCA4')
ENDDO
RETURN
END
SUBROUTINE PLOTACC (X,A_ALL,AMIN,AMAX,NUMTRJ)
REAL X(0:61),A_ALL(6,25,61),ATRJ(61),AMIN(6),AMAX(6)
INTEGER NUMTRJ
C
C SUBROUTINE TO PLOT ACCELERATION VERSUS TIME WITHIN ONE SECOND
FOR ALL THE JOINTS
C
CALL BEGIN
DO K=1, 6
CALL DISPLAY ('A4',200.,200.,900.,650.)
CALL SCALE (0.,1.,AMIN(K),AMAX(K))
CALL PEN(2)
CALL XAXIS('X',0.,0.,1.,0,11,1,4)
CALL CHR_SIZE (.15,.3)
CALL AXLBL ('X',0.,0.,1.,1,11,'F4.1')
CALL YAXIS('Y',0.,AMIN(K),AMAX(K),1,6,2,2)
CALL AXLBL ('Y',0.,AMIN(K),AMAX(K),1,6,'F6.2')
CALL PEN(3)
DO I=1, NUMTRJ
DO L=1, 61
ATRJ(L) = A_ALL(K,I,L)
ENDDO
CALL CURVE (X,ATRJ,61,'4',5.)
ENDDO
CALL CHR_STYLE (45,35,'SS')
CALL CHR_SIZE (.25,.4)
CALL PEN(1)
CALL TEXT ('A4','ON',X(60),0.0,'TIME$$',12)
CALL CHR_SLOPE (20.)
CALL CHR_SIZE (.18,.3)
CALL TEXT ('A4','ON',X(60),0.0,' in seconds$$',12)
CALL SCALE_OFF
CALL SLOPE_OFF
CALL CHR_SIZE (.25,.4)
CALL TEXT ('A4','OFF',90.,425.,'ACCELERATION IN Rad/Sec or M/Sec $$',4)
CALL CHR_SIZE (.15,.3)
CALL TEXT ('A4','OFF',80.,425.,' 2 2 $$',4)
ENDDO
RETURN
END

SUBROUTINE PLOTLOAD (X,PAYLD,RLMIN,RLMAX)
REAL X(0:61),PAYLD(61),RLMIN,RLMAX
C
C SUBROUTINE TO PLOT LOAD VERSUS TIME WITHIN ONE SECOND
FOR ALL THE JOINTS
C
CALL BEGIN
DO I=1, 61
DO L=1, 61
ATRJ(L) = A_ALL(K,I,L)
ENDDO
CALL CURVE (X,ATRJ,61,'4',5.)
ENDDO
CALL CHR_STYLE (45,35,'SS')
CALL CHR_SIZE (.25,.4)
CALL PEN(1)
CALL TEXT ('A4','ON',X(60),0.0,'TIME$$',12)
CALL CHR_SLOPE (20.)
CALL CHR_SIZE (.18,.3)
CALL TEXT ('A4','ON',X(60),0.0,' in seconds$$',12)
CALL SCALE_OFF
CALL SLOPE_OFF
CALL CHR_SIZE (.25,.4)
CALL TEXT ('A4','OFF',90.,425.,'ACCELERATION IN Rad/Sec or M/Sec $$',4)
CALL CHR_SIZE (.15,.3)
CALL TEXT ('A4','OFF',80.,425.,' 2 2 $$',4)
ENDDO
RETURN
END
SUBROUTINE TO PLOT PAYLOAD VERSUS TIME WITHIN ONE WORK-CYCLE

CALL BEGIN
CALL DISPLAY ('A4',200.,200.,900.,650.)
CALL SCALE (0.,1.,RLDMIN,RLDMAX)
CALL PEN(2)
CALL XAXIS ('X',0.,RLDMIN,1.,11,1,4)
CALL YAXIS ('Y',0.,RLDMIN,RLDMAX,1,6,1,1)
CALL CHR_SIZE (.15,.3)
CALL AXLBL ('X',0.,RLDMIN,1.,11,'F4.2')
CALL AXLBL ('Y',0.,RLDMIN,RLDMAX,1,6,'F7.2')
CALL PEN(3)
CALL CURVE (X,PAYLD,61,'4',5.)
CALL CHR_SIZE (.25,.4)
CALL PEN(1)
CALL TEXT ('A4','ON',X(60),RLDMIN,'TIME$$',12)
CALL CHR_SLOPE (20.)
CALL CHR_SIZE (.18,.35)
CALL TEXT ('A4','ON',X(60),RLDMIN,' in seconds$$',12)
CALL SCALE_OFF
CALL SLOPE_OFF
CALL CHR_SIZE (.25,.4)
CALL TEXT_DIR (90.)
CALL TEXT ('A4','OFF',X(60),RLDMIN,'Payload in Kg$$',4)
CALL DIR_OFF
CALL CHR_SIZE (.3,.55)
CALL PEN(1)
CALL TEXT ('A4','OFF',550.,130.,'END-EFFECTOR PAYLOAD $$',4)
CALL CHR_SLOPE (.25,.45)
CALL CHR_SIZE (.15,.3)
CALL TEXT ('A4','OFF',550.,100.,'within$$',4)
CALL SLOPE_OFF
CALL CHR_SIZE (.3,.55)
CALL TEXT ('A4','OFF',550.,60.,'ONE CYCLE-TIME$$',4)
CALL NEXTCA4'
RETURN
END

SUBROUTINE PLOTGRAVF (X,G_ALL,GMIN,GMAX,NLINK,NUMTRJ,ROT)
REAL X(0:61),G_ALL(6,25,61),GMIN(6),GMAX(6)
INTEGER NUMTRJ,ROT(6)

SUBROUTINE TO PLOT THE GRAVITATIONAL LOADING ON THE REQUIRED
TORQUE FOR EACH LINK

CALL BEGIN
DO K=1,NLINK
IF(GMAX(K) .NE. 0.0 .OR. GMIN(K) .NE. 0.0) THEN
CALL DISPLAY ('A4',200.,200.,900.,650.)
CALL SCALE (0.,1.,GMIN(K),GMAX(K))
CALL PEN(2)
CALL XAXIS ('X',0.,GMIN(K),1.,11,1,4)
CALL YAXIS ('Y',0.,GMIN(K),GMAX(K),1,6,1,1)
CALL CHR_SIZE (.15,.3)
CALL AXLBL ('X',0.,GMIN(K),1.,11,'F4.2')
CALL AXLBL ('Y',0.,GMIN(K),GMAX(K),1,6,'F7.2')
CALL PEN(3)
DO I=1,NUMTRJ
DO J=1,61
GIRJ(J) = G_ALL(K,I,J)
ENDDO
CALL CURVE (X,GTRJ,61,'4',5.)
ENDDO
CALL CHR_SIZE (.25,.4)
CALL PEN(1)
CALL TEXT ('A4','ON',X(60),GMIN(K),'TIME$$',12)
CALL CHR_SLOPE (.25,.4)
CALL CHR_SIZE (.18,.35)
CALL TEXT ('A4','ON',X(60),GMIN(K),' in seconds$$',12)
CALL SCALE_OFF
CALL SLOPE_OFF
CALL CHR_SIZE (.25,.4)
CALL TEXT_DIR (90.)
RETURN
END
IF (ROT(K) .EQ. 0) THEN
    CALL TEXT ('A4','OFF',90.,425., '
    FORCES IN N$$',4)
    CALL DIR_OFF
    CALL CHR_SIZE (.3,.55)
    CALL PEN(1)
    CALL TEXT ('A4','OFF',550.,130., '
    THE GRAVITATIONAL FORCES FOR LINK NO. $$',4)
ELSE
    CALL TEXT ('A4','OFF',90.,425., '
    TORQUES IN Nm$$',4)
    CALL DIR_OFF
    CALL CHR_SIZE (.3,.55)
    CALL PEN(1)
    CALL TEXT ('A4','OFF',550.,130., '
    THE GRAVITATIONAL TORQUES FOR LINK NO. $$',4)
ENDIF

CALL PEN (4)
CALL INTEG_NUM ('A4','OFF',900.,130., K, ' II', 4)
CALL PEN (1)
CALL CHR_SIZE (.25,.45)
CALL CHR_SLOPE (15.)
CALL TEXT ('A4','OFF', 550., 65., '
    TIME-VARYING PAYLOAD$$',4)
C £  'VARIOUS VELOCITY TRAJECTORIES$$', 4)
C CALL TEXT  ('A4',•OFF',550 -,45 -,'WITHIN ONE SECOND$$',4)
CALL NEXTCA4'  )
ENDIF
ENDDO
END

SUBROUTINE PLOTKINF (X,K_ALL,KMIN,KMAX,NLINK,NUMTRJ,ROT)
REAL X(0:61),K_ALL(6,25,61),KTRJ(61),KMIN(6),KMAX(6)
INTEGER NUMTRJ,ROT(3)
C
C SUBROUTINE  TO PLOT THE KINETIC FORCE LOADING ON THE REQUIRED
C TORQUE  FOR EACH LINK
C
CALL BEGIN
DO K=1,NLINK
    CALL DISPLAY ('A4',200.,200., 900., 650.)
    CALL SCALE (0.,1.,KMIN(K),KMAX(K))
    CALL PEN(2)
    CALL XAXIS ('X',0.,0.,1.,0,11,1,4)
    CALL YAXIS ('Y',0.,KMIN(K),KMAX(K),1,6, 1,1)
    CALL CHR_SIZE (.15,-3)
    CALL AXLBL ('X',0 -,0.,1 -,1,11,'F4.2')
    CALL AXLBL ('Y',0 -,KMIN(K),KMAX(K),1,6,'F7.2')
    CALL PEN (3)
    DO 1=1,NUMTRJ
        DO J=1,61
            KTRJ(J) = K_ALL(K,I,J)
        ENDDO
        CALL CURVE (X,KTRJ,61,'4',5.)
    ENDDO
    CALL CHR_SIZE (.25,.4)
    CALL TEXT_DIR (90.)
    IF (ROT(K) .EQ. 0) THEN
        CALL TEXT ('A4','OFF',90.,425., '
        FORCES IN N$$',4)
        CALL DIR_OFF
        CALL CHR_SIZE (.3,.55)
        CALL PEN(1)
        CALL TEXT ('A4','OFF',550.,130., '
        THE INERTIAL AND CENTRIPETAL FORCES FOR LINK NO. $$',4)
    ELSE
        CALL TEXT ('A4','OFF',90.,425., '
        TORQUES IN Nm$$',4)
        CALL DIR_OFF
        CALL CHR_SIZE (.3,.55)
        CALL PEN(1)
        CALL TEXT ('A4','OFF',550.,130., '
        THE GRAVITATIONAL TORQUES FOR LINK NO. $$',4)
    ENDIF
ENDDO
RETURN
END
THIS SUBROUTINE IS TO READ THE TERMINALS VALUES OF THE
LINK'S LENGTH (L3) ARRAY AND CALCULATE THE VALUES OF
THE OTHER ELEMENTS.

PRINT *, 'INPUT THE INITIAL VALUE OF L3 ?'
READ *, SMALLA(3, 1)
PRINT *, '
PRINT *, 'INPUT THE FINAL VALUE OF L3 ?'
READ *, SMALLA(3, 60)
PRINT *,

STEP = (SMALLA(3, 60) - SMALLA(3, 1))/60.0
DO 1 III = 2, 59
   SMALLA(3, III) = SMALLA(3, (III-1)) + STEP
   CONTINUE
1

DO 2 III = 1, 60
   PARAMETER(III) = SMALLA(3, III)
   CONTINUE
2

RETURN
END SUBROUTINE PRAM_D1 (DEE, PARAMETER)

THIS SUBROUTINE IS TO READ THE TERMINALS VALUES OF THE
JOINT'S OFFSET (D1) ARRAY AND CALCULATE THE VALUES OF
THE OTHER ELEMENTS.

PRINT *, 'INPUT THE INITIAL VALUE OF D1 ?'
READ *, DEE(1, 1)
PRINT *, '
PRINT *, 'INPUT THE FINAL VALUE OF L3 ?'
READ *, DEE(1, 60)
PRINT *,

STEP = (DEE(1, 60) - DEE(1, 1))/60.0
DO 1 III = 2, 59
   DEE(1, III) = DEE(1, (III-1)) + STEP
   CONTINUE
1

DO 2 III = 1, 60
   PARAMETER(III) = DEE(1, III)
   CONTINUE
2

RETURN
END

SUBROUTINE PRAM_D2 (DEE, PARAMETER)

THIS SUBROUTINE IS TO READ THE TERMINALS VALUES OF THE
JOINT'S OFFSET (D2) ARRAY AND CALCULATE THE VALUES OF
THE OTHER ELEMENTS.

PRINT *, 'INPUT THE INITIAL VALUE OF D2 ?'
READ *, DEE(2, 1)
PRINT *, '
PRINT *, 'INPUT THE FINAL VALUE OF D2 ?'
READ *, DEE(2, 60)
PRINT *,

STEP = (DEE(2, 60) - DEE(2, 1))/60.0
DO 1 III = 2, 59
   DEE(2, III) = DEE(2, (III-1)) + STEP
   CONTINUE
1

DO 2 III = 1, 60
   PARAMETER(III) = DEE(2, III)
   CONTINUE
2

RETURN
END
ELSE
  CALL TEXT ('A4', 'OFF', 90., 425.,
  ' TORQUES IN Nm$$', 4)
  CALL DIR_OFF
  CALL CHR_SIZE (.3, .55)
  CALL PEN(1)
  CALL TEXT ('A4', 'OFF', 550., 130.,
  ' THE INERTIAL AND CENTRIPETAL TORQUES FOR LINK NO. $$', 4)
ENDIF

CALL PEN (4)
CALL INTEG_NUM ('A4', 'OFF', 1000., 130., K, 'II', 4)
CALL CHR_SIZE (.25, .45)
CALL PENTD
CALL TEXT (A4, 'OFF', 550., 65.,
  'TIME-VARYING PAYLOAD$$', 4)
CALL SLOPE_OFF
CALL CHR_SIZE (.3, .55)
CALL TEXT ('A4', 'OFF', 550., 45., 'WITHIN ONE SECOND$$', 4)
CALL NEXTCA4'
ENDDO
END

SUBROUTINE PLOTTORQUE (X,F_ALL,FMIN,FMAX,NLINK,NUMTRJ,ROT)
REAL X(0:61),F_ALL(6,25,61),FTRJ(61),FMIN(6), FMAX(6)
INTEGER ROT(6),NLINK,NUMTRJ

C SUBROUTINE TO PLOT THE TOTAL REQUIRED TORQUE FOR EACH LINK
C WITHIN ONE WORK-CYCLE
C
CALL BEGIN
DO K=l,NLINK
  CALL DISPLAY (' A4', 200. , 200., 900., 650.)
  CALL SCALE (0.,1.,FMIN(K),FMAX(K))
  CALL PEN(2)
  IF ((FMIN(K) .LE. 0.0 .AND. FMAX(K) .LE. 0.0) .OR.
    (FMIN(K) .GT. 0.0 .AND. FMAX(K) .GT. 0.0)) THEN
    CALL XAXIS ('X', 0., FMIN(K), 1., 1, 11, 1, 4)
    CALL CHR_SIZE (.15,.3)
    CALL AXLBL ('X', 0., FMIN(K), 1., 1, 11, 'F4.2')
  ELSE
    CALL XAXIS ('X', 0., 0., 1., 0, 11, 1, 4)
    CALL CHR_SIZE (.15,.3)
    CALL AXLBL ('X', 0., 0., 1., 1, 11, 'F4.2')
  ENDIF
  CALL YAXIS ('Y', 0., FMIN(K), FMAX(K), 1, 6, 1, 1)
  CALL CHR_SIZE (.15,.3)
  CALL AXLBL ('Y', 0., FMIN(K), FMAX(K), 1, 6, 'F7.2')
  CALL PEN(3)
  DO I=1,NUMTRJ
    FTRJ(J) = F_ALL(K,I,J)
  ENDDO
  IF (K .EQ. 3 .AND. ROT(K) .EQ. 0) THEN
    CALL CHR_SIZE (.25,-4)
    CALL PENTD
    CALL TEXT ('A4','ON',X(60),FMIN(K), ' TIME$$', 12)
    CALL CHR_SLOPE (20.)
    CALL CHR_SIZE (.18,.35)
    CALL TEXT ('A4','ON',X(60),FMIN(K), ' in  seconds$$', 12)
  ELSE
    CALL CHR_SIZE (.25,.4)
    CALL PEN(1)
    CALL TEXT ('A4','ON',X(60),0.0,'TIME$$',12)
    CALL CHR_SLOPE (20.)
    CALL CHR_SIZE (.18,.35)
    CALL TEXT ('A4','ON',X(60),0.0, ' in seconds$$',12)
  ENDIF
DO J=1,61
  FTRJ(J) = F_ALL(K,I,J)
ENDDO
CALL CURVE (X,FTRJ,61,'4',5.)
ENDDO
CALL BEGIN
  CALL DISPLAY ('A4', 200., 200., 900., 650.)
  CALL SCALE (0.,1.,FMIN(K),FMAX(K))
  CALL PEN(2)
  IF (K .EQ. 3 .AND. ROT(K) .EQ. 0) THEN
    CALL CHR_SIZE (.25,.4)
    CALL PEN(1)
    CALL TEXT ('A4','ON',X(60),0.0,'TIME$$',12)
    CALL CHR_SLOPE (20.)
    CALL CHR_SIZE (.18,.35)
    CALL TEXT ('A4','ON',X(60),0.0, ' in seconds$$',12)
  ELSE
    CALL CHR_SIZE (.25,.4)
    CALL PEN(1)
    CALL TEXT ('A4','ON',X(60),0.0,'TIME$$',12)
    CALL CHR_SLOPE (20.)
    CALL CHR_SIZE (.18,.35)
    CALL TEXT ('A4','ON',X(60),0.0, ' in seconds$$',12)
  ENDIF
CALL CURVE (X,FTRJ(61), '4',5.)
ENDDO
CALL TEXT ('A4','OFF',90.,425.,
'DRIVING FORCES IN N$$',4)
CALL DIR_OFF
CALL CHR_SIZE (.3,.55)
CALL PEN(1)
CALL TEXT ('A4','OFF',550.,130.,
'THE REQUIRED FORCES FOR LINK NO. $$',4)
ELSE
CALL TEXT ('A4','OFF',90.,425.,
'DRIVING TORQUES IN Nm$$',4)
CALL DIR_OFF
CALL CHR_SIZE (.3,.55)
CALL PEN(1)
CALL TEXT ('A4','OFF',550.,130.,
'THE REQUIRED TORQUES FOR LINK NO. $$',4)
ENDIF
CALL PEN(4)
CALL INTEG NUM ('A4','OFF',850.,130.,K,'II',4)
CALL PEN(1)
CALL CHR_SIZE (.25,.45)
CALL CHR_SLOPE (15.)
CALL TEXT ('A4','OFF',550.,100.,'for$$',4)
CALL SLOPE_OFF
CALL CHR_SIZE (.3,.55)
CALL TEXT ('A4','OFF',550.,65.,
'TIME-VARYING PAYLOAD$$',4)
CALL TEXT ('A4','OFF',550.,30.,'WITHIN ONE SECOND$$',4)
CALL NEXT('A4')
ENDDO
C
RETURN
END
SUBROUTINE CART_PATH (XI,YI,ZI,ALPHA1,BETA1,GAMMA1,
& XI61,YI61,ZI61,ALPHA61,BETA61,GAMMA61,Px,Py,Pz,ALPHA,BETA,GAMMA,TRJ)
DIMENSION X1,Y1,Z1,X61,Y61,Z61, Px(61),Py(61),Pz(61)
DIMENSION ALPHA(61),BETA(61),GAMMA(61)
DIMENSION P(61), VEL(61), ACC(61)
CHARACTER*4 TRJ
COMMON RATIO
C
C THIS SUBROUTINE IS TO CALCULATE THE POINTS ON THE CART PATH
C AT 60 EQUAL TIME INTERVALS
C
DEGRAD = 3.14159 / 180.0
RADDEG = 180.0 / 3.14159
PRINT *, XI,Y1,Z1,ALPHA1,BETA1,GAMMA1,
& X61,Y61,Z61,ALPHA61,BETA61,GAMMA61
LEN = SQRT((X61-X1)**2
& + (Y61-Y1)**2
& + (Z61-Z1)**2)
C
ALPHA_R = ATAN2 (SQRT((Y61-Y1)**2 + (Z61-Z1)**2),(X61-X1))
C
BETA_R = ATAN2 (SQRT((X61-X1)**2 + (Z61-Z1)**2),(Y61-Y1))
C
GAMMA_R = ATAN2 (SQRT((X61-X1)**2 + (Y61-Y1)**2) , (Z61-Z1))
C
PRINT *, 'ALPHA_R =', ALPHA_R,' BETA_R=', BETA_R,' GAMMA R=', GAMMA_R
C
PRINT *, 'COS ALPHA_R =', COS(ALPHA_R) ~
C
RATIO = R_LEN
PRINT *, 'RATIO = R_LEN = ', RATIO
C
IF (TRJ(1:1) .EQ. 'P' .OR. TRJ(1:1) .EQ. 'p') THEN
CALL TRJPOLY (P,VEL,ACC)
ELSE
CALL TRJNC2 (P,VEL,ACC)
ENDIF
C
DO I=1,61
Px(I) = XI + (P(I)*(COS(ALPHA_R)))
Py(I) = Y1 + (P(I)*(COS(BETA_R)))
Pz(I) = Z1 + (P(I)*(COS(GAMMA_R)))
PRINT *, 'Px =',Px(I),'  Py=',Py(I),'  Pz=',Pz(I)
ENDDO

C
C ********* ORIENTATION INTERPOLATION *********
C
ALPHA1_LOC = ALPHA1 * DEGRAD
BETA1 LOC = BETA1 * DEGRAD
GAMMA1 LOC = GAMMA1 * DEGRAD
ALPHA61 LOC = ALPHA61 * DEGRAD
BETA61 LOC = BETA61 * DEGRAD
GAMMA61 LOC = GAMMA61 * DEGRAD
ROT X = (ALPHA61 LOC - ALPHA1 LOC)
ROT_Y = (BETA61 LOC - BETA1 LOC)
ROT_Z = (GAMMA61 LOC - GAMMA1 LOC)
C
RATIO = ROT X
IF (TRJ(1:1) .EQ. 'P' .OR. TRJ(1:1) .EQ. 'p') THEN
CALL TRJPOLY (P,VEL,ACC)
ELSE
CALL TRJNC2 (P,VEL,ACC)
ENDIF
DO I=1,61
ALPHA(I) = ALPHA1_LOC + P(I)
PRINT *, 'ALPHA =',ALPHA(I)
ENDDO
C
RATIO = ROT_Y
IF (TRJ(1:1) .EQ. 'P' .OR. TRJ(1:1) .EQ. 'p') THEN
CALL TRJPOLY (P,VEL,ACC)
ELSE
CALL TRJNC2 (P,VEL,ACC)
ENDIF
DO I=1,61
BETA(I) = BETA1_LOC + P(I)
C
RATIO = ROT_Z
IF (TRJ(1:1) .EQ. 'P' .OR. TRJ(1:1) .EQ. 'p') THEN
CALL TRJPOLY (P,VEL,ACC)
ELSE
CALL TRJNC2 (P,VEL,ACC)
ENDIF
DO I=1,61
GAMMA(I) = GAMMA1_LOC + P(I)
SUBROUTINE ROBOT_K(a2, a3, d3, d4, Px, Py, Pz, ALPHA, BETA, GAMMA, ANG)
REAL*4 ANG(6, 4), ROT(3, 3), GAMMA, BETA, ALPHA, INT(6)
REAL*8 Px, Py, Pz, a2, a3, d3, d4

CALL THETAl(ANG, Px, Py, d3)
CALL THETA32(ANG, Px, Py, Pz, a2, a3, d3, d4)
CALL THETA22(ANG, a2, a3, d3, d4, Px, Py, Pz)
CALL ROTAT(ALPHA, BETA, GAMMA, ROT)
CALL THETA4(ROT, ANG, Px, Py, Pz, a2, a3, d3, d4, INT)
CALL THETA5(ROT, ANG, INT)
CALL THETA6(ROT, ANG, INT)
RETURN
END

SUBROUTINE THETAl(ANG, Px, Py, d3)
REAL*4 VAL(3), ANG(6, 4)
REAL*8 d3, Px, Py

C
C THIS SUBROUTINE CALCULATES THE JOINT ANGLE FOR THE
C FIRST LINK.
C
VAL(1) = ATAN2(Py, Px)
100 IF ((Px*Px + Py*Py - d3*d3).LT.0.0) THEN
  d3 = d3-0.001
  GOTO 100
ENDIF
VAL(2) = ATAN2(d3, SQRT(Px*Px + Py*Py - d3*d3))
VAL(3) = ATAN2(d3, -SQRT(Px*Px + Py*Py - d3*d3))
ANG(1,1) = VAL(1) - VAL(2)
ANG(1,2) = ANG(1,1)
ANG(1,3) = VAL(1) - VAL(3)
ANG(1,4) = ANG(1,3)
C
RETURN
END

PRINT *, 'BETA = ', BETA(I)
ENDDO

RATIO = ROT_Z
IF (TRJ(1:1) .EQ. 'P' OR TRJ(1:1) .EQ. 'p') THEN
  CALL TRJPOLY(P, VEL, ACC)
ELSE
  CALL TRJNC2(P, VEL, ACC)
ENDIF
DO I=1, 61
  GAMMA(I) = GAMMA1_LOC + P(I)
  PRINT *, 'GAMMA = ', GAMMA(I)
ENDDO
RETURN
END
SUBROUTINE THETA22 (ANG, a2, a3, d3, d4, Px, Py, Pz)
REAL*4 VAL(15), ANG(6, 4)
REAL*8 a2, a3, d3, d4, Px, Py, Pz

THIS SUBROUTINE COMPUTES THE JOINT ANGLE FOR THE
SECOND LINK USING GEOMETRICAL APPROACH.

VAL(1) = SQRT(Px*Px + Py*Py + Pz*Pz - d3*d3)
VAL(2) = SQRT(Px*Px + Py*Py - d3*d3)
VAL(3) = -Pz/VAL(1)

VAL(4) = -1.0*(-1.0)*VAL(2)/VAL(1)
VAL(5) = -1.0*(1.0)*VAL(2)/VAL(1)

VAL(6) = (a2*a2 + VAL(1)*VAL(1) - (d4*d4 + a3*a3)) / (2.0*a2*VAL(1))
VAL(7) = SQRT(1.0 - VAL(6)*VAL(6))

VAL(8) = VAL(3)*VAL(6) + (-1.0)*VAL(4)*VAL(7)
VAL(9) = VAL(3)*VAL(6) + (1.0)*VAL(4)*VAL(7)
VAL(10) = VAL(3)*VAL(6) + (1.0)*VAL(5)*VAL(7)
VAL(11) = VAL(3)*VAL(6) + (-1.0)*VAL(5)*VAL(7)

ANG(2, 1) = ATAN2 (VAL(8), VAL(12))
ANG(2, 2) = ATAN2 (VAL(9), VAL(13))
ANG(2, 3) = ATAN2 (VAL(10), VAL(14))
ANG(2, 4) = ATAN2 (VAL(11), VAL(15))

RETURN

SUBROUTINE THETA32 (ANG, Px, Py, Pz, a2, a3, d3, d4)
REAL*4 VAL(10), ANG(6, 4)
REAL*8 d3, d4, a2, a3, Px, Py, Pz

THIS SUBROUTINE COMPUTES THE JOINT ANGLE FOR THE
THIRD LINK USING GEOMETRICAL APPROACH.

VAL(1) = SQRT(Px*Px + Py*Py + Pz*Pz - d3*d3)
VAL(2) = a2*a2 + d4*d4 + a3*a3 - VAL(1)*VAL(1)
VAL(3) = 2.0*a2*(SQRT(d4*d4 + a3*a3))

VAL(4) = VAL(2) / VAL(3)
VAL(5) = (-1.0)*SQRT(1.0-(VAL(4)*VAL(4)))
VAL(6) = (1.0)*SQRT(1.0-(VAL(4)*VAL(4)))

VAL(7) = (1.0)*SQRT(1.0-(VAL(4)*VAL(4)))

ANG(3, 1) = ATAN2 ((VAL(5)*VAL(10)-VAL(4)*VAL(9))/VAL(5)*VAL(10)+VAL(4)*VAL(9)

ANG(3, 2) = ATAN2 ((VAL(5)*VAL(10)-VAL(4)*VAL(9))/VAL(5)*VAL(10)+VAL(4)*VAL(9)

ANG(3, 3) = ATAN2 ((VAL(7)*VAL(10)-VAL(4)*VAL(9))/VAL(4)*VAL(10)+VAL(7)*VAL(9)

ANG(3, 4) = ATAN2 ((VAL(8)*VAL(10)-VAL(4)*VAL(9))/VAL(4)*VAL(10)+VAL(8)*VAL(9)

RETURN

END
SUBROUTINE ROTAT (ALPHA, BETA, GAMMA, ROT)
REAL GAMMA, BETA, ALPHA, ROT(3,3), VAL(3)

THIS SUBROUTINE COMPUTES THE ROTATION MATRIX GIVEN
THE ORIENTATION OF THE ROBOT WRIST.

VAL1 = GAMMA
VAL2 = BETA
VAL3 = ALPHA

ROT(1,1) = COS(VAL3) * COS(VAL2)
ROT(1,2) = (COS(VAL3) * SIN(VAL2) * SIN(VAL1)) - (SIN(VAL3) * COS(VAL1))
ROT(1,3) = (COS(VAL3) * SIN(VAL2) * COS(VAL1)) + (SIN(VAL3) * SIN(VAL1))

ROT(2,1) = SIN(VAL3) * COS(VAL2)
ROT(2,2) = (SIN(VAL3) * SIN(VAL2) * SIN(VAL1)) + (COS(VAL3) * COS(VAL1))
ROT(2,3) = (SIN(VAL3) * SIN(VAL2) * COS(VAL1)) - (COS(VAL3) * SIN(VAL1))

ROT(3,1) = -SIN(VAL2)
ROT(3,2) = COS(VAL2) * SIN(VAL1)
ROT(3,3) = COS(VAL2) * COS(VAL1)

RETURN
END
SUBROUTINE THETA4 (ROT, ANG, Px, Py, Pz, a2, a3, d3, d4, INT)
REAL*4 ROT(3,3), ANG(6,4), VAL(25), INT(8)
REAL*8 Px, Py, Pz, a2, a3, d3, d4

THIS SUBROUTINE COMPUTES THE JOINT ANGLE FOR THE FOURTH LINK.

VAL(1) = (-a3 - a2 * COS(ANG(3,1))) * Pz + (COS(ANG(1,1)) * Px + SIN(ANG(1,1)) * Py)
 VAL(2) = (-a3 - a2 * COS(ANG(3,2))) * Pz + (COS(ANG(1,2)) * Px + SIN(ANG(1,2)) * Py)
 VAL(3) = (-a3 - a2 * COS(ANG(3,3))) * Pz + (COS(ANG(1,3)) * Px + SIN(ANG(1,3)) * Py)
 VAL(4) = (-a3 - a2 * COS(ANG(3,4))) * Pz + (COS(ANG(1,4)) * Px + SIN(ANG(1,4)) * Py)

VAL(5) = Pz * Px + (COS(ANG(1,1)) * Px + SIN(ANG(1,1)) * Py)**2
 VAL(6) = Pz * Pz + (COS(ANG(1,3)) * Px + SIN(ANG(1,3)) * Py)**2

INT(1) = VAL(1)/VAL(5)
INT(2) = VAL(2)/VAL(5)
INT(3) = VAL(3)/VAL(6)
INT(4) = VAL(4)/VAL(6)

INT(5) = VAL(12)/VAL(5)
INT(6) = VAL(13)/VAL(5)
INT(7) = VAL(14)/VAL(6)
INT(8) = VAL(15)/VAL(6)

RETURN
END
SUBROUTINE THETA5(ROT, ANG, INT)
REAL*4 ROT(3,3), ANG(6,4), VAL(60), INT(8)

THIS SUBROUTINE COMPUTES THE JOINT ANGLE FOR THE
FIFTH LINK.

CONFIGURATION = LEFTY
VARIABLE = INT(5), INT(6), (4,1), (4,2)

VAL(1) = ROT(1,3)*(COS(ANG(1,1))*INT(5)*COS(ANG(4,1)) +
& SIN(ANG(1,1))*SIN(ANG(4,1)))

VAL(2) = ROT(1,3)*(COS(ANG(1,2))*INT(6)*COS(ANG(4,2)) +
& SIN(ANG(1,2))*SIN(ANG(4,2)))

CONFIGURATION = RIGHTY
VARIABLE = INT(7), INT(8), (4,3), (4,4)

VAL(3) = ROT(1,3)*(COS(ANG(1,3))*INT(7)*COS(ANG(4,3)) +
& SIN(ANG(1,3))*SIN(ANG(4,3)))

VAL(4) = ROT(1,3)*(COS(ANG(1,4))*INT(8)*COS(ANG(4,4)) +
& SIN(ANG(1,4))*SIN(ANG(4,4)))

PART 2

CONFIGURATION = LEFTY
VARIABLE = INT(5), INT(6), (4,1), (4,2)

VAL(9) = ROT(2,3)*(SIN(ANG(1,1))*INT(5)*COS(ANG(4,1)) -
& COS(ANG(1,1))*SIN(ANG(4,1)))

VAL(10) = ROT(2,3)*(SIN(ANG(1,2))*INT(6)*COS(ANG(4,2)) -
& COS(ANG(1,2))*SIN(ANG(4,2)))

CONFIGURATION = RIGHTY
VARIABLE = INT(7), INT(8), (4,3), (4,4)

VAL(11) = ROT(2,3)*(SIN(ANG(1,3))*INT(7)*COS(ANG(4,3)) -
& COS(ANG(1,3))*SIN(ANG(4,3)))

VAL(12) = ROT(2,3)*(SIN(ANG(1,4))*INT(8)*COS(ANG(4,4)) -
& COS(ANG(1,4))*SIN(ANG(4,4)))

PART 3

VAL(17) = ROT(3,3)*INT(1)*COS(ANG(4,1))
VAL(18) = ROT(3,3)*INT(2)*COS(ANG(4,2))
VAL(19) = ROT(3,3)*INT(3)*COS(ANG(4,3))
VAL(20) = ROT(3,3)*INT(4)*COS(ANG(4,4))

PART 4

VAL(37) = ROT(1,3)*(-COS(ANG(1,1))*INT(1))
VAL(38) = ROT(1,3)*(-COS(ANG(1,2))*INT(2))
VAL(39) = ROT(1,3)*(-COS(ANG(1,3))*INT(3))
VAL(40) = ROT(1,3)*(-COS(ANG(1,4))*INT(4))

PART 5

VAL(41) = ROT(2,3)*(-SIN(ANG(1,1))*INT(1))
VAL(42) = ROT(2,3)*(-SIN(ANG(1,2))*INT(2))
VAL(43) = ROT(2,3)*(-SIN(ANG(1,3))*INT(3))
VAL(44) = ROT(2,3)*(-SIN(ANG(1,4))*INT(4))

PART 6

VAL(45) = ROT(3,3)*(-INT(5))
VAL(46) = ROT(3,3)*(-INT(6))
VAL(47) = ROT(3,3)*(-INT(7))
VAL(48) = ROT(3,3)*(-INT(8))

NUMERATOR OF ATAN EXPRESSION

VAL(49) = -(VAL(1) + VAL(9) - VAL(17))
VAL(50) = -(VAL(2) + VAL(10) - VAL(18))
VAL(51) = -(VAL(3) + VAL(11) - VAL(19))
VAL(52) = -(VAL(4) + VAL(12) - VAL(20))

DENOMINATOR OF ATAN EXPRESSION

VAL(53) = VAL(37) + VAL(41) + VAL(45)
VAL(54) = VAL(38) + VAL(42) + VAL(46)
VAL(55) = VAL(39) + VAL(43) + VAL(47)
VAL(56) = VAL(40) + VAL(44) + VAL(48)

FINAL JOINT ANGLES

ANG(5,1) = ATAN2(VAL(49),VAL(53))
ANG(5,2) = ATAN2(VAL(50),VAL(54))
ANG(5,3) = ATAN2(VAL(51),VAL(55))
ANG(5,4) = ATAN2(VAL(52),VAL(56))

RETURN
END
SUBROUTINE THETA6 (ROT, ANG, INT)
REAL*4  ROT(3,3), ANG(6,4), VAL(50), INT(8)

THIS SUBROUTINE COMPUTES THE JOINT ANGLE FOR THE SIXTH LINK.

PART 1

VAL(1) = (-ROT(1,1))*(COS(ANG(1,1))*INT(1)*SIN(ANG(4,1)) - 
        SIN(ANG(1,1))*COS(ANG(4,1)))
VAL(2) = (-ROT(1,1))*(COS(ANG(1,2))*INT(2)*SIN(ANG(4,2)) - 
        SIN(ANG(1,2))*COS(ANG(4,2)))
VAL(3) = (-ROT(1,1))*(COS(ANG(1,3))*INT(3)*SIN(ANG(4,3)) - 
        SIN(ANG(1,3))*COS(ANG(4,3)))
VAL(4) = (-ROT(1,1))*(COS(ANG(1,4))*INT(4)*SIN(ANG(4,4)) - 
        SIN(ANG(1,4))*COS(ANG(4,4)))

PART 2

VAL(5) = ROT(2,1)*(SIN(ANG(1,1))*INT(5)*SIN(ANG(4,1)) - 
        COS(ANG(1,1))*COS(ANG(4,1)))
VAL(6) = ROT(2,1)*(SIN(ANG(1,2))*INT(6)*SIN(ANG(4,2)) - 
        COS(ANG(1,2))*COS(ANG(4,2)))
VAL(7) = ROT(2,1)*(SIN(ANG(1,3))*INT(7)*SIN(ANG(4,3)) - 
        COS(ANG(1,3))*COS(ANG(4,3)))
VAL(8) = ROT(2,1)*(SIN(ANG(1,4))*INT(8)*SIN(ANG(4,4)) - 
        COS(ANG(1,4))*COS(ANG(4,4)))

PART 3

VAL(9) = ROT(3,1)*INT(1)*SIN(ANG(4,1))
VAL(10) = ROT(3,1)*INT(2)*SIN(ANG(4,2))
VAL(11) = ROT(3,1)*INT(3)*SIN(ANG(4,3))
VAL(12) = ROT(3,1)*INT(4)*SIN(ANG(4,4))

PART 4 (S6)

VAL(13) = VAL(1) - VAL(5) + VAL(9)
VAL(14) = VAL(2) - VAL(6) + VAL(10)
VAL(15) = VAL(3) - VAL(7) + VAL(11)
VAL(16) = VAL(4) - VAL(8) + VAL(12)

PART 5

VAL(17) = (COS(ANG(1,1))*INT(5)*COS(ANG(4,1)) + 
        SIN(ANG(1,1))*COS(ANG(5,1)) - 
        SIN(ANG(4,1))*COS(ANG(1,1)))*INT(1)*SIN(ANG(5,1))
VAL(17) = ROT(1,1)*VAL(17)

VAL(18) = (COS(ANG(1,2))*INT(6)*COS(ANG(4,2)) + 
        SIN(ANG(1,2))*COS(ANG(5,2)) - 
        SIN(ANG(4,2))*COS(ANG(1,2)))*INT(2)*SIN(ANG(5,2))
VAL(18) = ROT(1,1)*VAL(18)

VAL(19) = (COS(ANG(1,3))*INT(7)*COS(ANG(4,3)) + 
        SIN(ANG(1,3))*COS(ANG(5,3)) - 
        SIN(ANG(4,3))*COS(ANG(1,3)))*INT(3)*SIN(ANG(5,3))
VAL(19) = ROT(1,1)*VAL(19)

VAL(20) = (COS(ANG(1,4))*INT(8)*COS(ANG(4,4)) + 
        SIN(ANG(1,4))*COS(ANG(5,4)) - 
        SIN(ANG(4,4))*COS(ANG(1,4)))*INT(4)*SIN(ANG(5,4))
VAL(20) = ROT(1,1)*VAL(20)

PART 6
\begin{align*}
\text{VAL}(21) &= \sin(\text{ANG}(1,1)) \cdot \text{INT}(5) \cdot \cos(\text{ANG}(4,1)) - \cos(\text{ANG}(1,1)) \\
&\quad \cdot \sin(\text{ANG}(1,1)) \cdot \text{INT}(1) \cdot \sin(\text{ANG}(5,1)) \\
\text{VAL}(21) &= \text{ROT}(2,1) \cdot \text{VAL}(21) \\
\text{VAL}(22) &= \sin(\text{ANG}(1,2)) \cdot \text{INT}(6) \cdot \cos(\text{ANG}(4,2)) - \cos(\text{ANG}(1,2)) \\
&\quad \cdot \sin(\text{ANG}(1,2)) \cdot \text{INT}(2) \cdot \sin(\text{ANG}(5,2)) \\
\text{VAL}(22) &= \text{ROT}(2,1) \cdot \text{VAL}(22) \\
\text{VAL}(23) &= \sin(\text{ANG}(1,3)) \cdot \text{INT}(7) \cdot \cos(\text{ANG}(4,3)) - \cos(\text{ANG}(1,3)) \\
&\quad \cdot \sin(\text{ANG}(1,3)) \cdot \text{INT}(3) \cdot \sin(\text{ANG}(5,3)) \\
\text{VAL}(23) &= \text{ROT}(2,1) \cdot \text{VAL}(23) \\
\text{VAL}(24) &= \sin(\text{ANG}(1,4)) \cdot \text{INT}(8) \cdot \cos(\text{ANG}(4,4)) - \cos(\text{ANG}(1,4)) \\
&\quad \cdot \sin(\text{ANG}(1,4)) \cdot \text{INT}(4) \cdot \sin(\text{ANG}(5,4)) \\
\text{VAL}(24) &= \text{ROT}(2,1) \cdot \text{VAL}(24) \\
\text{PART 7} \\
\text{VAL}(25) &= (\text{ROT}(3,1)) \cdot (\text{INT}(1) \cdot \cos(\text{ANG}(4,1)) \cdot \cos(\text{ANG}(5,1)) \\
&\quad \cdot \text{INT}(5) \cdot \sin(\text{ANG}(5,1))) \\
\text{VAL}(26) &= (\text{ROT}(3,1)) \cdot (\text{INT}(2) \cdot \cos(\text{ANG}(4,2)) \cdot \cos(\text{ANG}(5,2)) \\
&\quad \cdot \text{INT}(6) \cdot \sin(\text{ANG}(5,2))) \\
\text{VAL}(27) &= (\text{ROT}(3,1)) \cdot (\text{INT}(3) \cdot \cos(\text{ANG}(4,3)) \cdot \cos(\text{ANG}(5,3)) \\
&\quad \cdot \text{INT}(7) \cdot \sin(\text{ANG}(5,3))) \\
\text{VAL}(28) &= (\text{ROT}(3,1)) \cdot (\text{INT}(4) \cdot \cos(\text{ANG}(4,4)) \cdot \cos(\text{ANG}(5,4)) \\
&\quad \cdot \text{INT}(8) \cdot \sin(\text{ANG}(5,4))) \\
\text{PART 8 (C6)} \\
\text{VAL}(29) &= \text{VAL}(17) + \text{VAL}(21) - \text{VAL}(25) \\
\text{VAL}(30) &= \text{VAL}(18) + \text{VAL}(22) - \text{VAL}(26) \\
\text{VAL}(31) &= \text{VAL}(19) + \text{VAL}(23) - \text{VAL}(27) \\
\text{VAL}(32) &= \text{VAL}(20) + \text{VAL}(24) - \text{VAL}(28) \\
\text{FINAL JOINT ANGLES} \\
\text{ANG}(6,1) &= \text{ATAN2}(\text{VAL}(13), \text{VAL}(29)) \\
\text{ANG}(6,2) &= \text{ATAN2}(\text{VAL}(14), \text{VAL}(30)) \\
\text{ANG}(6,3) &= \text{ATAN2}(\text{VAL}(15), \text{VAL}(31)) \\
\text{ANG}(6,4) &= \text{ATAN2}(\text{VAL}(16), \text{VAL}(32)) \\
\text{RETURN} \\
\text{END}
\end{align*}
SUBROUTINE ARRANGE (A, B)
DIMENSION A(6,4), B(6,4)

C THIS SUBROUTINE IS TO ARRANGE THE SET OF ANGLES (4 SETS)
SO THAT EVERY SET WILL BE BASED UPON THEIR DEPENDENCY
DO I=1,6
   DO J=1,4
      B(I,J) = A(I,J)
   ENDDO
ENDDO

B(1,2) = A(1,1)
B(1,3) = A(1,2)
B(1,4) = A(1,2)

RETURN
END

SUBROUTINE PATH (ARM, ELBOW, A, B)
DIMENSION A(6,4,61), B(6,61)
CHARACTER*6 ARM, ELBOW

C THIS SUBROUTINE IS TO CHOOSE THE RIGHT PATH FOR EACH JOINT
GIVEN THE FOUR POSSIBLE SOLUTIONS AT EACH SINGLE INSTANT OF
THE TRAJECTORY'S TIME
IF((ARM(1:1) .EQ. 'L') .OR. (ARM(1:1) .EQ. 'l')) .AND.
   ((ELBOW(1:1) .EQ. 'U') .OR. (ELBOW(1:1) .EQ. 'u'))) J_PATH=1
IF((ARM(1:1) .EQ. 'L') .OR. (ARM(1:1) .EQ. 'l')) .AND.
   ((ELBOW(1:1) .EQ. 'D') .OR. (ELBOW(1:1) .EQ. 'd'))) J_PATH=2
IF((ARM(1:1) .EQ. 'R') .OR. (ARM(1:1) .EQ. 'r')) .AND.
   ((ELBOW(1:1) .EQ. 'U') .OR. (ELBOW(1:1) .EQ. 'u'))) J_PATH=3
IF((ARM(1:1) .EQ. 'R') .OR. (ARM(1:1) .EQ. 'r')) .AND.
   ((ELBOW(1:1) .EQ. 'D') .OR. (ELBOW(1:1) .EQ. 'd'))) J_PATH=4
DO II=1,61
   DO I=1,6
      B(I,II) = A(I,J_PATH,II)
   ENDDO
ENDDO
RETURN
END
PROGRAM CLOSED_FORM
INCLUDE 'VARIABLES'

THIS PROGRAM CALCULATES THE REQUIRED TORQUE FOR EACH
OF THE FIRST THREE LINKS OF THE PUMA ROBOT ARM TO TRAVEL
A DESCRIBED TRAJECTORY.

CALL DATA (TWIST, SMALLA, DEE)
CALL CONDITION (TWIST, SMALLA, DEE, PARAMETER, BALANCE, RATIOS, 
& DEGREES)

DO 1 III=1,60
IF (BALANCE(1:1).EQ.'Y' .OR. BALANCE(1:1).EQ.'y') THEN
CALL CBMASSES (CBM2, CBM3, PAYLD, SMALLA, III)
ENDIF
CALL CALCINERTIA (R, IXX2, IYY2, IZZ2, IXX3, IYY3, IZZ3, CBM2, CBM3, 
& PAYLD, SMALLA, III, BALANCE)
CALL MATRIXJ (JI, R, IXX2, IYY2, IZZ2, CBM2, CBM3, PAYLD, IXX3, 
& IYY3, IZZ3, III)
CALL TRAJECTORY (POSDUM, VELDUM, ACCDUM, RATIOS, DEGREES)

DO 2 TIME=1,61
CALL SUPPLY (POSDUM, VELDUM, ACCDUM, POS, VEL, 
& ACCEL, TIME)
CALL DATAINFO (TWIST, SMALLA, DEE, POS, VEL, ACCEL, 
& GRAV, CENT, D, JI, R, CBM2, CBM3, PAYLD, III)
CALL COMPONENTS (GRAV, CENT, D, ACCEL, INERTF, GRAVF, 
& VELF, TIME)
CALL TORQUELINK (GRAV, CENT, D, TIME, ACCEL, TORQ)
CALL SIG_INERT (LAMBDAl, D, TIME, III)
CONTINUE

CALL INDEX_INER (INDEX1, LAMBDAl, PARAMETER)

CALL PLOTPOS (POSDUM)
CALL PLOTVEL (VELDUM)
CALL PLOTACC (ACCDUM)
CALL PLOTTORQUE (TORQ, GRAVF, VELF, INERTF)

STOP
END

SUBROUTINE CALCINERTIA (R, IXX2, IYY2, IZZ2, IXX3, IYY3, IZZ3, CBM2, CBM3, 
& PAYLD, SMALLA, III, BALANCE)
INCLUDE 'VARIABLES'

THIS SUBROUTINE CALCULATES THE INERTIA OF EACH
LINK OF THE ROBOT ARM AROUND THE X, Y AND Z AXIS.

PAYLD=2.5
IF (BALANCE(1:1).NE.'Y' .OR. BALANCE(1:1).NE.'y') THEN
CBM2=0.0
CBM3=0.0
ENDIF

R(4,1,III)=1.0
R(1,2,III) = (((0.425+SMALLA(2,III))*(CBM2+17.4)) 
& - (0.425+(0.068/0.432)*SMALLA(2,III))**2*17.4) 
& / (CBM2+17.4)
R(2,2,III)=0.0
R(3,2,III)=0.0
R(4,2,III)=1.0
R(1,3,III)=0.0
R(2,3,III)=0.0
R(3,3,III) = ((0.143/0.565*SMALLA(3,III) * 6.04) 
& + (SMALLA(3,III)**2*PAYLD) 
& - 0.280*CBM3)/(6.04*PAYLD+CBM3)
R(4,3,III)=1.0

IXX2 = 0.130
IYY2 = 0.524 *(SMALLA(2,III)/0.364)**2 
& + 17.4 * (R(1,2,III) - (0.364/0.432*SMALLA(2,III)))**2 
& + CBM2 * (0.425 + SMALLA(2,III) - R(1,2,III))**2
IZZ2 = 0.539
& +17.4*((R(1,2,III)-(0.354/0.432)*SMALLA(2,III))**2)
& + CBM2*((0.425+SMALLA(2,III)) - R(1,2,III))**2

IXX3 = 0.192
& + 6.04 *((0.143/0.565*SMALLA(3,III)) - R(3,3,III))**2
& + PAYLD * (SMALLA(3,III) - R(3,3,III))**2
& + CBM3 * (0.280 + R(3,3,III))**2

IYY3 = 0.212
& + 6.04 *((0.143/0.565*SMALLA(3,III)) - R(3,3,III))**2
& + PAYLD * (SMALLA(3,III) - R(3,3,III))**2
& + CBM3 * (0.280 + R(3,3,III))**2

IZZ3 = 0.0154
R(1,2,III)=-R(1,2,III)
RETURN
END

SUBROUTINE MATRIXJ (JI,R,IXX2,IYY2,IZZ2,CBM2,CBM3,PAYLD,IXX3,
& IYY3,IZZ3,III)
INCLUDE 'VARIABLES'
C
C THIS SUBROUTINE SUPPLIES THE DATA FOR THE INERTIA
C TENSOR MATRICES.
C
DO 1 X=1,4
DO 2 Y=1,4
DO 3 Z=1,3
JI(X,Y,Z)=0.0
3 CONTINUE
2 CONTINUE
1 CONTINUE
C
CALL MATRIXJ1 (JI)
CALL MATRIXJ2 (JI,R,CBM2,IXX2,IYY2, IZZ2, III)
CALL MATRIXJ3 (JI,R,PAYLD,CBM3,IXX3,IYY3,IZZ3, III)
C
RETURN
END SUBROUTINE MATRIXJ1 (JI)
REAL JI(4,4,3)
C
C THIS SUBROUTINE SUPPLIES THE DATA FOR THE INERTIA
C TENSOR MATRIX FOR LINK 1.
C
JI(1,1,1)=0.175
JI(2,2,1)=0.175
JI(3,3,1)=0.175
C
RETURN
END

SUBROUTINE MATRIXJ2 (JI,R,CBM2,IXX2,IYY2,IZZ2,III)
INCLUDE 'VARIABLES'
C
C THIS SUBROUTINE SUPPLIES THE DATA FOR THE INERTIA
C TENSOR MATRIX FOR LINK 2.
C
JT(1,1,2)=(-IXX2-IYY2+IZZ2)/2+(17.4+CBM2)*R(1,2,III)**2
JT(1,4,2)=(17.4+CBM2)*R(1,2,III)
JT(2,2,2)=(IXX2-IYY2+IZZ2)/2+(17.4+CBM2)*R(2,2,III)**2
JT(2,4,2)=(17.4+CBM2)*R(2,2,III)
JT(3,3,2)=(IXX2+IYY2-IZZ2)/2+(17.4+CBM2)*R(3,3,III)**2
JT(3,4,2)=(17.4+CBM2)*R(3,3,III)
JT(4,1,2)=(17.4+CBM2)*R(1,2,III)

JI(4,2,2) = (17.4 + CBM2) * R(2,2,III)
JI(4,3,2) = (17.4 + CBM2) * R(3,2,III)
JI(4,4,2) = 17.4 + CBM2

RETURN
END

SUBROUTINE MATRIXJ3 (JI,R,PAYLD,CBM3,IXX3,IYY3,IZZ3,III)
INCLUDE 'VARIABLES'

This subroutine supplies the data for the inertia tensor matrix for link 3.

JI(1,1,3) = (-IXX3 + IYY3 + IZZ3)/2 + (6.04 + PAYLD + CBM3) * R(1,3,III)**2
JI(1,4,3) = (6.04 + PAYLD + CBM3) * R(1,3,III)**2
JI(2,2,3) = (IXX3 - IYY3 + IZZ3)/2 + (6.04 + PAYLD + CBM3) * (R(2,3,III)**2)
JI(2,4,3) = (6.04 + CBM3 + PAYLD) * R(2,3,III)
JI(3,3,3) = (IXX3 + IYY3 - IZZ3)/2 + (6.04 + PAYLD + CBM3) * (R(3,3,III)**2)
JI(3,4,3) = (6.04 + CBM3 + PAYLD) * R(3,3,III)
JI(4,1,3) = (6.04 + PAYLD + CBM3) * R(1,3,III)
JI(4,2,3) = (6.04 + CBM3 + PAYLD) * R(2,3,III)
JI(4,3,3) = (6.04 + CBM3 + PAYLD) * R(3,3,III)
JI(4,4,3) = 6.04 + CBM3 + PAYLD

RETURN
END

SUBROUTINE SUPPLY (POSDUM,VELDUM,ACCDUM,POS,VEL,ACCEL,TIME)
INCLUDE 'VARIABLES'

This subroutine supplies the data from the trajectory input to the datainfo file.

DO 1 X=1,3
POS(X) = 0.0
VEL(X) = 0.0
ACCEL(X) = 0.0
POS(X) = POSDUM(X,TIME)
VEL(X) = VELDUM(X,TIME)
ACCEL(X) = ACCDUM(X,TIME)
1 CONTINUE

RETURN
END

SUBROUTINE TORQUELINK (GRAV,CENT,D,TIME,ACCEL,TORQ)
INCLUDE 'VARIABLES'

This subroutine calculates the torque of all three links.

DO 1 K=1,3
TORQ(K,TIME) = D(K,1) * ACCEL(1) + D(K,2) * ACCEL(2) + D(K,3) * ACCEL(3) + CENT(K) + GRAV(K)
1 CONTINUE

RETURN
END

SUBROUTINE COMPONENTS (GRAV,CENT,D,ACCEL,INERTF,GRAVF,VELF,TIME)
INCLUDE 'VARIABLES'

This subroutine supplies the individual torque components for each link to the torque plot package.

DO 1 K=1,3
GRAVF(K,TIME) = GRAV(K)
VELF(K,TIME) = CENT(K)
\[
\text{INERTF}(K, \text{TIME}) = D(K,1) \cdot \text{ACCEL}(1) + \\
D(K,2) \cdot \text{ACCEL}(2) + \\
D(K,3) \cdot \text{ACCEL}(3)
\]

CONTINUE
RETURN
END

SUBROUTINE TORQDATA (TORQUE, TORQ, LEN)
#include 'VARIABLES'

THIS SUBROUTINE PLACES THE TORQUES OF THE ROBOT ARM FOR FIVE TRAJECTORIES IN THE ONE ARRAY FOR USE IN THE PLOT PACKAGE.

DO 1 X=1,3
   DO 2 Y=1,61
      TORQUE(X,Y,LEN) = TORQ(X,Y)
   CONTINUE
1 CONTINUE

RETURN
END

SUBROUTINE TRAJECTORY (POSDUM, VELDUM, ACCDUM, RATIOS, DEGREES)
#include 'VARIABLES'

THIS SUBROUTINE CALCULATES THE TRAJECTORY OF THE LINKS AS A FUNCTION OF TIME.

DO 1 K=1,3
   RATIO = RATIOS(K)
   DEG = DEGREES(K)
   CALL TRAJJOINT (POSDUM, VELDUM, ACCDUM, RATIO, DEG, K)
1 CONTINUE

RETURN
END

SUBROUTINE TRAJJOINT (POSDUM, VELDUM, ACCDUM, RATIO, DEG, K)
#include 'VARIABLES'

THIS SUBROUTINE CALCULATES THE TRAJECTORY OF A LINK POSITION AS A FUNCTION OF TIME.

POSDUM(K,1)=0.0
VELDUM(K,1)=0.0
ACCDUM(K,1)=0.0
POSDUM(K,61)=1.0
VELDUM(K,61)=0.0
ACCDUM(K,61)=0.0

DO 1 1=2,60
   S=I-1
   T=S/60.0
   POSDUM(K,1) = ((1.0 - T)**3) * (POSDUM(K,1) + (3.0 * POSDUM(K,1) + VELDUM(K,1)) * T + (ACCDUM(K,1) + 6.0 * VELDUM(K,1) - 12.0 * POSDUM(K,1)) * (T**2/2.0)) \\
   + (T**3.0) * (POSDUM(K,61) + (3.0*POSDUM(K,61) - 12.0*POSDUM(K,61)) * (1.0-T) + (ACCDUM(K,61) - (6.0 * VELDUM(K,61) - 12.0 * POSDUM(K,61)) * (1.0-T)**2/2.0))
1 CONTINUE

DO 2 1=1,61
   POSDUM(K,1) = POSDUM(K,1) * RATIO
   POSDUM(K,1) - POSDUM(K,1) + DEG
2 CONTINUE

VELDUM(K,1)=0.0
ACCDUM(K,1)=0.0

DO 3 1=2,60
   VELDUM(K,1) = (0.5 * (POSDUM(K,1+1) - POSDUM(K,1-I))) / \\
(1.0/60.0)
3 CONTINUE
ACCDUM(K,I)=(POSDUM(K,I+1)-2.0*POSDUM(K,I)+
POSDUM(K,I-1))/((1.0/60.0)**2)

CONTINUE

VELDUM(K,1)=0.0
ACCDUM(K,1)=0.0
VELDUM(K,61)=VELDUM(K,1)
ACCDUM(K,61)=ACCDUM(K,1)

RETURN
END

SUBROUTINE DATAINFO (TWIST, SMALLA, DEE, POS, VEL, ACCEL,
GRAV, CENT, D, JI, R, CBM2, CBM3, PAYLD, III)

INCLUDE 'VARIABLES'

C THIS SUBROUTINE CALCULATES THE INERTIA, THE INVERSE
OF THE INERTIA, THE CENTRIFUGAL AND THE GRAVITY
TERMS THAT DESCRIBE THE DYNAMIC BEHAVIOUR OF A
ROBOT ARM.

CALL MATRIXA (A, POS, TWIST, SMALLA, DEE, III)
CALL MATRIXQ (Q)
CALL INERTIA (A, Q, JI, D)
CALL CENTRIFUGAL (CENT, A, JI, Q, VEL)
CALL GRAVITY (A, Q, GRAV, R, CBM2, CBM3, PAYLD, III)

RETURN
END

SUBROUTINE MATRIXA (A, POS, TWIST, SMALLA, DEE, III)

INCLUDE 'VARIABLES'

C THIS SUBROUTINE ASSIGNS DATA TO 4*4 TRANSFORMATION
MATRICES WHICH DESCRIBE THE RELATIONSHIP
BETWEEN THE LINKS OF THE ROBOT ARM.

CALL INITIALIZEA (A)
CALL MATA (A, TWIST, SMALLA, DEE, III)
CALL MATAkk (A)
CALL MATA20 (A)
CALL MATA31 (A)
CALL MATA30 (A)

RETURN
END

SUBROUTINE INITIALIZEA (A)

REAL A(4,4,3,4)
INTEGER I,J,K1,K2

C THIS SUBROUTINE SETS ALL THE 4*4 TRANSFORMATION
MATRICES TO ZERO.

DO 1 I=1,4
DO 2 J=1,4
DO 3 K1=1,3
DO 4 K2=1,4
A(I,J,K1,K2)=0.0
4 CONTINUE
3 CONTINUE
2 CONTINUE
1 CONTINUE

RETURN
END

SUBROUTINE MATAkk (A)

INCLUDE 'VARIABLES'

C THIS SUBROUTINE SETS THE TRANSFORMATION MATRICES A00,
A11, A22 TO IDENTITY MATRICES.

DO 1 K = 1, 3
   DO 2 I = 1, 4
      A(I, I, K, K) = 1.0
      CONTINUE
   CONTINUE
RETURN
END

SUBROUTINE MATA (A, TWIST, SMALLA, DEE, POS, III)
REAL A(4, 4, 3, 4), TWIST(3, 60), SMALLA(3, 60), DEE(3, 60), POS(3)
INTEGER III

THIS SUBROUTINE SUPPLIES THE DATA FOR THE TRANSFORMATION MATRICES WHICH RELATE EACH LINK'S COORDINATE FRAME TO THE PREVIOUS LINK's COORDINATE FRAME.

IT DETERMINES A10, A21, A32

DO 1 K = 1, 3
   A(1, 1, K, K+1) = COS (POS(K))
   A(1, 2, K, K+1) = -SIN (POS(K)) * COS (TWIST(K, III))
   A(1, 3, K, K+1) = SIN (POS(K)) * SIN (TWIST(K, III))
   A(1, 4, K, K+1) = SMALLA(K, III) * COS (POS(K))
   A(2, 1, K, K+1) = -SIN (POS(K)) * SIN (TWIST(K, III))
   A(2, 2, K, K+1) = COS (POS(K)) * COS (TWIST(K, III))
   A(2, 3, K, K+1) = SMALLA(K, III) * SIN (POS(K))
   A(2, 4, K, K+1) = 0.0
   A(3, 1, K, K+1) = 1.0
   A(3, 2, K, K+1) = SIN (TWIST(K, III))
   A(3, 3, K, K+1) = COS (TWIST(K, III))
   A(3, 4, K, K+1) = DEE(K, III)
   A(4, 4, K, K+1) = 1.0
CONTINUE
RETURN
END

SUBROUTINE MATA20 (A)
INCLUDE 'VARIABLES'

THIS SUBROUTINE SUPPLIES THE DATA FOR THE TRANSFORMATION MATRIX WHICH RELATES LINK 2 TO THE ROBOT'S BASE.

DO 1 I = 1, 4
   DO 2 J = 1, 4
      A(I, J, 1, 3) = 0.0
      CONTINUE
   CONTINUE
RETURN
END

SUBROUTINE MATA31 (A)
INCLUDE 'VARIABLES'

THIS SUBROUTINE SUPPLIES THE DATA FOR THE TRANSFORMATION MATRIX WHICH RELATES LINK 3 TO LINK 1.

DO 1 I = 1, 4
   DO 2 J = 1, 4
      A(I, J, 2, 4) = 0.0
      CONTINUE
   CONTINUE
RETURN
END
SUBROUTINE MATA30 (A)
#include 'VARIABLES'

c
this subroutine supplies the data for the transformation matrix which relates link 3 to the robot base...

do 1 i = 1,4
do 2 j = 1,4
   a(i,j,1,4) = 0.0
   do 3 m = 1,4
      a(i,j,1,4) = a(i,j,1,4) + a(i,m,1,2) * a(m,j,2,4)
3 continue
2 continue
1 continue

return
end

SUBROUTINE MATRIXQ (Q)
#include 'VARIABLES'

c
this subroutine supplies the data for the rotary joint matrix operator.

do 1 x = 1,4
do 2 y = 1,4
   q(x,y) = 0.0
2 continue
1 continue

q(1,2) = -1.0
q(2,1) = 1.0

c
return
end

SUBROUTINE INERTIA (A, Q, JI, D)
#include 'VARIABLES'

c
this subroutine calculates the 3*3 inertia or acceleration related matrix for a 3 link robot arm.

do 1 x = 1,3
do 2 y = 1,3
   d(x,y) = 0.0
2 continue
1 continue

do 3 i = 1,3
do 4 j = 1,3
   m = 0
   if (i.gt.j) then
      m = m + 1
      d(i,j) = d(i,j) + d(j,i)
   else
      m = m + j
      call dmatrix (d, a, q, ji, i, j, m)
   endif
4 continue
3 continue

c
return
end

SUBROUTINE DMATRIX (D, A, Q, JI, I, J, M)
#include 'VARIABLES'

c
this subroutine calculates each individual term
OF THE INERTIA MATRIX.

DO 1 p=m,3
    n=j
    CALL AQMATRIX (AQ,A,Q,n)  
    CALL UMATRIX (U,AQ,A,n,p)  
    CALL TERM1 (T1,U,JI,p)  
    n=i
    CALL AQMATRIX (AQ,A,Q,n)  
    CALL UMATRIX (U,AQ,A,n,p)  
    CALL TRANSPOSE (UT,U)  
    CALL TERM2 (T2,T1,UT)  
    D(i,j)=D(i,j)+T2(1,1)+T2(2,2)+T2(3,3)+T2(4,4)
1 CONTINUE

RETURN
END

SUBROUTINE AQMATRIX (AQ,A,Q,n)
  INCLUDE 'VARIABLES'
  C
  THIS SUBROUTINE MULTIPLIES A SPECIFIED TRANSFORMATION MATRIX BY THE OPERATING MATRIX.
  [AQ] IS A 4*4 MATRIX WHICH IS THE PRODUCT OF THE TRANSFORMATION AND OPERATING MATRICES.
  DO 1 X=1,4
      DO 2 Y=1,4
          AQ(X,Y)=0.0
      2 CONTINUE
1 CONTINUE

RETURN
END

SUBROUTINE UMATRIX (U,AQ,A,n,p)
  INCLUDE 'VARIABLES'
  C
  THIS SUBROUTINE MULTIPLIES THE AQ MATRIX BY A SPECIFIED TRANSFORMATION MATRIX AGAIN.
  [U] IS A 4*4 MATRIX WHICH IS THE PRODUCT OF THE AQ AND TRANSFORMATION MATRICES.
  DO 1 X=1,4
      DO 2 Y=1,4
          U(X,Y)=0.0
      2 CONTINUE
1 CONTINUE

RETURN
END

SUBROUTINE TERM1 (T1,U,JI,p)
  INCLUDE 'VARIABLES'
  C
  THIS SUBROUTINE MULTIPLIES THE U MATRIX BY THE SPECIFIED INERTIA TENSOR MATRIX.
  [T1] IS A 4*4 MATRIX WHICH IS THE PRODUCT OF THE U AND INERTIA TENSOR MATRICES.
  DO 1 X=1,4
1 CONTINUE
DO 2 Y=1,4  
  T1(X,Y)=0.0  
  DO 3 Z=1,4  
    T1(X,Y)=T1(X,Y)+U(X,Z)*JI(Z,Y,p)  
    CONTINUE  
  CONTINUE  
CONTINUE  
RETURN  
END

SUBROUTINE TRANSPOSE (UT,U)  
INCLUDE 'VARIABLES'  
C  
C THIS SUBROUTINE FINDS THE TRANSPOSE OF THE 'U' MATRIX.  
C  
DO 1 X=1,4  
  DO 2 Y=1,4  
    UT(X,Y)=0.0  
    UT(X,Y)=UT(X,Y)+U(Y,X)  
    CONTINUE  
  CONTINUE  
RETURN  
END

SUBROUTINE TERM2 (T2,T1,UT)  
INCLUDE 'VARIABLES'  
C  
C THIS SUBROUTINE MULTIPLIES THE MATRIX T1 DETERMINED  
FROM SUBROUTINE TERM1 BY MATRIX UT DETERMINED  
FROM SUBROUTINE TRANSPOSE.  
C  
[M] IS A 4*4 MATRIX AND IS A PRODUCT OF THE 'T1'  
AND 'UT' MATRICES.  
C  
DO 1 X=1,4  
  DO 2 Y=1,4  
    T2(X,Y)=0.0  
    DO 3 Z=1,4  
      T2(X,Y)=T2(X,Y)+T1(X,Z)*UT(Z,Y)  
      CONTINUE  
    CONTINUE  
  CONTINUE  
RETURN  
END

SUBROUTINE CENTRIFUGAL (CENT,A,JI,Q,VEL)  
INCLUDE 'VARIABLES'  
C  
C THIS SUBROUTINE CALCULATES THE VELOCITY RELATED  
CORIOLIS AND CENTRIFUGAL OUTPUT TERMS. THE OUTPUT  
IS IN THE FORM OF A 1*3 COLUMLN VECTOR.  
C  
DO 1 i=1,3  
  DO 2 j=1,3  
    DO 3 k=1,3  
      H(i,j,k)=0.0  
      IF (j.GT.k) THEN  
        H(i,j,k)=H(i,j,k)+H(i,k,j)  
      ELSE  
        CALL HMATRIX (i,j,k,H,A,Q,JI)  
      ENDIF  
      CONTINUE  
    CONTINUE  
  CONTINUE  
RETURN  
END
CALL MULTVELOCITY (H, VEL, CENT, i)

CONTINUE

RETURN

END

SUBROUTINE HMATRIX (i, j, k, H, A, Q, JI)
INCLUDE 'VARIABLES'

THIS SUBROUTINE CALCULATES EACH INDIVIDUAL TERM OF THE CENTRIFUGAL ACCELERATION MATRIX.

CALL MAX1 (i, j, k, m)
p=0
n=0
DO 1 p=m, 3
    n=j
    CALL AQMATRIX (AQ, A, Q, n)
    CALL AQAMATRIX (AQ, A, AQA, j, k)
    CALL AQAQMATRIX (AQ, AQA, 0)
    n=k
    CALL UMATRIX (U, AQ, A, n, p)
    CALL TERM1 (T1, U, JI, p)
    n=i
    CALL AQMATRIX (AQ, A, Q, n)
    CALL UMATRIX (U, AQ, A, n, p)
    CALL TRANSPOSE (UT, U)
    CALL TERM2 (T2, T1, UT)

H(i, j, k)=H(i, j, k)+T2(1, 1)+T2(2, 2)+T2(3, 3)+T2(4, 4)

1 CONTINUE

RETURN

END

SUBROUTINE MAX1 (i, j, k, m)
INCLUDE 'VARIABLES'

THIS SUBROUTINE CALCULATES THE MAXIMUM OF THE COUNTERS i, j, k.

m=0
IF (i.GE.j.AND.i.GE.k) THEN
    m=m+i
ELSE IF (j.GE.i.AND.j.GE.k) THEN
    m=m+j
ELSE
    m=m+k
ENDIF

RETURN

END

SUBROUTINE AQAMATRIX (AQ, A, AQA, j, k)
INCLUDE 'VARIABLES'

THIS SUBROUTINE MULTIPLIES THE MATRIX AQ DETERMINED IN SUBROUTINE AQ MATRIX BY THE SPECIFIED TRANSFORMATION MATRIX.

[AQA] IS A 4*4 MATRIX

DO 1 X=1, 4
    DO 2 Y=1, 4
        AQA(X, Y)=0.0
        DO 3 Z=1, 4
            AQA(X, Y)=AQA(X, Y)+AQ(X, Z)*A(Z, Y, j, k)
        3 CONTINUE
    2 CONTINUE

1 CONTINUE
SUBROUTINE AQAQMATRIX (AQ, AQA, Q)
INCLUD 'VARIABLES'
C
C THIS SUBROUTINE MULTIPLES THE AQA MATRIX DETERMINED
C IN THE SUBROUTINE AQAQMATRIX BY THE OPERATING MATRIX.
C
DO 1 X=1,4
DO 2 Y=1,4
AQ(X,Y)=0.0
DO 3 Z=1,4
C
AQ(X,Y)=AQ(X,Y)+AQA(X,Z)*Q(Z,Y)
C
3 CONTINUE
2 CONTINUE
1 CONTINUE
C
RETURN
END

SUBROUTINE MULTVELOCITY (H, VEL, CENT, I)
INCLUD 'VARIABLES'
C
C THIS SUBROUTINE MULTIPLES THE CENTRIFUGAL MATRIX
C BY THE ACCELERATION OF ALL LINKS TO GIVE THE
C CENTRIFUGAL FORCE AT EACH LINK.
C
DO 1 X=1,3
CI(X)=0.0
CI(X)=VEL(1)*H(I,X,1)+VEL(2)*H(I,X,2)+VEL(3)*H(I,X,3)
1 CONTINUE
C
CENT(I)=0.0
CENT(I)=CI(1)*VEL(1)+CI(2)*VEL(2)+CI(3)*VEL(3)
C
RETURN
END

SUBROUTINE GRAVITY (A, Q, GRAV, R, CBM2, CBM3, PAYLD, III)
INCLUD 'VARIABLES'
C
C THIS SUBROUTINE DETERMINES THE GRAVITY LOADINGs
C ON EACH LINK OF THE ROBOT ARM AND THE OUTPUT IS
C IN THE FORM OF A 1*3 COLUMN VECTOR.
C
CALL GRAVZERO (GRAV, MASS, CBM2, CBM3, PAYLD, ACC)
C
n=0
DO 1 i=1,3
GRAV(i)=0.0
DO 2 p=1,3
C
CALL MGMATRIX (MG, MASS, ACC, P)
n=1
CALL AQMATRIX (AQ, A, Q, n)
CALL UMATRIX (U, AQ, A, n, P)
CALL MGUMATRIX (MGU, MG, U)
CALL MGURMATRIX (MGUR, MGU, R, P, III)
C
GRAV(i)=GRAV(i)+MGUR
C
2 CONTINUE
1 CONTINUE
C
RETURN
END
SUBROUTINE GRAVZERO (GRAV,MASS,CBM2,CBM3,PAYLD,ACC)
INCLUDED 'VARIABLES'

THIS SUBROUTINE INITIALIZES THE LINK MASSES AND
THE ACCELERATION DUE TO GRAVITY.

MASS(1)=0.0
MASS(2)=-(17.4+CBM2)
MASS(3)=-(6.04+CBM3+PAYLD)

ACC(3)=-9.81

RETURN
END

SUBROUTINE MGMATRIX (MG,MASS,ACC,p)
INCLUDED 'VARIABLES'

THIS SUBROUTINE MULTIPLIES THE MATRIX MASS BY
THE ACC MATRIX

[MG] IS A 4*1 ROW VECTOR

DO 1 X=1,4
    MG(X)=0.0
    MG(X)=MG(X)+MASS(p)*ACC(X)

RETURN
END

SUBROUTINE MGUMATRIX (MGU,MG,U)
INCLUDED 'VARIABLES'

THIS SUBROUTINE MULTIPLIES THE MG MATRIX DETERMINED FROM SUBROUTINE MGMATRIX BY THE U MATRIX.

[MGU] IS A 4*1 ROW VECTOR

DO 1 X=1,4
    MGU(X)=0.0
    DO 2 Y=1,4
        MGU(X)=MGU(X)+MG(Y)*U(Y,X)
    2 CONTINUE

RETURN
END

SUBROUTINE MGURMATRIX (MGUR,MGU,R,p,III)
INCLUDED 'VARIABLES'

THIS SUBROUTINE MULTIPLIES THE MGU MATRIX DETERMINED FROM SUBROUTINE MGUMATRIX BY THE R OF GYRATION OF THE SPECIFIED LINK.

[MGUR] IS THE GRAVITY LOADING FELT AT A LINK DUE TO THE POSITION OF ANOTHER LINK.

MGUR=0.0
DO 1 X=1,4
    MGUR=MGUR+MGU(X)*R(X,p,III)

RETURN
END
SUBROUTINE DATA (TWIST, SMALLA, DEE)
INCLUDE 'VARIABLES'

THIS SUBROUTINE IS TO READ THE ROBOT'S INITIAL GEOMETRICAL
PARAMETERS. IT ALSO INITIALIZE THE PARAMETERS ARRAYS.

TWIST(1,1) = -90.0 * 3.14/180.0
TWIST(2,1) = 0.0
TWIST(3,1) = 0.0
SMALLA(1,1) = 0.0
SMALLA(2,1) = 0.432
SMALLA(3,1) = 0.0
DEE(1,1) = 0.0
DEE(2,1) = 0.1495
DEE(3,1) = 0.0

DO 111=2,60
TWIST(1,111) = TWIST(1,1)
TWIST(2,111) = TWIST(2,1)
TWIST(3,111) = TWIST(3,1)
SMALLA(1,111) = SMALLA(1,1)
SMALLA(2,111) = SMALLA(2,1)
SMALLA(3,111) = SMALLA(3,1)
DEE(1,111) = DEE(1,1)
DEE(2,111) = DEE(2,1)
DEE(3,111) = DEE(3,1)
CONTINUE

RETURN
END

SUBROUTINE CONDITION (TWIST, SMALLA, DEE, PARAMETER, BALANCE, RATIOS, &
DEGREES)
INCLUDE 'VARIABLES'

THIS SUBROUTINE IS TO DETERMINE WHICH IS THE VARIABLE
PARAMETER AND THE DEGREE OF VARIATION. IT ALSO FINDS
THE TOTAL AND INITIAL DISPLACEMENT FOR EACH LINK.

PRINT *, 'WHICH IS THE VARYING PARAMETER ?
PRINT *, 'TYPE EITHER : ALPHA1 or ALPHA2 or ALPHA3'
PRINT *, ' or L1 or L2 or L3'
PRINT *, ' or D1 or D2 or D3'
PRINT *, ' or NONE for no change'
READ *, VAR

PRINT *, 'IS IT DYNAMICALLY BALANCED ? (Y/N)
READ *, VAR, BALANCE

IF (VAR(1:6).EQ.'ALPHA1' .OR. VAR(1:6).EQ.'alpha1') THEN
CALL PRAM_ALPHA1 (TWIST, PARAMETER)
ELSEIF (VAR(1:6).EQ.'ALPHA2' .OR. VAR(1:6).EQ.'alpha2') THEN
CALL PRAM_ALPHA2 (TWIST, PARAMETER)
ELSEIF (VAR(1:6).EQ.'ALPHA3' .OR. VAR(1:6).EQ.'alpha3') THEN
CALL PRAM_ALPHA3 (TWIST, PARAMETER)
ELSEIF (VAR(1:2).EQ.'L1' .OR. VAR(1:6).EQ.'l1') THEN
CALL PRAM_L1 (SMALLA, PARAMETER)
ELSEIF (VAR(1:2).EQ.'L2' .OR. VAR(1:6).EQ.'l2') THEN
CALL PRAM_L2 (SMALLA, PARAMETER)
ELSEIF (VAR(1:2).EQ.'L3' .OR. VAR(1:6).EQ.'l3') THEN
CALL PRAM_L3 (SMALLA, PARAMETER)
ELSEIF (VAR(1:2).EQ.'D1' .OR. VAR(1:6).EQ.'d1') THEN
CALL PRAM_D1 (DEE, PARAMETER)
ELSEIF (VAR(1:2).EQ.'D2' .OR. VAR(1:6).EQ.'d2') THEN
CALL PRAM_D2 (DEE, PARAMETER)
ELSEIF (VAR(1:2).EQ.'D3' .OR. VAR(1:6).EQ.'d3') THEN
CALL PRAM_D3 (DEE, PARAMETER)
ELSEIF (VAR(1:4).EQ.'NONE' .OR. VAR(1:6).EQ.'none') THEN
RETURN
ENDIF

DO 1 K=1,3
PRINT *, 'Total displacement of link no. ',K,' (in degrees)?
READ *, DUMRATIO
RATIOS(K) = DUMRATIO
RATIOS(K) = RATIOS(K) / (180.0/3.14)
PRINT *, 'Starting position of link no. ', K, ' (in degrees)?
READ *, DUMDEG
DEGREES(K) = DUMDEG
DEGREES(K) = DEGREES(K) * (3.14/180.)
CONTINUE

SUBROUTINE PRAM_ALPHA1 (TWIST, PARAMETER)
REAL TWIST(3, 60), PARAMETER(60)

C
C THIS SUBROUTINE IS TO READ THE TERMINALS VALUES OF THE
C TWIST ANGLE (ALPHA1) ARRAY AND CALCULATE THE VALUES OF
C THE OTHER ELEMENTS.
C
PRINT *, 'INPUT THE INITIAL VALUE OF ALPHA1 (in degrees) ?'
READ *, TWIST(1, 1)
TWIST(1, 1) = TWIST(1, 1) * (3.14/180.0)
PRINT *,
PRINT *, 'INPUT THE FINAL VALUE OF ALPHA1 (in degrees) ?'
READ *, TWIST(1, 60)
TWIST(1, 60) = TWIST(1, 60) * (3.14/180.0)
PRINT *,
C
STEP = (TWIST(1, 60) - TWIST(1, 1)) / 60.0
DO 1 III = 2, 59
   TWIST(1, III) = TWIST(1, (III - 1)) + STEP
   CONTINUE
C
DO 2 III = 1, 60
   PARAMETER(III) = TWIST(1, III)
C
RETURN
END

SUBROUTINE PRAM_ALPHA2 (TWIST, PARAMETER)
INCLUDE 'VARIABLES'

C
C THIS SUBROUTINE IS TO READ THE TERMINALS VALUES OF THE
C TWIST ANGLE (ALPHA2) ARRAY AND CALCULATE THE VALUES OF
C THE OTHER ELEMENTS.
C
PRINT *, 'INPUT THE INITIAL VALUE OF ALPHA2 (in degrees) ?'
READ *, TWIST(2, 1)
TWIST(2, 1) = TWIST(2, 1) * (3.14/180.0)
PRINT *,
PRINT *, 'INPUT THE FINAL VALUE OF ALPHA2 (in degrees) ?'
READ *, TWIST(2, 60)
TWIST(2, 60) = TWIST(2, 60) * (3.14/180.0)
PRINT *,
C
STEP = (TWIST(2, 60) - TWIST(2, 1)) / 60.0
DO 1 III = 2, 59
   TWIST(2, III) = TWIST(2, (III - 1)) + STEP
   CONTINUE
C
DO 2 III = 1, 60
   PARAMETER(III) = TWIST(2, III)
C
RETURN
END

SUBROUTINE PRAM_ALPHA3 (TWIST, PARAMETER)
INCLUDE 'VARIABLES'

C
C THIS SUBROUTINE IS TO READ THE TERMINALS VALUES OF THE
C TWIST ANGLE (ALPHA3) ARRAY AND CALCULATE THE VALUES OF
C THE OTHER ELEMENTS.
SUBROUTINE PRAM_L1 (SMALLA, PARAMETER)
INCLUDE 'VARIABLES'
C
C THIS SUBROUTINE IS TO READ THE TERMINALS VALUES OF THE LINK'S LENGTH (L1) ARRAY AND CALCULATE THE VALUES OF THE OTHER ELEMENTS.
C
PRINT *, ' INPUT THE INITIAL VALUE OF L1 ?', SMALLA(1,1)
PRINT*, ' INPUT THE FINAL VALUE OF L1 ?', SMALLA(1,60)
PRINT*,
C
STEP = (SMALLA(1,60) - SMALLA(1,1))/60.0
DO 1 III=2,59
   SMALLA(1,III) = SMALLA(1,(III-1)) + STEP
CONTINUE
C
DO 2 III=1,60
   PARAMETER(III) = SMALLA(1,III)
CONTINUE
C
RETURN
END

SUBROUTINE PRAM_L2 (SMALLA, PARAMETER)
INCLUDE 'VARIABLES'
C
C THIS SUBROUTINE IS TO READ THE TERMINALS VALUES OF THE LINK'S LENGTH (L2) ARRAY AND CALCULATE THE VALUES OF THE OTHER ELEMENTS.
C
PRINT *, ' INPUT THE INITIAL VALUE OF L2 ?', SMALLA(2,1)
PRINT*, ' INPUT THE FINAL VALUE OF L2 ?', SMALLA(2,60)
PRINT*,
C
STEP = (SMALLA(2,60) - SMALLA(2,1))/60.0
DO 1 III=2,59
   SMALLA(2,III) = SMALLA(2,(III-1)) + STEP
CONTINUE
C
DO 2 III=1,60
   PARAMETER(III) = SMALLA(2,III)
CONTINUE
C
RETURN
END

SUBROUTINE PRAM_L3 (SMALLA, PARAMETER)

PRINT *, ' INPUT THE INITIAL VALUE OF ALPHA2 (in degrees) ?'
READ *, TWIST(3,1)
TWIST(3,1) = TWIST(3,1)*(3.14/180.0)
PRINT*,
PRINT *, ' INPUT THE FINAL VALUE OF ALPHA2 (in degrees) ?'
READ *, TWIST(3,60)
TWIST(3,60) = TWIST(3,60)*(3.14/180.0)
PRINT*,
C
STEP = (TWIST(3,60)-TWIST(3,1))/60.0
DO 1 III=2,59
   TWIST(3,III) = TWIST(3,(III-1)) + STEP
CONTINUE
C
DO 2 III=1,60
   PARAMETER(III) = TWIST(3,III)
CONTINUE
C
RETURN
END

SUBROUTINE PRAM_L1 (SMALLA, PARAMETER)
INCLUDE 'VARIABLES'
C
C THIS SUBROUTINE IS TO READ THE TERMINALS VALUES OF THE LINK'S LENGTH (L1) ARRAY AND CALCULATE THE VALUES OF THE OTHER ELEMENTS.
C
PRINT *, ' INPUT THE INITIAL VALUE OF L1 ?', SMALLA(1,1)
PRINT*, ' INPUT THE FINAL VALUE OF L1 ?', SMALLA(1,60)
PRINT*,
C
STEP = (SMALLA(1,60) - SMALLA(1,1))/60.0
DO 1 III=2,59
   SMALLA(1,III) = SMALLA(1,(III-1)) + STEP
CONTINUE
C
DO 2 III=1,60
   PARAMETER(III) = SMALLA(1,III)
CONTINUE
C
RETURN
END

SUBROUTINE PRAM_L2 (SMALLA, PARAMETER)
INCLUDE 'VARIABLES'
C
C THIS SUBROUTINE IS TO READ THE TERMINALS VALUES OF THE LINK'S LENGTH (L2) ARRAY AND CALCULATE THE VALUES OF THE OTHER ELEMENTS.
C
PRINT *, ' INPUT THE INITIAL VALUE OF L2 ?', SMALLA(2,1)
PRINT*, ' INPUT THE FINAL VALUE OF L2 ?', SMALLA(2,60)
PRINT*,
C
STEP = (SMALLA(2,60) - SMALLA(2,1))/60.0
DO 1 III=2,59
   SMALLA(2,III) = SMALLA(2,(III-1)) + STEP
CONTINUE
C
DO 2 III=1,60
   PARAMETER(III) = SMALLA(2,III)
CONTINUE
C
RETURN
END

SUBROUTINE PRAM_L3 (SMALLA, PARAMETER)
SUBROUTINE PRAM_D3 (DEE, PARAMETER)
INCLUDE 'VARIABLES'

THIS SUBROUTINE IS TO READ THE TERMINALS VALUES OF THE
JOINT'S OFFSET (D3) ARRAY AND CALCULATE THE VALUES OF
THE OTHER ELEMENTS.

PRINT *, ' INPUT THE INITIAL VALUE OF D3 ?'
READ *, DEE(3,1)
PRINT*, '
PRINT *, ' INPUT THE FINAL VALUE OF D3 ?'
READ *, DEE(3,60)

STEP = (DEE(3,60) - DEE(3,1)) / 60.0
DO 1 III=2,59
   DEE(3,III) = DEE(3,(III-1)) + STEP
   CONTINUE

DO 2 III=1,60
   PARAMETER(III) = DEE(3,III)
   CONTINUE

RETURN
END

SUBROUTINE CBMASSES (CBM2, CBM3, PAYLD, SMALLA, III)
INCLUDE 'VARIABLES'

PAYLD=2.5

CBM3=((6.04*(0.143/0.565)*SMALLA(3,III)) + (2.5*SMALLA(3, III)))

TOT_M3 = 6.04 + 2.5 + CBM3

CBM2 = ((((0.068/0.432)*SMALLA(2,III)) * 17.4) +
 & (SMALLA(2,III) * TOT_M3)) / 0.425

RETURN
END

SUBROUTINE EIG_INERT (LAMBDA1, D, TIME, III)

REAL D(3,3), LAMBDA1(3,61,60)
DOUBLE PRECISION AA(6,6), Z(6,6), WR(6), WI(6), FV1(6)
INTEGER TIME, III, I, J, MATZ, IV1(6), ierr

MATZ = 0
NM = 6
N = 3
DO 1 I=1,3
   DO 2 J=1,3
      AA(I,J) = D(I,J)
      CONTINUE
   CONTINUE

*** compute eigenvalues and eigenvectors

CALL RG (NM, N, AA, WR, WI, MATZ, 2, IV1, FV1, ierr)
if (ierr .ne. 0) write (6,6003) ierr

6003 format (1h0/1h0,11h ry ierr=./,15)

DO 3 K=1,3
   LAMBDA1(K,TIME,III) = WR(K)
   CONTINUE

RETURN
END
SUBROUTINE INDEX_INER (INDEX1, LAMBDA1, PARAMETER)
INCLUDE 'VARIABLES'
REAL IND_COPY1(61,60), IND_COPY2(61,60), IND_COPY3(61,60)

CALL DIFF_INER (LAMBDA1, PARAMETER, DIFF1)

DO 1 TIME=1,61
   DO 2 III=1,60
      INDEX1(TIME,III) = SQRT( (DIFF1(1,TIME,III))**2
      + (DIFF1(2,TIME,III))**2
      + (DIFF1(3,TIME,III))**2)
   C print *,'time  =',TIME,'parameter=',PARAMETER(III),
   C 'index=',INDEX1(TIME,III)
   2 CONTINUE
   1 CONTINUE

DO 3 L=1,61
   DO 4 J=1,60
      IND_COPY1(I,J) = INDEX1(I,J)
      IND_COPY2(I,J) = INDEX1(I,J)
      IND_COPY3(I,J) = INDEX1(I,J)
   4 CONTINUE
   3 CONTINUE

CALL PPBGN('PLOT_INDEX')
CALL PLOT_INDEX_PARAM (INDEX1, PARAMETER)
CALL LOG_INDEX (INDEX1)
CALL PLOT_INDEX_PARAM (INDEX1, PARAMETER)

CALL SMOX_INDEX (IND_COPY1)
CALL PLOT_INDEX_PARAM (IND_COPY1, PARAMETER)
CALL LOG_INDEX (IND_COPY1)
CALL PLOT_INDEX_PARAM (IND_COPY1, PARAMETER)

CALL SMOXY_INDEX (IND_COPY2, PARAMETER)
CALL PLOT_INDEX_PARAM (IND_COPY2, PARAMETER)
CALL LOG_INDEX (IND_COPY2)
CALL PLOT_INDEX_PARAM (IND_COPY2, PARAMETER)
RETURN
END

SUBROUTINE DIFF_INER (LAMBDA1, PARAMETER, DIFF1)
INCLUDE 'VARIABLES'

C THIS SUBROUTINE IS TO DIFFERENTIATE THE EIGEN VALUE (LAMBDA1)
WITH RESPECT TO THE VARYING GEOMETRICAL PARAMETER.

DO 1 L=1,61
   DO 2 K=1,3
      DO 3 III=2,59
         DIFF1(K,L,III)-(0.5*(LAMBDA1(K,L,III+1)-LAMBDA1(K,L,III-1))
         / (PARAMETER(III)-PARAMETER(III-1))
      3 CONTINUE
   2 CONTINUE
   1 CONTINUE

DO 4 L=1,61
   DO 5 K=1,3
      DIFF1(K,L,2)-DIFF1(K,L,1)
      DIFF1(K,L,60)-DIFF1(K,L,59)
   5 CONTINUE
   4 CONTINUE

RETURN
END

SUBROUTINE SMOX_INDEX (INDEX)
REAL INDEX(61,60), DUMMY(61), SMDUMMY(61), X(61), DF(61)
REAL B(61), C(61), D(61)

DO 1 J=1,60
   DO 2 I=1,61
      DUMMY(I) = INDEX(I,J)
   2 CONTINUE
   1 CONTINUE

X(1) = 0.0
DO 3 I = 2, 61
SS = I - 1
X(I) = SS/60.
CONTINUE
STEP = 1.0/60.0
NX = 61
SM = 0.00001
DO 4 I = 1, 61
DF(I) = 1.0
CONTINUE
CALL DCSSMO (STEP, NX, X, DUMMY, DF, SM, SMDUMMY, B, C, D)
DO 5 I = 1, 61
INDEX(I, J) = SMDUMMY(I)
CONTINUE
INDEX(I, J) = INDEX(I, J) * 100.0
IF (INDEX(I, J) .LT. 1.0) INDEX(I, J) = 1.0
IF (INDEX(I, J) .GT. 100.0) INDEX(I, J) = 100.0
INDEX(I, J) = LOG10 (INDEX(I, J))
SUBROUTINE PLOT_INDEX_PARAM (INDEX, PARAMETER)
REAL INDEX(61,60), PARAMETER(60), INDEXMAX, INDEXMIN
C
C THIS SUBROUTINE IS TO PLOT THE EUCLIDIAN NORM OF THE
C EIGEN VALUES SENSITIVITY AGAINST BOTH ALPHA2 AND THETA.
C
INDEXMAX = INDEX(1,1)
INDEXMIN = INDEX(1,1)
ccc print *, 'INDEX TIME PARAM_INDEX'
DO 1 I = 1, 61
  DO 2 J = 1, 60
    ccc print *, 'INDEX(I,J) =', I, ' ', J
    IF (INDEX(I,J) .GT. INDEXMAX) INDEXMAX = INDEX(I,J)
    IF (INDEX(I,J) .LT. INDEXMIN) INDEXMIN = INDEX(I,J)
  2 CONTINUE
  1 CONTINUE
ccc print *, 'INDEXMIN = ', INDEXMIN, ' INDEXMAX = ', INDEXMAX
C
XCAMERA = -20.0
YCAMERA = -15.0 * PARAMETER(60)
ZCAMERA = 7.0 * INDEXMAX
XAIM = 0.0
YAIM = PARAMETER(23)
ZAIM = 0.0
C
CALL PPALL ('DISPLAY', 100., 100., 900., 900.)
CALL PJSET (0.0, (INDEXMAX-INDEXMIN), 0.0, (INDEXMAX-INDEXMIN),
  INDEXMIN, INDEXMAX)
CALL PJSCAL (2)
CALL PJHIDE
CALL PJCAMP (XCAMERA, YCAMERA, ZCAMERA)
CALL PJAIMP (XAIM, YAIM, ZAIM)
CALL PJDRAW (INDEX, 61, 60, 61, 0, 0)
CALL PPNEXT
CALL PPALL ('DISPLAY', 100., 100., 900., 900.)
CALL PPALL ('USER', 0., PARAMETER(1), 1.0, PARAMETER(60))
CALL PPCONT (INDEX, 61, 60, 61, INDEXMIN, INDEXMAX, -5, 'CONTOUR', 7, ' ', 0)
CALL PPNEXT
RETURN
END
SUBROUTINE XAXIS (A, XSTRT, YSTRT, END, ISIDE, MAJ, MID, MIN)
CHARACTER*1 A
DOUBLE PRECISION SPSMIN, DXSTRT, DYSTRT, DEND, RMAJ, RMID, RMIN

C
C SUBROUTINE TO DRAW X-AXIS

WRITE (6,111) XSTRT, YSTRT
111 FORMAT ('PU;PA', F20.6, F20.6, ';')
WRITE (6,222) END, YSTRT, XSTRT, YSTRT
222 FORMAT ('PD', F20.6, F18.6, ';PU', F15.6, F18.6, ';')
DXSTRT = XSTRT
DYSTRT = YSTRT
DEND = END
RMAJ = MAJ
RMID = MID
RMIN = MIN

SPCMIN = (END - XSTRT) / ((RMAJ - 1.1) * (RMID - 1.1))
& *(RMIN + 1.))
IF (MAJ .EQ. 0) SPCMIN = (END - XSTRT) / ((RMID - 1) * (RMIN + 1.))
& *(RMIN + 1.))
DO 7 I = 1, MAJ - 1
IF (MAJ .EQ. 0) GO TO 10
IF (I .NE. 1) GO TO 10
IF (ISIDE .NE. 1) GO TO 1
WRITE (6,333) XSTRT, YSTRT
333 FORMAT ('TL1.5;PA', F20.6, ',', F20.6, ';XT;')
GO TO 10
1 IF (ISIDE .NE. 0) GO TO 22
WRITE (6,444) XSTRT, YSTRT
444 FORMAT ('TL1.5,1.5;PA', F20.6, ',', F20.6, ';XT;')
GO TO 10
22 WRITE (6,4444) XSTRT, YSTRT
4444 FORMAT ('TL0.0,1.5;PA', F20.6, ',', F20.6, ';XT;')

DO 8 J = 1, MID + 1
IF (MAJ .EQ. 0 .AND. J .EQ. 1) THEN
IF (ISIDE .NE. 1) GO TO 5
WRITE (6,555) XSTRT, YSTRT
555 FORMAT ('TL1.5;PA', F20.6, ',', F20.6, ';XT;')
GO TO 8
5 IF (ISIDE .NE. 0) GO TO 33
WRITE (6,666) XSTRT, YSTRT
666 FORMAT ('TL1.5,1.5;PA', F20.6, ',', F20.6, ';XT;')
GO TO 8
33 WRITE (6,6666) XSTRT, YSTRT
6666 FORMAT ('TL0.0,1.5;PA', F20.6, ',', F20.6, ';XT;')
END IF
20 IF (MIN .EQ. 0) GO TO 12
IF (ISIDE .NE. 1) GO TO 2
WRITE (6,777) SPCMIN
777 FORMAT ('TL1.0;PR', F26.12, ', 0.0;XT;')
GO TO 8
2 IF (ISIDE .NE. 0) GO TO 44
WRITE (6,888) SPCMIN
888 FORMAT ('TL1.0,1.0;PR', F26.12, ', 0.0;XT;')
GO TO 8
44 IF (ISIDE .NE. 1) GO TO 4
WRITE (6,9999) SPCMIN
9999 FORMAT ('TL0.0,0.0;PR', F26.12, ', 0.0;XT;')
GO TO 12
9 CONTINUE

IF (MID .EQ. 0) GO TO 17
IF (J .EQ. (MID + 1)) GO TO 17
IF (ISIDE .NE. 1) GO TO 3
WRITE (6,999) SPCMIN
999 FORMAT ('TL1.0;PR', F26.12, ', 0.0;XT;')
GO TO 8
3 IF (ISIDE .NE. 0) GO TO 55
WRITE (6,1111) SPCMIN
1111 FORMAT ('TL1.0,1.0;PR', F26.12, ', 0.0;XT;')
GO TO 8
55 IF (ISIDE .NE. 1) GO TO 4
WRITE (6,7777) SPCMIN
7777 FORMAT ('TL0.0,0.0;PR', F26.12, ', 0.0;XT;')
GO TO 17

17 IF (ISIDE .NE. 1) GO TO 4
WRITE (6,2222) SPCMIN
2222 FORMAT ('TL1.5;PR', F26.12, ', 0.0;XT;')
GO TO 7
4 IF (ISIDE .NE. 0) GO TO 66
WRITE (6,3333) SPCMIN
3333 FORMAT ('TL1.5,1.5;PR', F26.12, ', 0.0;XT;')
GO TO 7
SUBROUTINE YAXIS (A,XSTART,YSTART,END,ISIDE,MAJ,MID,MIN)
   CHARACTER*1 A
   DOUBLE PRECISION SPCMIN,DXSTART,DYSTART,DEND,RAJ,MID,RMIN
   WRITE (6,8888) SPCMIN
   FORMAT ("' TL0.0,1.5;PR',F26.12,'.0,XT;'"
   CONTINUE
   RETURN
END
SUBROUTINE TO DRAW Y-AXIS

WRITE (6,111) XSTART,YSTART
111 FORMAT (" PU;PA",F20.6,F20.6,
WRITE (6,222) XSTART,END,XSTART,YSTART
222 FORMAT (" PD",F15.6,F20.6,";PU",F15.6,F18.6,
DXSTART = XSTART
DYSTART = YSTART
DEND = END
RAJ=MJ
MID=MID
RMIN=MMIN
SPCMMIN = (END-YSTART)/((RAJ-1.)*(MID+1.)
& *(RMIN+1.))
IF (MAJ .EQ. 0) SPCMIN = (END-YSTART)/((MID-1.)
& *(RMIN+1.))
DO 7 I= 1,MAJ-1
   IF (MAJ .EQ. 0) GO TO 10
   IF (I .NE. 1) GO TO 10
   IF (ISIDE .NE. 1) GO TO 1
   WRITE (6,333) XSTART,YSTART
333 FORMAT (" TL1.5;PA",F20.6,
   GO TO 10
1 IF (ISIDE .NE. 0) GO TO 22
   WRITE (6,444) XSTART,YSTART
444 FORMAT (" TL1.5,1.5;PA",F20.6,
   GO TO 10
22 WRITE (6,4444) XSTART, YSTART
4444 FORMAT (" TLO.0,1.5;PA",F20.6,
   DO 8 J=1,MID+1
      IF (ISIDE .NE. 1) GO TO 5
      WRITE (6,555) XSTART,YSTART
555 FORMAT (" TL1.5;PA",F20.6,
      GO TO 20
5 IF (ISIDE .NE. 0) GO TO 33
   WRITE (6,666) XSTART,YSTART
666 FORMAT (" TL1.5,1.5;PA",F20.6,
      GO TO 20
33 WRITE (6,5555) XSTART, YSTART
5555 FORMAT (" TLO.0,1.5;PA",F20.6,
      END IF
20 IF (MIN .EQ. 0) GO TO 12
   DO 9 K= 1,MIN
      IF (ISIDE .NE. 1) GO TO 2
      WRITE (6,777)SPCMIN
777 FORMAT (" TL5;PR 0.0,",F26.12,
      GO TO 9
2 IF (ISIDE .NE. 0) GO TO 44
   WRITE (6,888)SPCMIN
888 FORMAT (" TL5,5;PR 0.0,",F26.12,
      GO TO 9
44 WRITE (6,6666)SPCMIN
6666 FORMAT (" TLO.0,5;PR 0.0,",F26.12,
      CONTINUE
12 IF (MID .EQ. 0) GO TO 17
   IF (J .EQ. (MID+1)) GO TO 17
   IF (ISIDE .NE. 1) GO TO 3
   WRITE (6,999)SPCMIN
999 FORMAT (" TL1.0;PR 0.0,",F26.12,
      GO TO 8
3 IF (ISIDE .NE. 0) GO TO 55
   WRITE (6,1111)SPCMIN
1111 FORMAT (" TL1.0,1.0;PR 0.0,",F26.12,
      GO TO 8
55 WRITE (6,7777)SPCMIN
7777 FORMAT (" TLO.0,1.0;PR 0.0,",F26.12,

CONTINUE
17 IF (ISIDE .NE. 1) GO TO 4
WRITE (6,2222) SPCMIN
2222 FORMAT (' TL 1.5;PR 0.0,,' ,F26.12,';YT;')
GO TO 7
4 IF (ISIDE .NE. 0) GO TO 66
WRITE (6,3333) SPCMIN
3333 FORMAT (' TL 1.5,1.5;PR 0.0,0,,F26.12,';YT;')
GO TO 7
66 WRITE (6,8888) SPCMIN
8888 FORMAT (' TL0.0,1.5;PR 0.0,0,,F26.12,';YT;')
7 CONTINUE
C
RETURN
END

SUBROUTINE DISPLAY(PGSIZE,PIX,P1Y,P2X, P2Y)
CHARACTER*2 PGSIZE
INTEGER EXT
C
C SUBROUTINE TO SET THE GRAPH DISPLAY AREA
C
EXT = 3
IF (PGSIZE .NE. 'A4') GO TO 10
UNIT = 10.00
XI = P1X * UNIT
YI = P1Y * UNIT
X2 = P2X * UNIT
Y2 = P2Y * UNIT
GO TO 30
10 IF (PGSIZE .NE. 'A3') GO TO 20
UNIT = 15.00
XI = P1X * UNIT
YI = P1Y * UNIT
X2 = P2X * UNIT
Y2 = P2Y * UNIT
GO TO 30
20 IF (PGSIZE .NE. 'A1') GO TO 999
UNIT = 30.0
X1 = (P1X * UNIT) - 15000.0
Y1 = (P1Y * UNIT) - 10500.0
X2 = (P2X * UNIT) - 15000.0
Y2 = (P2Y * UNIT) - 10500.0
C
30 WRITE (6,111) X1,Y1,X2,Y2
111 FORMAT (' IP',F15.6,F15.6,F15.6,F15.6,';')
GO TO 9999
999 WRITE (6,12) EXT
12 FORMAT (' LBERROR IN PGSIZE',1R1)
C
9999 RETURN
END

SUBROUTINE BEGIN
INTEGER ESCAPE
CHARACTER*1 Y
C
C SUBROUTINE TO INITIALIZE THE PLOTTER
C
Y = 'Y'
ESCAPE = 27
WRITE (6,10) ESCAPE , Y
10 FORMAT (' ',1R1,'.',Al)
WRITE (6,*) 'IN;DF;SP1;' RETURN
END

SUBROUTINE CLOSE
INTEGER ESCAPE
C
C SUBROUTINE TO DISACTIVATE THE PLOTTER
C
CHARACTER*1 Z
Z = 'Z'
SUBROUTINE AXLBL (A, XSTRT, YSTRT, END, ISIDE, MAJ, FORM)
CHARACTER FORMA*20
CHARACTER*5 FORM
DIMENSION XY(100)
CHARACTER*1 A
INTEGER cont_c
c
FORMA(1:20)="(' LB', , rl)  
DO 40 j=5,l,-l
     IF (FORMA(j:j) .GE.'O' .AND.FORMA(j:j) .LE.'9') GO TO 50
     CONTINUE
atop 'Invalid format in AXLBL!'
c
FORMA(8:12)=FORMA(1:j)
RMAJ = MAJ
WRITE (6,111) XSTRT,YSTRT
111 FORMAT ('  PU',F20.6,F20.6,';')
IF (A .NE. 'X') GO TO 100
SPCMIN = (END - XSTRT)/(RMAJ -1.0 )
XY(1) = XSTRT
DO 10 I = 2, MAJ
     RI = I
     XY(I) = XSTRT + ((RI -1.0) * SPCMIN)
10 CONTINUE
DO 30 I=1,MAJ
     IF (ISIDE .NE. 1) GO TO 2
     WRITE (6,444) XSTRT,XY(I)
444 FORMAT ('  PA',F20.6,F20.6,';LOl8;')
     GO TO 14
22 WRITE (6,555)  XSTRT,XY(I)
555 FORMAT ('  PA',F20.6,F20.6, ' ;LOl2;' )
14 WRITE  (6,FORMA) XY(I),cont_c
30 CONTINUE
C
100 SPCMIN = (END-YSTRT)/(RMAJ - 1.)
XY(1) = YSTRT
DO 110 I=2,MAJ
     RI = I
     XY(I) = YSTRT + ((RI - 1.) * SPCMIN)
110 CONTINUE
DO 300 I=1,MAJ
     IF (ISIDE .NE. 1) GO TO 22
     WRITE (6,444) XSTRT,XY(I)
444 FORMAT ('  PA',F20.6,F20.6,';LOl8;')
     GO TO 14
22 WRITE (6,555)  XSTRT,XY(I)
555 FORMAT ('  PA',F20.6,F20.6, ' ;LOl2;' )
14 WRITE  (6,FORMA) XY(I),cont_c
300 CONTINUE
C
999 RETURN
END

SUBROUTINE CURVE (X,Y,NUM,LTYPE,PATLEN)
DIMENSION X(*),Y(*)
CHARACTER*1 LTYPE
C
C SUBROUTINE TO DRAW A LINEAR CURVE TO FIT A SET OF DATA POINTS
C
IF (LTYPE(1:1) .EQ. ' ' ) THEN
     WRITE (6,11) X(l), Y(l)
11 FORMAT ('  PU;PA',F20.6,F20.6,';CV1;LT; ' )
ELSE
     WRITE (6,111) X(l),Y(l),LTYPE,PATLEN
111 FORMAT (' PU;PA',F20.6,F20.6,';CV1;LT',A3,',',F10.3,';')
END IF
DO 10 I = 1,NUM
     WRITE (6,222) X(I),Y(I)
SUBROUTINE LINE (XI,YI,X2,Y2,LTYPE,PATLEN)
CHARACTER*1 LTYPE
C
C SUBROUTINE TO DRAW A STRAIGHT LINE CONNECTING TWO POINTS
C
WRITE (6,111) XI,YI
111 FORMAT (' PA;PU',F20.6,F20.6,';')
IF (LTYPE(1:1) .EQ. ' ') THEN
WRITE (6,22) X2, Y2
22 FORMAT (' LT;PD',F20.7,F20.7,';')
ELSE
WRITE (6,222) LTYPE,PATLEN,X2,Y2
222 FORMAT (' LT',A3,F10.3,';PD',F20.7,F20.7,';')
END IF
WRITE (6,*) 'LT;' 
C
RETURN
END

SUBROUTINE CHR_STYLE (ISTD,IALT,SELECT)
CHARACTER*2 SELECT
C
C SUBROUTINE TO SELECT THE CHOSEN CHARACTER STYLE
C
WRITE (6,*) 'CS',ISTD,';CA',IALT,';',SELECT,';'
RETURN
END

SUBROUTINE TEXT_DIR (ANGLE)
C
C SUBROUTINE TO SELECT THE CHOSEN CHARACTER STYLE
C
RAD = (ANGLE / 180.) * 3.14
COSRAD = COS(RAD)
SINRAD = SIN(RAD)
WRITE (6,111) COSRAD,SINRAD
111 FORMAT (' DI',F20.6,F20.6,';')
C
RETURN
END

SUBROUTINE NEXT (PG_SIZE)
CHARACTER*2 PG_SIZE
C
C SUBROUTINE TO ADVANCE THE PAGE (IF THIS FACILITY IS AVAILABLE IN THE USED PLOTTER)
C
IF (PG_SIZE .NE. 'A4') GO TO 10
WRITE (6,*) 'PG;IN;SP1;' 
GO TO 20
10 WRITE (6,*) 'NR;IN;SP1;' 
20 RETURN
END

SUBROUTINE CHR_SIZE (W,H)
C
C SUBROUTINE TO SET THE CHARACTER'S WIDTH AND HEIGHT
C (N.B.: THE WIDTH (W) & THE HEIGHT (H) SHOULD BE IN CM.)
C
WRITE (6,*) 'SI',W,H,';'
RETURN
SUBROUTINE TEXT (PGSIZE, SCL_STATE, X, Y, STRING, IORIGIN)
  CHARACTER FORMA*100
  CHARACTER STRING*80
  CHARACTER*2 PGSIZE
  CHARACTER*3 SCL_STATE
  INTEGER EXT
  
  C SUBROUTINE TO DRAW A TEXT STRING
  
  EXT = 3
  J = INDEX (STRING , '$$')

  15 IF (SCL_STATE(1:2) .EQ. 'ON') GO TO 40

  IF (PGSIZE .NE. 'A4') GO TO 10

  PX = X * 10.00
  PY = Y * 10.00
  GO TO 30

  10 IF (PGSIZE .NE. 'A3') GO TO 20

  PX = X * 15.00
  PY = Y * 15.00
  GO TO 30

  20 IF (PGSIZE .NE. 'A1') GO TO 99

  PX = (X * 30.00) - 15000.0
  PY = (Y * 30.00) - 10500.0

  C

  30 WRITE (6,111) PX, PY, IORIGIN
  111 FORMAT (' PU;PA',F20.6,F20.6, ';LO',I3,':';')
  GO TO 50

  40 WRITE (6,222) X, Y, IORIGIN
  222 FORMAT (' PU;PA',F20.6,F20.6, ';LO',I3,':';')

  50 FORMAT ('(',L9,‘/STRING(1:J-1)//’),1R1)‘)

  WRITE (6,FORMA) EXT
  GO TO 999

  99 WRITE (6,12) EXT
  12 FORMAT (' LBERROR IN PGSIZE!',1R1)

  C

  999 RETURN

END

SUBROUTINE PEN (IPEN)
  
  C SUBROUTINE TO SELECT THE CHOSEN PEN NUMBER

  WRITE (6,*)'SP', IPEN,

  C

  RETURN

END

SUBROUTINE DIR_OFF
  
  C SUBROUTINE TO TURN THE TEXT DIRECTION OFF

  WRITE (6,*) 'DI,'

  RETURN

END

SUBROUTINE SCALE_OFF
  
  C SUBROUTINE TO TURN THE SCALE OF THE PLOTTING OFF

  WRITE (6,*) 'SC,'

  RETURN

END

SUBROUTINE CHR_SLOPE (ANGLE)
SUBROUTINE TO SET THE CHARACTER SLOPE

RAD = (ANGLE / 180.) * 3.14
TANRAD = TAN (RAD)
WRITE (6,111) TANRAD
111 FORMAT (' SL',F20.6,';')
RETURN
END

SUBROUTINE SLOPE_OFF

WRITE (6,*) 'SL;'
RETURN
END

SUBROUTINE SCALE (XSTRT,XEND,YSTRT,YEND)
WRITE (6,111) XSTRT,XEND,YSTRT,YEND
111 FORMAT (' SC',F20.6,F20.6,F20.6,F20.6,';')
RETURN
END

SUBROUTINE SYMBOLS (X,Y,N,SYMB)
DIMENSION X(*),  Y(*)
CHARACTER*1 SYMB
NUM = N
PRINT*, 'PU',X(1),Y(1),';SM',SYMB,
DO 10 I=1, NUM
PRINT*, 'PA',X(I),Y(I),';'
10 CONTINUE
PRINT*, 'SM,'
RETURN
END

SUBROUTINE BROKEN_LINE (X,Y,LTYPE,PATLEN)
DIMENSION X(*),  Y(*)
CHARACTER*1 LTYPE
IF (LTYPE(1:1) .EQ. ' ' ) THEN
WRITE (6,11) X(I), Y(I)
11 FORMAT (' PA;PU',F20.6,F20.6,';LT:')
ELSE
WRITE (6,111) X(I), Y(I), LTYPE, PATLEN
111 FORMAT (' PA;PU',F20.6,F20.6,';LT',A3,',',F10.3, ';')
END IF
N = NUM
DO 10 I = 2, N
WRITE (6,222) X(I), Y(I)
222 FORMAT (' PD',F20.6,F20.6,';')
10 CONTINUE
WRITE (6,333) X(I), Y(I)
333 FORMAT (' LT;PU',F20.6,F20.6,';')
RETURN
END

SUBROUTINE INTEG_NUM (PGSIZE,SCL_STATE,X,Y,IVAR,FORM, IORIGIN)
CHARACTER FORMA*25
CHARACTER FORM*5
CHARACTER*3 PGSIZE
CHARACTER*3 SCL_STATE
INTEGER EXT
EXT = 3
DO 44 J=5,1,-1
IF (FORM(J:J).GE.'0'.AND.FORM(J:J).LE.'9') GO TO 55
44 CONTINUE
stop 'Invalid format in AXLBL!'  
55 FORMA = "(' LB'," //FORM(1:j)// ",1R1)"
C
IF (SCL_STATE(1:2) .EQ. 'ON') GO TO 40
15 IF (PGSIZE .NE. 'A4') GO TO 10
   PX = X * 10.00
   PY = Y * 10.00
GO TO 30
C
10 IF (PGSIZE .NE. 'A3') GO TO 20
   PX = X * 15.00
   PY = Y * 15.00
GO TO 30
C
20 IF (PGSIZE .NE. 'A1') GO TO 99
   PX = (X * 30.00) - 15000.0
   PY = (Y * 30.00) - 10500.0
C
30 WRITE (6,111) PX,PY,IORIGIN
   111 FORMAT (' PU;PA',F20.6,F20.6,';LO', 13, ' ;')
GO TO 50
C
40 WRITE (6,222) X, Y, IORIGIN
   222 FORMAT (' PU;PA',F20.6,F20.6,';LO',13,';')
50 WRITE (6,FORMA) IVAR, EXT
GO TO 999
C
99 WRITE (6,12) EXT
   12 FORMAT (' LBERROR IN PGSIZE!',1R1)
C
999 RETURN
END

SUBROUTINE REAL_NUM (PGSIZE,SCL_STATE,X,Y,VAR,FORM,IORIGIN)
CHARACTER FORMA*25
CHARACTER FORM*5
CHARACTER*2 PGSIZE
CHARACTER*3 SCL_STATE
INTEGER EXT
C
C SUBROUTINE TO DRAW A REAL NUMBER
C
EXT = 3
   do 44 j=5,1,-1
   if(FORM(j:j).ge.'0'.and.FORM(j:j).le.'9')go to 55
   continue
55 stop 'Invalid format in AXLBL!'  
   FORMA = "(' LB'," //FORM(1:j)// ",1R1)"
C
IF (SCL_STATE(1:2) .EQ. 'ON') GO TO 40
15 IF (PGSIZE .NE. 'A4') GO TO 10
   PX = X * 10.00
   PY = Y * 10.00
GO TO 30
C
10 IF (PGSIZE .NE. 'A3') GO TO 20
   PX = X * 15.00
   PY = Y * 15.00
GO TO 30
C
20 IF (PGSIZE .NE. 'A1') GO TO 99
   PX = (X * 30.00) - 15000.0
   PY = (Y * 30.00) - 10500.0
C
30 WRITE (6,111) PX,PY,IORIGIN
   111 FORMAT (' PU;PA',F20.6,F20.6,';LO', 13, ' ;')
GO TO 50
C
40 WRITE (6,222) X, Y, IORIGIN
   222 FORMAT (' PU;PA',F20.6,F20.6,';LO',13,';')
50 WRITE (6,FORMA) VAR, EXT
GO TO 999
C
99 WRITE (6,12) EXT
   12 FORMAT (' LBERROR IN PGSIZE!',1R1)
C
999 RETURN
END